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Abstract
Large open source projects are engaged in collaborative software development through social coding platforms,
and use CI/CD practices to automate numerous repetitive tasks through workflows. Most CI/CD tools follow the
configuration-as-code paradigm, specifying their workflow configurations as runnable workflow files. We posit
that, just as is the case when maintaining regular source code, workflow configuration files are subject to the
good and bad practices of reusability and cloning.

This paper provides the plan of my doctoral research, explaining the objectives and research questions, and
outlining the research method to reach these objectives. My research focuses on the empirical analysis of how
code reuse and code cloning practices emerge and evolve in workflow files. The initial focus is on GitHub, taking
GitHub Actions as a case study, given that it is by far the most popular CI/CD used in GitHub.
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1. Introduction

Contemporary collaborative software development relies on a plethora of tools that support or stream-
line the development process such as version control systems, issue trackers, CI/CD and workflow
automation tools, quality checkers, security scanners and many more. Such tools tend to be integrated
into collaborative social coding platforms. GitHub [1] is the largest social coding platform today with
100M+ users and hosting 284M+ public projects in 2023 [2]. GitLab [3] is another very popular social
coding platform with an estimation of over 30 millions registered users [4].

Continuous integration and delivery (CI/CD) is a pillar for collaborative software development [5],
allowing to automate the numerous repetitive tasks being performed by development teams (such as
license agreements, automatic answers, code reviewing, quality analysis, test coverage, automatic issue
triaging, ...). Many CI/CD services have emerged throughout the years (e.g., Travis, Jenkins, CircleCI,
AppVeyor), and other CI/CD services have been directly integrated into social coding platforms (e.g.
GitLab CI/CD since September 2015 [3] and GitHub Actions since November 2019 [6]).

Most of today’s CI/CD tools rely on configuration files (called workflows in GitHub Actions and
pipelines in GitLab CI/CD) to specify automated jobs. These jobs can be executed on runners provided
by the social coding platform (or through dedicated user-provided runners), based on triggers that are
either manual or event-based (such as a pull request, commit, release, recurrent schedule, signal from
an external service, and many more).

Given that CI/CD configuration files can be “executed”, they can be seen as an instance of the so-
called configuration-as-code practice [7]. Considering configuration files as code opens up an entire new
spectrum of research opportunities, since it allows to empirically observe and study the same coding
practices as those that have been studied for several decades for traditional programming languages.

One of these is the study of good and bad code quality practices, and more in particular the study
of code reuse and code cloning practices. Indeed, many of the reported “code smells” in the research
literature on software quality are related to code duplication [8, 9]. Previous research has already
demonstrated the existence of code duplication in Dockerfiles [10, 11], as well as higher maintenance
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effort, prolonged fixes and inconsistent changes due to clones in build configuration files for Java
systems [12]. I thus posit that cloning and reuse practices are also likely to be used in CI/CD configuration
files. This makes it relevant to empirically study the prevalence and impact of such practices in project
repositories hosted on social coding platforms like GitHub and GitLab.

I hypothesise that project maintainers often tend to create new CI/CD configurations by copy-pasting
existing configurations from elsewhere, either from other repositories they own or know about, or
by relying on starter template configurations that are freely provided by the social coding platform.
It remains an open question whether such copy-and-paste reuse is actually beneficial in the specific
case of CI/CD, how duplicated code evolves, and whether it leads to maintainability problems in the
long run. Building further on the preliminary findings of my master’s thesis [13], the goal of my PhD
research is therefore to evaluate the code cloning and code reuse practices in CI/CD ecosystems, with
an initial focus on GitHub Actions, and extending the scope of the study to other CI/CD ecosystems
such as GitLab CI/CD in later phases.

The remainder of this article is structured as follows. Section 2 presents the research context, focusing
on related research on code reuse and code cloning, and presenting the GitHub Actions CI/CD ecosystem
that will be used as the first case study. Section 3 presents the research goals, subdivided into nine
research questions. Section 4 presents my current progress.

2. Context and Related Research

2.1. Code Reuse and Code Cloning

According to Krueger [14], software reuse consists of building new software based on existing software
artifacts (such as code fragments or design structures). Such reuse is a means to reduce development
time and maintenance effort needed to build large and complex programs, as well as to enhance their
general software quality posture [14]. Similarly, code reuse is the use of code snippets from existing
systems or components developed especially for being reused [15]. Many studies relating to code reuse
can be found in the literature [16]. Such code reuse can be typically classified into multiple strategies:
copy-paste, clone-and-own and platform orientation [16].

Copy-paste or clone-and-own reuse can lead to similar or identical code fragments, commonly
referred to as code clones [9]. They could arise accidentally, but are typically introduced due to code
duplication, forking, merging of similar systems, automated code generation tools, or due to changes
made by developers during maintenance [17, 18]. Code clones are a heavily studied field in software
engineering [19, 20, 21].

Code clones can have beneficial effects such as easier understanding of the code, reduced development
time, or ensuring robustness [22, 9, 18]. On the other hand, code clones are also considered as bad
smells [8] as they tend to increase the code base size, may lead to bug propagation, have a negative
impact on code readability, hide the originality of the code, increase maintenance cost or result in
inconsistent and repetitive bug fixes [23, 9]. Due to both positive and negative effects of code clones,
researchers propose that code clones should at least be detected, even in the absence of refactoring
them [17].

Code clones are often categorized into four types [24]: Type I clones represents code fragments that
are identical, ignoring differences in comments or whitespace; Type II clones extends Type I by allowing
different identifiers, literals, methods names and types; Type III clones includes Type II by allowing
added, removed or modified code lines; Type IV clones are so-called semantic clones that have the same
functional goal and behaviour even if they may look different syntactically.

Many general-purpose code clone detection tools exist [19, 17]. To name but a few: NiCad [25],
CCFinder [26], CCFinderSW [27], SourcererCC [28], Deckard [29], and CCSharp [30]. They can be
classified into multiple categories, including text-based, token-based, tree-based, graph-based, metric-
based, and learning-based. Hybrid clone detection approaches may belong to multiple categories [19].
Some tools also offer automatic refactoring of code clones. Arcelli Fontana et al. [31] developed such a
tool for Java project, using NiCad [25] as clone detector.



Code fragment similarity and code fingerprinting are closely related fields to code clone detection.
Similarity Preserving Hashing Functions (SPHF) are functions mapping two similar inputs to two similar
outputs [32]. Fingerprinting approaches divide documents in multiple term sequences and derive one
or multiple fingerprints from these sequences. Documents sharing one or more equivalent fingerprints
are susceptible to contain reused code fragments [33]. Both SPHF and fingerprinting approaches have
been proposed for code clone detection [34, 33, 32].

Many empirical studies on code clones have been carried out in the past. To name but a few, Pate
et al. [35] presented a systematic literature review related to code clone evolution. Mondal et al. [36]
analysed the propagation of bugs through code clones, concluding that 18.42% of code fragments where
a bug fix occurred are due to propagated bugs. Estefó et al. [37] studied code duplication in Robot
Operating System and found that almost half of the analysed launch configuration files contained at
least one code clone. Oumaziz et al. [10] analysed duplicated code in Dockerfiles via an index-based
duplicate detection, finding that new instructions are frequent and issues experienced by developers
explains a majority of modifications. Oumaziz [11] studied code clones in API documentation and
Dockerfiles, finding that a majority of instructions in Dockerfiles are duplicated. McIntosh et al. [12]
collected and analysed 3,872 open source build system configuration files. Considering only Type
I clones, they concluded that half of build logic lines are cloned at least once in Java build systems.
However, they noticed some build systems with a limited number of clones, suggesting cloning is not a
necessity in build system configuration files. They observed that inconsistent changes and prolonged
fixes, known to be clone-related problems in general-purpose code [23], are also affecting build system
files.

2.2. GitHub Actions

GitHub is the most prominent social coding platform [38]. GitHub Actions, being the most popular
CI/CD system used in GitHub projects [39], is arguably one of the most popular CI/CD ecosystem. This
section presents its concepts and existing empirical research that has been conducted on this quite
recent ecosystem.

GitHub has started to provide support for CI/CD within GitHub itself since November 2019 through
GitHub Actions, which quickly became the most frequently employed CI/CD solution for GitHub
projects [39]. Listing 1 shows a workflow configuration file, given by GitHub,1 for building a Python
package and releasing it on PyPI. The workflow is stored in a YAML file respecting a given syntax
specified by the GitHub documentation.2

A workflow file has at least two main parts describing when it is triggered (on: key) and what should
be performed (jobs: key). The on: key describes the list of events upon which the workflow should
run. Lines 3-5 of Listing 1 declare that the workflow should run each time a new release is published.
The jobs: key declares one or more jobs, each composed of one or more steps. A step can use (uses:
key) a reusable component, called Action, or run (run: key) a sequence of shell commands. Actions
will be described in Section 2.3.1.

Line 14 in Listing 1 declares a call to the actions/checkout Action (version 4) to clone the reposi-
tory, while line 16 calls version 3 of another Action actions/setup-python to install and configure
Python in the environment. Lines 17-18 are declaring a variable python-version used by the Action in
order to specify the python version to install. Lines 20-22 declare the execution of two shell commands,
the first one installing pip and the second one installing the Python package build with pip. Line 24
launches the python build system. Finally, line 26 calls the Action pypa/gh-action-pypi-publish
uploading the built Python package to PyPI. Lines 27-29 declare two parameters that will be passed to
the Action.

Prior research on GitHub Actions has focused on the adoption and usage of GitHub Actions. Kinsman
et al. [40] studied how developers use GitHub Actions in open-source projects after its adoption.
Golzadeh et al. [39] quantitatively studied the usage of different CI/CD tools used in GitHub and

1https://github.com/actions/starter-workflows/blob/main/ci/python-publish.yml
2https://docs.github.com/en/actions/using-workflows/workflow-syntax-for-github-actions
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Listing 1: GitHub Actions workflow file for building a Python package
1 name: Upload Python Package
2
3 on:
4 release:
5 types: [published]
6
7 permissions:
8 contents: read
9

10 jobs:
11 deploy:
12 runs-on: ubuntu-latest
13 steps:
14 - uses: actions/checkout@v4
15 - name: Set up Python
16 uses: actions/setup-python@v3
17 with:
18 python-version: ’3.12’
19 - name: Install dependencies
20 run: |
21 python -m pip install --upgrade pip
22 pip install build
23 - name: Build package
24 run: python -m build
25 - name: Publish package
26 uses: pypa/gh-action-pypi-publish@27b31702a0e7fc50959f5ad993c78deac1bdfc29
27 with:
28 user: __token__
29 password: ${{ secrets.PYPI_API_TOKEN }}

Rostami Mazrae et al. [41] qualitatively analysed the usage, co-usage and migration among CI/CD
tools, noticing a migration towards GitHub Actions. Valenzuela-Toledo and Bergel [42] studied the
evolution of GitHub Actions workflow files. Mazrae et al. [43] studied the main changes in workflow
files, concluding that files are subject to frequent modifications. Decan et al. [6] analysed the reuse of
Actions and automation practices for GitHub Actions workflows, concluding nearly all jobs make use
of them. Saroar and Nayebi [44] qualitatively surveyed Actions developers in the goal of understanding
how they use, create and search for Actions and identifying possible challenges they face while doing
so. Khatami et al. [45] analysed 10,012 commits from the 83 most populars repositories using GitHub
Actions looking for different kind of smells. They proposed an automatic smell detectors for each
identified smell, and gave insights on how developers reacted to those smells, concluding 7 out of 22
smells are revelant to developers whereas 9 out of 22 had mixed reactions.

2.3. GitHub Actions Code Reusability Mechanisms

The integrated CI/CD mechanisms offered by GitHub provide a variety of methods for facilitating
code reuse in workflows. This section describes the principal means of code reuse available in GitHub
Actions.

2.3.1. Reusable Actions

GitHub Actions supports different type of reusable components directly referenceable inside its work-
flows. In the GitHub Actions ecosystem, reusable components are called Actions. An Action represents
an individual task, combinable with others to create a job. They can either consist of a single Javascript



Listing 2: GitHub Action workflow file for building a Python package via a reusable workflow
1 # previous keys (on, permissions, etc.)
2
3 jobs:
4 deploy:
5 uses: ./.github/workflows/pypi-reusable.yaml
6 with:
7 python-version: 3.12
8 username: __token__
9 secrets:

10 password: ${{ secrets.PYPI_API_TOKEN }}

file being executed, be composed themselves of Actions or shell commands, or refer to a Docker con-
tainer. In the latter case, the container is then used as environment for the job, thus allowing specific
version and dependency management. The objective of Actions is thus to replace frequent sequences of
commands following the principle of "don’t repeat youself" (DRY).

The GitHub Marketplace3 enables maintainers to search for and share Actions. Alternatively, an
Action can be referenced by the repository hosting its code.

2.3.2. Reusable Workflows

Reusable workflows4 represent another possibility for code reuse. As its name suggests, reusable
workflows enables the maintainer to declare a workflow reusable by others. Such a reusable workflow is
declared in a very similar manner as done in Listing 1. Once declared, this workflow can be referenced
elsewhere, possibly in workflow files located in different repositories. Unlike Actions, a reusable
workflow can contain multiple jobs, each composed of multiple steps.

By using this reusability mechanism, the workflow presented at the Listing 1 can be transformed to
reference a reusable workflow. The resulting workflow, shown at the Listing 2, is a shorter workflow
file, where the steps of the deploy job are replaced by a reference to a reusable workflow (located in
the same repository in our example), which describes these steps.

2.3.3. Composite Actions

Composite Actions are a type of reusable Actions. A composite Action bundles a list of Actions or shell
commands as a single Action, thus appearing as a single step in a workflow file.

Assuming a composite Action example/build-publish-python@v1 is declared and bundles the
last four steps of the workflow presented at the Listing 1, we could simplify our workflow by replacing
these steps with a reference to example/build-publish-python@v1. An example of resulting
workflow is presented at the Listing 3. Line 8 calls a composite Action, while lines 9-12 are giving
needed variables to the Action (such as username and password).

2.3.4. Starter Workflows

GitHub freely provides examples and templates of GitHub Actions workflows, called starter workflows.
Such starter workflows can be found freely in a GitHub repository5 or can also be integrated automati-
cally via the GitHub web interface. Maintainers can copy-paste the content into their own workflows
and adapt them to their own use-case. Such reuse allows for a different starting point when creating a
new workflow file, offering an alternative to a blank workflow file. Nevertheless, such reuse can also
result in the creation of a significant amount of code clones across workflow files.

3https://github.com/marketplace?type=actions
4https://docs.github.com/en/actions/sharing-automations/reusing-workflows
5https://github.com/actions/starter-workflows
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Listing 3: GitHub Action workflow file for building a Python package via a composite action
1 # previous keys (on, permissions, etc.)
2
3 jobs:
4 deploy:
5 runs-on: ubuntu-latest
6 steps:
7 - uses: actions/checkout@v4
8 - uses: example/build-publish-python@v1
9 with:

10 python-version: 3.12
11 username: __token__
12 password: ${{ secrets.PYPI_API_TOKEN }}

As an example, the previously presented workflow in Listing 1 is one of the available starter workflow,
where only the python version was changed from 3.x to 3.12.

3. Research Goals

Since configuration-as-code files essentially contain code, I hypothesise that they are affected by
the majority of issues encountered in general-purpose code, even though the syntax for expressing
configuration files can be quite different from the one of traditional programming languages.

In the specific case of GitHub Actions, Saroar and Nayebi [44] qualitatively concluded that writing a
workflow based on a previously written workflow file and using a starter workflow as a basis are the
two most popular methods used by consulted GitHub Actions maintainers when writing a workflow
file. The majority of consulted maintainers thus appear to be basing themselves on other workflows,
which may be indicative of the popularity of copy-paste or clone-and-own reuse across workflow files.
Such reuse might lead to a substantial number of code clones in GitHub Actions workflow files.

I thus hypothesise that CI/CD configuration files also suffer from code cloning, due to copy-paste
or clone-and-own reuse and the many observed reasons for code duplication in general purpose code
(such as automatic code generation [17]). My doctoral research therefore aims to empirically study
code clones in configuration as code files of CI/CD tools. As a first step (G1-3), I will study the GitHub
Actions ecosystem, and in a final step (G4), I will extend this research to a wider range of tools, and
also compare the practices and impact of code cloning across these tools.

To achieve these different goals, I plan on using a mixed-method empirical analysis as advocated
by Creswell [46]. Such mixed-method empirical analysis entails two primary research methodologies:
qualitative and quantitative. Quantitative studies and mining of software repositories are typically
sufficient to inform decision-making. However, a qualitative approach may be necessary to better
understand the underlying causes behind specific phenomena, which might prove difficult to study via
a quantitative approach.

3.1. G1: Assessing Code Cloning Practices in the GitHub Actions Ecosystem

G1 will mainly focus on GitHub Actions workflow files. After a careful review of the literature, I found
no previous research analysing code clones for GitHub Actions.

In the goal of quantifying and describing code clones in GitHub Actions, we will proceed to address
the following research questions:

RQ1: What are code clones in workflows and how to identify them?
This question will study how code clones can be detected in GitHub Actions workflow files. The order

and structure of the syntactic keys used in workflow files (such as ‘on:’, ‘jobs:’, ‘uses:’ or ‘run:’) lead to



quite some repetition and syntactic similarity across workflow files. We therefore expect current clone
detection algorithms to yield many false positives and lose precision when applied on configuration
code, which can be syntactically quite different from general-purpose code. We plan to devise an
algorithm taking these syntactic specificities into account in order to precisely detect code clones in
workflow files. We will exclude Type IV clones from the analysis as they do not depend on the syntax.

RQ2: How prevalent are code clones in workflow files?
This question aims to quantify code clones across workflow files. We plan to empirically analyse

code clone presence in GitHub Actions workflow files, thus confirming the presence of code clones as
well as the extent of duplicated code in such files.

RQ3: What are the characteristics of code clones?
Clone characteristics such as length or position will be studied as well as social characteristics such

as the author and maintainer of code clones. This question will also analyse the code clone contents,
e.g., whether they are complete jobs, sequence of steps or events. How code clones differ or resemble
one another will also be studied in this question. Such analysis will provide insights on which parts of
workflow configurations maintainers tend to clone and why.

3.2. G2: Understanding code cloning practices

In order to gain a deeper comprehension of code clones in GitHub Actions workflow files, this second
goal aims to further analyse code cloning practices of workflow files by studying clones provenance,
evolution and impacts. More specifically, we will address the following three research questions:

RQ4: Where do code clones come from?
Assuming code cloning is a popular practice among GitHub Actions workflows maintainers, such

code cloning could come from several sources. Maintainers could use their own workflows, their
organisation workflows or GitHub starter workflows as a basis.

Based on the results of G1, we will construct and study the code clone evolution history, also known
as clone genealogy, inspired by existing research [47, 48]. By leveraging an existing differencing tool for
GitHub Actions workflow files developed at our lab [49], we will quantitatively study the origin of code
clones.

Such a study will provide insights in how code clones are introduced in workflow files and knowledge
in how workflow files are created.

In addition, we will also qualitatively study how developers tend to reuse code. The process of
choosing what code to reuse and the practice chosen by developers to do so will also be a part of this
study.

RQ5: How do code clones co-evolve?
By further studying the clone genealogy constructed in RQ2, this question aims to understand the

co-evolution of code clones. Code clones can follow multiple evolution patterns such as consistent
evolution (i.e., code fragments stays similar to a given similarity metric), independent evolution (i.e.,
code fragments become different to a given similarity metric), delayed or late propagation (i.e., code
fragments changes consistently at different times) [50]. Which evolution pattern do code clones follow
in the specific case of GitHub Action is still unknown.

RQ6: What is the impact of code clones?
This question seeks to understand how code clones affect workflow files and their creation or usage.

In general purpose code, code clones can be beneficial in certain instances, yet exert a detrimental
effect in others [22, 9, 18, 23, 8]. However, it is still unknown whether code clones impact positively
or negatively workflow files. This question will thus study the different impacts of code clones in
workflows, basing its answer on the previously studied aspects of clones (studied in RQ4 and RQ5).



3.3. G3: Improving code reuse practices

The objective of this goal is to improve code reuse practices in GitHub Actions workflow files by
assisting maintainers in the avoidance of code clones considered detrimental.

This goal is highly dependent on the conclusions of G1 and G2. It is our expectations that previous
goals will enable us to improve code reuse practices in GitHub Actions workflows. However, this goal
will be adapted or removed depending on the conclusions of G1 and G2.

RQ7: Are reusable components introduced in workflows?
This question seeks to understand whether code clones transform into reusable components in the

context of GitHub Actions workflow files, and whether this change impacts their code clones. GitHub
introduced multiple code reusability mechanisms (such as reusable workflows or composite Actions)
that could limit code cloning. However, whether maintainers refactor their workflow files in order to
use these mechanisms and thus, reduce code duplication, is still unknown. Similarly, the reasons to
use (or avoid) such mechanisms and the difficulties encountered by maintainers in doing so are still
unknown and will be qualitatively studied as part of this research question.

RQ8: How to help maintainers avoid code clones?
As it is already the case with general purpose code [9], we expect code clones in GitHub Actions

workflow files to have positive and negative effects. (The veracity of these expectations will be es-
tablished in RQ6). Though some workflows may not need nor benefit from code clones removal, we
expect that refactoring often encountered code fragments will mitigate or remove adverse effects of
code clones, thus helping maintainers. The objective of this research question is thus to identify and
implement strategies in order to help maintainers avoid code clones, or at least mitigate the adverse
effects of such clones.

Such strategies could include refactoring code clones into reusable components (such as Actions or
reusable workflows). Such refactoring could use code clones in order to create reusable components
and provide an automatic patch introducing such components. This automatic refactoring may be a
response to possible difficulties encountered by maintainers as will be studied in RQ4.

Due to limitations of reusability mechanisms GitHub or specific needs in workflows, we expect to be
unable to refactor some code clones. Another strategy thus involves automatically propagating changes
of code clones in order to support their co-evolution studied in RQ5. Such a strategy will mitigate or
remove bug propagation while also reducing maintenance costs, which are two of the adverse effects of
code clones [9].

This research question will be divided into multiple research questions as my doctoral research
progresses. As my doctoral research has only recently begun, I currently do not have enough hindsight
related to this question to provide a detailed description.

3.4. G4: Generalisation to Other CI/CD Tools and Social Coding Platforms

Other CI/CD tools (such as Jenkins6, CircleCI7, Travis8 or AppVeyor9) or social coding platforms (such
as GitLab10 or Gitea11) uses configuration-as-code practice in the scope of CI/CD configuration. The
second goal aims to expand the scope of the study to other CI/CD ecosystems, allowing us to compare
how code cloning and reuse varies between different CI/CD ecosystems using configuration-as-code
practice.

The methods of this second goal is based on the same fundamental concepts of G1-3 methods. A
large-scale and representative dataset of configuration files will be required for each considered CI/CD.

6https://www.jenkins.io/
7https://circleci.com/
8https://www.travis-ci.com
9https://www.appveyor.com/
10https://docs.gitlab.com/ee/ci/
11https://about.gitea.com/
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Large-scale archiving system (such as Software Heritage [51]) could be a first step in retrieving enough
data for different CI/CD. Moreover, in the particular case of GitLab, such archiving system could also
preserve self-hosted GitLab instances, allowing us to consider such instances. Concerning the detection
of code clones, I plan to adapt the algorithm developed in Goal 1 to other configurations files, beginning
with those based on YAML for simplicity. The depth of this goal and its feasibility will be dependent on
the time left in my thesis.

The following research question will be addressed by this goal:

RQ9: What are the similarities between code clones of different CI/CD ecosystems?
This question aims to compare the different code clones between different CI/CD ecosystems providing

knowledge about whether practices related to code clones differ per ecosystem or whether they are
common. This question will also provide insights into how maintainers deal with code clones on
different ecosystems.

One part of this question will focus on the code reusability practices used in different CI/CD tools.
Understanding and comparing the practices used in different platforms will allow us to understand why
a given practice is used in a single CI/CD, or to the contrary, common to all. In doing so, we expect
to identify how code reusability systems are used in different CI/CD tools, and to formulate various
advices helping developers of different platforms.

Moreover, the content and semantic behind detected clones will be analysed and compared. Such an
analysis may result in recommendations, easing the task of creating and maintaining CI/CD configura-
tion files.

As a first step, this question will focus on GitLab CI/CD. Similarly to GitHub Actions, GitLab CI/CD
is directly integrated into GitLab via a YAML configuration files located inside the repository. Whereas
the main ideas are the same, they are structured differently in a GitLab configuration file. Gitea is
another social coding platform integrating a CI/CD. It is of particular interest in this question as its
configuration files follow the same syntax of GitHub Actions, though some differences may occur.12

Other CI/CD will be included in this research questions depending on the time left in my thesis.
This last research question will later be divided into multiple research questions. As my doctoral

research has only just begun, I currently do not have enough hindsight related to provide details related
to this question.

4. Progress and Future Work

This section explains my current progress for the different goals.

4.1. Dataset

A preliminary goal of my thesis is to gather a large historical dataset of GitHub workflow files, allowing
us to quantitatively study the code duplication and reuse in the context of workflow files. To this end, I
developed and published gigawork (which is an acronym for “Give me GitHub Actions Workflows”),
an open-source extraction tool for extracting workflow files from a git repository.13 gigawork traverses
the git history tree beginning from a given git reference, git HEAD by default, following the first-parent
rule.14 For each commit touching a workflow file, it extracts the workflow file version as well as
other metadata (such as the commit date, the author, ...) [52]. gigawork was applied on a list of 43K+
repositories, obtained via a query to SEART search engine [53] (where we excluded repositories not
using GitHub Actions). In an updated version of the dataset [52], 2.5M+ workflow files, representing
219K+ workflow histories, are present. In addition, boolean flags indicating which workflow files of
the dataset are valid YAML files and which respect the current GitHub Actions syntax were added by
gigawork.
12https://docs.gitea.com/next/usage/actions/comparison
13https://github.com/cardoeng/gigawork
14This rule dictates that git only follows the first parent of each commit.
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Figure 1: A visual diff of two workflows found in GitHub repositories.

Although the dataset does not contain any information about code clones, we can use it to detect
such code clones. For instance, two very similar workflow files, extracted from the dataset, can be
found at Figure 1.15 Both workflows are very similar to the one presented at Listing 1, though they are
coming from different repositories. Moreover, they also have the same goal. As seen on Figure 1, the
main changes between these two workflows are comments and version changes. We can also note the
addition of a new python dependency (virtualenv). Finally, a limit of depth for fetching the repository
was added via fetch-depth variable.

4.2. Code clones detection

In the goal of answering RQ1, multiple ways of detecting code clones in GitHub Actions workflow files
were already studied and experimented. However, no definitive algorithm was found yet. I am thus
currently focussing on RQ1, continuing experimenting different approaches in the goal of efficiently
detecting code clones, while keeping in mind this algorithm might be extended to other YAML files.
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