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Abstract
Background: The source code of the Linux kernel is being changed about 80,000 times a year. Each of these
changes (commits) is for a reason. The implications of those reasons are huge, given the critical role of Linux for
the industry. Linux is also an example of continuous development projects, very common nowadays. However,
there is little research on what is changing in it, and the reasons for those changes, which is important to learn
which kind of development and maintenance activities are being performed.

Research objective: To learn about Linux source code changes. In particular, what types of changes are
happening, and how those changes can be classified in a way that is relevant for different stakeholders.

Methodology: We selected a random set of 499 commits to the Linux kernel. We then annotated, by three
different annotators, to which kind (bug fixing, bug preventing, perfective or new feature) belongs each of them.
Finally, we analyze the resulting classification.

Results: We find that about half the changes to the source code of Linux correspond to perfective commits.
About one sixth, to new features. About one third, to bug suppression (including fixing and preventing). We
also noticed a relatively low agreement between annotators, specially in the case of bug preventing commits,
and the difficulty of classifying many commits.

Conclusions: This is a first estimation of the kinds of changes to the Linux source code, which should be
refined by more detailed studies. We also found that there is room for defining with more precision the kinds of
changes, and also for rethinking the classification in terms of ranges, and specific interests, instead of absolute
categories.
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1. Introduction

The Linux kernel is one of the most relevant free, open source software (FOSS) projects. It follows
a continuous development process[1], with an almost continuous flux of changes to the source code,
and minor releases every few weeks. Development (new functionality) and maintenance (bug fixes,
refactoring, etc.) activities are performed in parallel. This is frequent in modern FOSS and non-FOSS
projects, which are no longer structured as a first stage for development, up to a “put into produc-
tion” moment, and then a maintenance stage, which does not add new functionality. On the contrary,
continuous development projects perform activities of development of new features, and maintenance
activities, in parallel, even when there are windows of time when preference is given to merging main-
tenance changes, and windows when new features are preferred.
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The history of all the changes to the Linux source code, since 2005, is recorded in its main git repos-
itory. It is known as the “Torvalds repository” or the “upstream repository”, by comparison with
the “stable” repository, where branches intended for production are composed from commits in the
upstream repository. Currently, it has in the order of 80K commits (individual changes) per year.
Understanding the motivation for those commits is fundamental to learn about the development and
maintenance activities performed by Linux kernel developers. By studying them, it is possible to learn
not only which changes correspond to maintenance activities, or development of new features, but
also to reconsider what is maintenance and what is development of new features, in the context of the
changes that Linux is experimenting.

Many studies have been performed on Linux and its development repositories. The following are
some of those that are most closely related to the work we are presenting. Already in 2012, [2] used
an approach based on automatically examining commit records to identify bug fixing commits. [3]
focused on commits that change configuration files, to detect additions of removal of features, while
[4] presented a dataset composed of threads discussing patches in mailing lists, including references
to the corresponding commits. More recently [5] focuses on the automatic identification of commits
fixing security issues, [6] studies a dataset of exploits of Linux, including a number of releases of it, and
[7], which analyzes the communication accompanying submitted changes, which roughly corresponds
to the commit comment when the patch is accepted.

Evenwhen these studies deal with topics such as identifyingwhich commits correspond to bug fixing
and other maintenance-related tasks, or to new features and other development-related tasks, we are
not aware of any one comprehensively studying what types of changes are committed into the Linux
kernel, with the aim of understanding which kinds of development and maintenance activities are
being performed on it. What is more important, we are not aware of studies targeted at understanding
with some detail how modern processes of continuous development, in complex and critical systems
such as Linux, are structured, and how they mix development of new functionality and maintenance
of the code base.

Therefore, we decided to perform a nuanced, extensive “manual” analysis of code changes. This
consisted in the analysis of 499 commits by three different annotators. The annotation classified each
commit, with the aim learning about the development or maintenance tasks that those commits re-
flected. In the process, we found that in some cases the nature of a commit is “in the eyes of the
annotator”, which lead us to reflect about the differences between different types of maintenance and
development commits, and the blurry limits between them.

The main contributions of this study are:

• A detailed dataset consisting of 499 commits of the Linux kernel, classified according to the kind
of activity that lead to the code change.

• A characterization of the development and maintenance tasks performed in Linux, based on that
classification.

• A reflection on the nature of bug fixing, bug preventing, perfective and new functionality changes
to the source code in a continuous development project.

2. Method

Commits to the Linux kernel follow a well-established process, which includes discussion and peer
review, before they are merged into the code base. This process is based on discussion threads in
public mailing lists, where proponents, reviewers, and anyone else with interest interact. It usually
has several stages, since the contribution structure to Linux is hierarchical. A proposed patch may be
discussed first at the module level, then at the subsystem level, and maybe later at the system level. In
each stage, the proposed changemay be rejected, accepted as such, or accepted with somemodification.
Finally, at some point, accepted changes are merged in the Torvalds (“upstream”) repository.

At certain points in time, usually every 9-10 weeks, a new release (a mainline kernel, in Linux par-
lance) is tagged in that repository, meaning that a new point release branch (for example, 6.2) will be



opened in another repository, the “stable” repository, intended to be used for production code1. Since
we were interested in all the changes to the Linux source code, we decided to use the Torvalds reposi-
tory as our main data source. The specific method we followed in our study, based on this data source,
is described below:

Random sample. We selected a random sample of 499 commits from all the commits in the Torvalds
repository of the Linux kernel with committer date in 2022.

Manual annotation. We developed annotation guidelines, an annotation process, and a web-based
tool to let annotators read commit messages, and if needed the full commit (including changes to
the source code) and the thread discussing the commit in the corresponding mailing list. Three
different annotators classified all the commits.

Analysis. We compared the results of the three annotations, and performed a statistical analysis of
them.

2.1. Random sample

For the random sample, we started with a dataset which includes metadata for all commits in the Tor-
valds Linux repository, up to 2023 [8], obtained using the Perceval tool [9]. From that dataset, we
filtered all commits with a commit date in 2022, totaling 85,820 commits. We then selected a random
sample of 499 commits from it. For each commit, the sample includes the commit hash (unique identi-
fier), date, and message (among other data not used for this research).

2.2. Manual annotation

The annotation consisted, for each commit in the random sample, of a careful manual analysis of
the commit, with the aim of classifying it. If the commit was a merge commit, we ignored it for the
annotation. To maximize the consistency of the annotation criteria, we used a detailed definition of
each category (see Appendix 2.3). We insisted that annotators had to classify according to the major
“intention” of the commit, to clarify how to interpret the classification. We also wrote annotation
guidelines, which all annotators read carefully before starting their annotations. These categories, and
the definitions we used, were produced after a refinement process, based on several previous test-runs
of the annotation.

The annotation was performed by three of the authors of this paper, independently. All of them had
formal training in computer engineering, and have developed software themselves. Two of them were,
at the time of performing the annotation, PhD in software-related areas, and the third one was in his
third year towards the same goal.

To facilitate the annotation, we developed a tool to assist annotators in their task (see Figure 1). It
allowed annotators to select a commit hash from the sample to annotate, visualize its commit message,
and, if needed, browse the mailing list thread where it has been discussed, and the full commit info,
including changes to the source code. Using this tool, annotators classify each commit using a Likert
scale of 5 values from several points of view. The most relevant for this study are:

• Is this a bug fixing commit (BFC)?
• Is this a bug preventing commit (BPC)?
• Is this a perfective commit (PRC)?
• Is this a new feature commit (NFC)?

Using the tool, annotators read carefully the message in each commit, and if they considered it
necessary, they also checked the corresponding review threads in the Linux mailing lists, and the
changes to the source code. When they considered they were ready, they filled in their annotation, by

1Active kernel releases: https://www.kernel.org/category/releases.html

https://www.kernel.org/category/releases.html


Figure 1: Screenshot of the tool used by annotators.

Agreement all A,B A,C B,C
BFC 0.790 0.755 0.810 0.807
BPC 0.456 0.231 0.464 0.638
PRC 0.736 0.629 0.738 0.837
NFC 0.787 0.692 0.826 0.847
BSC 0.658 0.505 0.703 0.754

Table 1
Krippendorff’s alpha values for estimating agreement between annotators for each type of commit (including
BSC as the merge of BFC and BPC). The column “all” shows values for agreement between all annotators. The
other columns show values for pair of annotators (A, B, and C), irrespectively of the value selected by the third
annotator

selecting a value in a menu with the options of the Likert scale for each of the questions above (among
others). The annotation was then saved to a CSV file.

After the annotation, we studied the agreement between annotators, using the Krippendorff’s alpha
coefficient [10]. We used this measure for agreement because we needed a metric capable of working
with more than two annotators, and with a discrete, but ordered, set of possible values for each annota-
tion. The values for agreement are described in Table 1. That table shows how the agreement between
the three annotators is between 0.67 and 0.8, except for BPC. This would mean that the agreement for
BFC, PRC, and NFC is good enough to draw tentative conclusions, but not for BPC.

To mitigate this problem, which could be due to a difficulty in telling BPCs apart from BFCs, we
created a new category, BSC (bug suppression commits), to merge both of them. See details below for
more information about how that category was created during the analysis. In Table 1 we also show



the agreement for this category, which is very close to 0.67, and therefore, very close to be good enough
to draw tentative conclusions.

2.3. Definition of categories

For the annotation, we used some definitions which all annotators had to read carefully before starting
annotation. For the matters discussed in this paper, the most relevant definitions are:

Purpose of the commit. The purpose of the commit is the intention with which the code change
(commit) was done. It will usually be a short text, which to some extent may be a summary
of the commit message. But in the end, it is what the annotator understands as the purpose or
intention of the code change.

The annotator will not always fully understand that purpose, because of technical complexities,
unfamiliarity with the details mentioned, deficiencies in the commit message and associated
information, or anything else.

Definition of failure, bug and fault. Failures are defined as erroneous behaviour of the software
system, when the system deviates from its expected behavior, resulting in an inability to perform
its intended functions or deliver the expected outputs. If the failure is caused by a software fault
(a bug), it can be fixed only by some change to the software. Therefore, a commit that doesn’t
change the source code (including its default configuration or other assets that may influence in
the behaviour of the system) cannot fix or prevent a bug.

Therefore, we will use ”bug” and ”fault” as synonyms, which will cause failures. If no failure was
found, no bug was found either, so any change could maybe be preventive of bugs, but for sure
it will not fix a bug. Also, if a commit does not change the behaviour of the system, it cannot fix
a bug (because behaviour before and after the commit is the same). Therefore, changes which
only touch comments, or which are only refactoring, cannot fix a bug.

We will also consider changes to the default configuration as changes that could change the
behaviour of the system, and therefore could introduce and fix bugs.

Bug-fixing commit (BFC). Any commit that fixes a bug present in the source code, defined as a
software fault that manifests as a failure when running in a certain way the version of the system
previous to the commit.

Bug-Preventing Commit (BPC). Any commit that prevents a bug that could cause a failure in the
future. This type of commit does not fix known bugs, but possible, still undiscovered bugs, that
could happen in the future. For example, they could improve the values returned by a function,
in a way that is likely to prevent failures in code calling that function.

Perfective Commit (PRC). Any commit that improves the quality of the code (understandability,
composability, performance, etc). This includes refactoring, optimizations, code style improve-
ments, adding comments, etc. The key aspect is that perfective commits do not fix bugs or add
new features.

New Feature Commit (NFC). Any commit that adds new functionality or capabilities to the code-
base. This includes adding support for new hardware, implementing new APIs, exposing new
configuration options, etc. The key aspect is that new feature commits add new code to enable
new behaviors not previously possible.

2.4. Analysis

We estimated the type (BFC, BPC, PRC, or NFC) of each commit using the values produced by the
annotators. To estimate a single value for each commit, we computed the mean of the values produced



Kind Number of commits
PRC 249
BFC 104
NFC 79
BPC 67

PRC

49.9%

BFC

20.8%

NFC

15.8%
BPC

13.4%

Figure 2: Results of the annotation: number of commits per kind of commit, and chart with the corresponding
fractions.

by the annotators for each type of commit, and used the largest of those means to estimate the type.
Then, we considered the sample to be representative of the whole set of commits committed during
2022. Therefore, we estimated the number of commits of each type during 2022 by considering their
fraction was like the one in the annotated sample.

We also created a new category, result of merging BFC and BPC. We called it “bug suppression
commits” (BSC) because these both types have a similar intention: to reduce bugs in the source code.
For creating it, we use, for each commit and each annotator, the maximum value of BFC and BPC. We
then repeated the same analysis for the three resulting types (BSC, PRC and NFC), since the level of
agreement for them make results more plausible.

3. Results

The results of the annotation process are presented in the table (absolute numbers) and chart (fractions)
in Figure 2. About half the commits were classified as perfective commits (PRC), about one fifth as bug
fixing commits (BFC), and the rest as bug preventing commits (BPC) and new feature commits.

We also grouped the annotations as BFC and BPC into a single “bug suppression commit” (BSC)
category. This resulted in BSCs being about one third of all commits, which represents the fraction
of changes to the source code that are targeted at dealing with bugs. Notice that, when merging BFC
and BPC in the BSC category, overall numbers for categories may change, as it happens with PRC in
Figure 2 (247) and Figure 3 (248). This is because the classification of a single commit changes from
PRC to BSC: when considering only BSC, PRC and NFC, the mean for BSC for the three annotators is
larger than the mean for PRC.

Extrapolating the fractions found in the annotation, we can obtain an estimation for the number of
commits of each type for all commits committed during 2022, as shown in Table 4. We can see how
more than 42,000 changes to the source code were perfective, while more than 29,000 were changes
for fixing or preventing bugs. All of them (more than 71,000 commits) could be considered as main-
tenance commits, since they do not change functionality (except for dealing with bugs). Only about
13,000 commits were for adding new functionality, which could be considered development activity.
Therefore, we can estimate that about 84.2% of all commits correspond to maintenance activity, while
about 15.8% of all commits correspond to development activity.



Kind Number of commits
PRC 248
BSC 172
NFC 79

PRC

49.7%

BSC

34.5% NFC

15.8%

Figure 3: Results of the annotation, merging BFC and BPC in a single type (BSC): number of commits per type
of commit and chart with the corresponding fractions.

Kind Number of commits
PRC 42,824
BFC 17,886
NFC 13,587
BPC 11,523

Kind Number of commits
PRC 42,652
BSC 29,581
NFC 13,587

Figure 4: Estimation of the total number of commits based on the fractions found as result of the annotation.

4. Discussion

Even when our study shows some preliminary results about the type of changes to the source code in
the Linux kernel, we found the process to conduct the study as even more interesting than the results
themselves.

4.1. Discussion: context

Linux kernel development and maintenance is complex [11], with activities structured in a hierarchy
of hundreds of subprojects, using a diverse and relatively peculiar set of development support tools,
compared to the usual uses in FOSS projects. For example, most of the code review is done via mail-
ing lists, and bug reporting is spread among a Bugzilla instance, mailing lists, issues in some GitHub
repositories, and other means.

Despite these peculiarities, and likely because of its importance, it has been widely studied. In the
specific case of changes to the source code, there are some early papers about its evolution from the
early 2000s [12, 13], which are focused on the overall evolution, and not in characterizing individual
changes to the source code. More directly related to changes to the source code, the most relevant
studies are focused on how changes fix or introduce bugs. [14] empirically studied bugs in OpenBSD
and Linux, a study which was replicated 10 years later [15]. Both of them use the results of applying
static analysis tools to the source code to detect bugs in it. Using bug reports as the main data source,
[16] characterized bugs reported and fixed in three FOSS projects, including 829 in the Linux kernel,
and [17] analyzed in depth 5,741 bugs reported in the Linux Kernel.

However, we are not aware of comprehensive studies classifying all changes to the source code of
Linux reflect. With the industrial importance of Linux, and being it also a key example of continuous
development (when maintenance and development activities are performed continuously in the soft-
ware), we considered it was important to shed some light on this area. For that, we decided to start
from Linux commits in the Torvalds repository, because all changes to the kernels used in production



go through it. Since we couldn’t find any automated technique proved to be useful to classify Linux
commits, we also decided to start with a detailed manual classification. This allows us to both hav-
ing a ground truth for future studies, and to learn about the nuances of commits in Linux, and their
classification.

4.2. Discussion: study

While doing our nuanced study of Linux commits, we found many interesting details about source
code changes. Two of them, which we think deserve further research, are:

Classification is in the eyes of the classifier. When writing some change to the source code, the
intention is always, to some extent, to improve the code. But the exact way in which the code
is perceived to be improved depends on the context of the observer. We observed this effect
in some test-runs of our annotation that we performed before the one described in this paper.
When explaining the reasons for each classification, each annotator had different, but in general
valid, views. For example, what one annotator perceived as a perfective commit, just making
the code more readable, was perceived by other as preventing future bugs, because being the
code easier to read and understand would likely have that effect. An extreme case would be two
different persons, one interested in counting all cases where any kind of problem with the code
was fixed, to estimate the number of problems (flaws) present in the code before the fixes. The
other one would be interested in finding all cases where potential future problems are prevented.
Confronted to a commit solving a memory leak in some circumstances that have never been
described in real use cases, the first one would likely classify it as a bug fix (a certain problem
that could be happening is fixed), while the second onewould likely classify it as a bug prevention
(a potential problem, which has never been reported, is fixed).

Continuous range of categorization. Instead of separate categories, we may have a continuous
range of them. There are two main reasons for this: (1) even in the case of small commits, a
single one may, for example, fix a bug but at the same time refactor some code; and (2) the fron-
tiers between categories are blurry, such as the difference between fixing a bug and preventing
future bugs described above. With respect to (1), even when commits in the kernel tend to be
relatively small, because it is encouraged to devote each commit to a single task, the case hap-
pens in a number of commits. For example, we found cases of adding some new functionality
while refactoring code, or preventing future bugs while adding some functionality. With respect
to (2), it happens between all categories. For example, there are perfective changes that, maybe
because they improve the code, also prevent future bugs. There are bugs that are fixed by adding
some new functionality.

Even with precise definitions for all categories, we think these two are important reasons for the
relatively high disagreement between annotators that we observed.

Also, we found some other issues, which may be more particular to the development practices of
the Linux kernel, but we found important to produce an accurate annotation:

Patch sets. Changes usually do not happen in isolation, but in patch sets, also named “patch series”,
that are reviewed together. A patch set usually includes a number of individual changes that are
related somehow. For example, they together may fix a bug, some of them refactoring code to
easily produce the fix, and only one actually fixing the bug. Or all of them together may add
some new functionality. This means that commits have to be considered in the context of their
patch set. For example, we may have a commit that “fixes” a call to a function that has two
parameters, but should have three of them. Isolated, this seems to be a clear bug fix. But when
it comes in a patch set with other commit adding that third parameter to the called function, it
becomes a part of some new functionality.



Changes in requirements. In projects such as the Linux kernel, there are no clear specifications or
requirements, and usually the consensus among developers is considered as “the” specification.
Therefore, it is difficult to track how they evolve. But knowing the specifications is fundamental
to decide if certain behavior is correct or not, and therefore, if we are in front of a bug or not.
Consider for example a change adding read/write support for a device that had only read support.
It could happen that the previous specification (the consensus among developers, in this case)
was that the kernel only supported that device in read mode, and now they are adding new
functionality, because specification changed, and theywant to support it now in read/writemode.
But it could also happen that the “specification” assumed the device should be supported in
read/write, but it was not, and therefore the commit is fixing a bug.

All of these issues make it difficult to strictly classify changes to the source code. Which means that
even answering simple questions such as “how many bugs were fixed in Linux during 2022?” or “how
many changes were done to the source code to add new functionality?” doesn’t have a single answer if
a lot more of detail is not considered. It is also worth noticing that, if we want to produce datasets with
BFCs to use them to detect bugs or to research how bugs are fixed, we need to have all these problems
in detail. We need to consider commits in context, to account for changes in informal specifications,
and of course to deal with difficulties in determining if a given commit is really “fixing a bug” or not.

4.3. Discussion: results

Despite all the problems mentioned in the previous section, we managed to get a level of agreement
between annotators which seems good enough to make our results sound, even when it is clear that
they may have a large error interval.

The first interesting result is that about half the commits are perfective commits, which by our defini-
tion, are changes that improve the source code in some way, but have no direct impact on functionality
(except for, maybe, performance). From our point of view, this is a very interesting result, showing
how Linux developers are not only interested in ensuring a correct behavior (fixing or preventing bugs),
or in adding new functionality, but also on improving the overall quality of the code. In fact, given the
numbers we found, we could say that they are mostly interested in improving the quality of their code,
since they are devoting half their code changes to it. On the other hand, this is a result that maybe
could be expected for a project as mature, large, and relatively stable as the Linux kernel, in which
perfective actions make a lot of sense.

It is also noteworthy how in such a mature software system like the Linux kernel, new functionality
is still added: close to one of every six changes are for adding new features. If we have into account that
some of the perfective commits are also done to more easily support new functionality, the proportion
would be higher. And all this activity is done while the project is fixing and preventing bugs. The fact
that this mixture of activities is working, producing a kernel suitable for production, shows a very high
level of coordination between both types of activities.

With respect to the soundness of our results, it is clear that the classification of a commit as a BPC is
the weakest one: the disagreement between annotators is high. This is the main reason we produced
a second classification merging BFC and BPC into the single “bug suppression commit” category. On
the one hand, this merge makes the distinction between “fixing” and “preventing”, which is sometimes
difficult to assess, unnecessary. On the other hand, we could also argue that if developers considered it
important to prevent some kind of bugs, maybe they were already manifesting, even if they were not
reported. Following this merge, we can say that about one third of the activity (measured by number
of changes) is devoted to suppressing reported or not-reported bugs. And we can say that with relative
soundness, since in this case the agreement between annotators is much higher. Unfortunately, this
merge also blurs the distinction between fixing and preventing, which could be important if we want
to consider the position of Linux developers to improve the reliability of their kernel.

All in all, our results show quantitatively how a relevant continuous development project is working,
keeping a balance between dealing with bugs, improving the quality of the code, and adding new



functionality.

4.4. Discussion: threats to validity

The validity of the results presented in this paper are subject to several threats:

Internal validity. The most important threat to validity in this area is the low level of agreement
measured in the case of BPC, and the overall only “acceptable” level of agreement. We think that
this mainly means that the error interval of our results may be large, but still is acceptable as a
first measure. Another threat is that all annotators have an academic background, which may
bias the results: having annotators with more diverse backgrounds would certainly be beneficial.

External validity. Our sample of commits is relatively limited (499 out of 85,820 for the whole year
2022. Maybe it is not representative enough of what happened that year. The generalization of
results to longer periods could be wrong, because maybe 2022 was different from other years for
any reason. For example, that year had a precise combination of releases, which could affect the
commits in the sample. The generalization to other continuous development projects beyond
Linux is of course out of scope, and we are not claiming it, because every project could behave
in very different ways.

Construct validity. Our definitions, and in general our annotation guidelines could be biased, not
appropriate, or misleading. However, we were careful in considering previous literature, and
our experience of several previous test-runs, that we used to refine them. The specific tool that
we used for the annotation could also be the cause of bias, although we have been careful in
designing it in way as much neutral as possible. Finally, the specific classification we intended,
in four categories, could also be the cause of bias, specially in the context of the continuity of
the categorization that we have observed.

Other threats. The Linux kernel is a large system. That means that different parts of it could behave
very differently. Since we’re aggregating changes to all those parts, maybe the “mean” effect we
are observing is masking very different behaviors in different parts, and that could bias results.
For example, a large part of the changes is related to support for specific devices, and that kind
of code could behave very different from more “core” parts, such as the memory or the tasking
subsystems.

5. Conclusions

Since many years ago, it is common that software development projects follow a “continuous devel-
opment” model, in which maintenance and development of new features are intermixed. The Linux
kernel is a prominent case of this kind of development. In this paper, we have presented a preliminary
study on the intention of code changes to it, finding the approximate proportion of four types of it.
The study shows the importance that improvement to the code base has in that project, and how new
features are a relevant, but relatively small, part of the activity. To get those results, we have analyzed
in depth a set of almost 500 code changes.

In the process of this annotation, we have also found some interesting details, which could lead to
future research lines. In particular, we found that the boundaries between the types of commits are
blurry, and that instead of concrete categories, we have more like a continuum of shades, with commits
being not exactly in a single category, but having aspects of two or more of them. We also found that
the peculiarities of the development model make it difficult to produce good datasets fromwhich sound
conclusions can be obtained. However, it is of great importance to build those datasets, since gaining
understanding of how Linux works is fundamental in the context of the current IT industry.

Based on the lessons learned in this study, we will work on improving the annotation of Linux
commits, and on doing more detailed analysis of the intention of developers when they change the



source, with the aim of explaining those more than 80,000 changes that the code of the Linux kernel
is having every year. We also think that, in general, more studies are needed to better understand
the different reasons for changes in continuous development projects, and what we consider as a bug,
a bug fixing change and a bug preventing change, which could lead to revisiting the idea of what is
a bug, in a project with changing requirements and interlaced activities involving development and
maintenance. We think these studies are fundamental to get to a theory of how software quality is
managed over time in this kind of projects.
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