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Abstract
We address the challenge of integrating relational databases with the Solid Protocol. The goal: Make
legacy tabular data accessible as virtual Web resource representations in RDF graphs, while propagating
and re-using the database’s existing roles and permissions for access management. We present our
solution comprised of an SQL database, an RDF graph and Web resource virtualisation layer using the
mapping language R2RML, and the Solid Protocol for authentication, authorization and data access.
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1. Introduction

The Solid Protocol [1] aims to break open data silos by decoupling users’ identity, provided
data and consuming applications. But especially in medium-sized and large organizations, data
silos are still commonplace1. As for data management, relational databases (RDBs) are the
most prevalent type of data management system in practice2, having been around for decades.
Supporting RDBs as data sources is therefore a must for any data integration endeavor [2], for
example when adopting the Solid Protocol. When doing so, two questions arise:

1. Data — How can we expose the RDB’s data representation in records and relations using
Solid’s data representation in RDF-basedWeb resource and collection/Linked Data Platform
container resource representations?

2. Identity — How can we expose the RDB’s Identity and Access Management (IAM) that
gives permissions to the RDB’s users and roles using Solid’s access control mechanism
that gives permissions to WebIDs for agents and groups?

Answering these questions would then allow Solid Apps to consume data from existing RDBs.
To bridge this gap between legacy RDBs and the Solid Protocol, we follow the Ontology-Based

Data Access (OBDA) approach [3]: We use the mapping language R2RML [4] to map between
the data that follows a relational schema into an RDF dataset with RDF terms, thereby creating
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a virtual (i. e. not materialised) layer on top of the actual data. This RDF dataset is then exposed
according to the Solid protocol. Internally, HTTP requests [5] according to the Solid Protocol
are turned into SPARQL queries over the virtual layer (cf. the SPARQL Graph Store Protocol [6]),
which in turn are translated into SQL queries over the actual data layer using the defined R2RML
mappings [7].

We apply OBDA to both raw data and to roles and permissions as stored in the RDB. The
RDB’s raw data and corresponding tabular information are transformed to be accessible via the
Solid Protocol. Roles are mapped to groups of WebIDs [8] and corresponding permissions are
transformed to Web Access Control rules [9] for checking authorization in the Solid Protocol.

We present our work’s foundations, our architecture, and how we lift data and identities.

2. Preliminaries

Relational Databases (RDBs). RDBs organise data in tables whose structure and properties
are specified in a table’s schema. An SQL view is a virtual table that is based on the result of a
SQL query. A role in an RDB is a collection of privileges or permissions to perform specific
actions or operations on database objects.

Ontology-based Data Access (OBDA). OBDA aims to bridge the gap between an organi-
zation’s data layer containing heterogeneous data sources [3]. The idea is to build a mediator
access layer [10] using a shared conceptualization of a common domain of interest, i.e. an
ontology [11], for users to interact with [12]. Technical details about the underlying data
sources are abstracted away [7] and data access across data sources is homogenised: One way
realizing this approach is Ontology-Mediated Query Rewriting [7], where SPARQL queries to
the conceptual mediator layer, e.g. a SPARQL endpoint, are re-formulated into database specific
queries, on the data access layer, e.g. SQL queries to a legacy RDB. This re-writing of queries is
enabled by declarative mappings between RDF and relational database schemas: The RDB2RDF
Mapping Language (R2RML) [4] is the W3C Recommendation for expressing such mappings.
An R2RML mapping consists of one or more triples maps that are applied to every row of a
logical database table. They express the rules by which zero or more RDF triples are generated
from each such row. A logical table is either an existing database table or view, or it defines a
virtual view (R2RML view) through a valid SQL query.

The Solid Protocol. The Solid Protocol [1] is a bundle of specifications covering agent identi-
fication, authentication, authorization and data interaction. For agent identification, Solid relies
on WebIDs [8], a HTTP URI that identifies an agent. For agent authentication, Solid relies on
Solid-OIDC [13], a modified version of OpenID Connect [14]. For agent authorization, Solid
relies on specifying access control rules following the Web Access Control (WAC) specifica-
tion [9] or the recently introduced but not widely adopted Access Control Policies (ACP) [15].
Using these access control rules, once an agent is authenticated at a Web server or service, the
server or service will determine if the agent is allowed to proceed with a certain action on data.
Finally, for data interaction, Solid borrows from the Linked Data Platform (LDP) [16], effectively
extending LDP with access control mechanisms. LDP specifies a RESTful [17] resource interface
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Figure 1: UML component diagram of the solution architecture.

and defines behaviour and RDF representation of collection resources as LDP Containers. That
is, Solid adopts the document-centric style of data management from LDP, where (information)
resources, i.e. documents or containers, are contained in containers. Solid does not, however,
specify how the actual data is to be stored, e.g. in a triple store or a relational database. A Web
server that implements the Solid Protocol is called a Solid Pod (Personal Online Datastore).

3. System Architecture

To leverage data from a legacy RDB, we combine the components presented in Section 2. The
RDB provides access to legacy data, roles and permissions via an SQL interface, which is
consumed by an OBDA middleware. The OBDA middleware uses R2RML mappings to translate
incoming SPARQL queries into SQL queries and to lift the SQL results to SPARQL results, e.g.
RDF graphs. The SPARQL interface provided by the middleware is consumed by a Solid Pod.
Following the Solid Protocol, the Pod provides an LDP-based data interaction interface under
access control to clients. Figure 1 illustrates this system architecture.

Consider an HTTP request being handled by this system architecture: Upon receiving an
HTTP request, the Solid Pod authenticates the client according to Solid-OIDC. After successful
authentication, the Pod generates SPARQL queries to (a) check the Web Access Control rules
on the requested resource and then (b) to retrieve the requested data. The ODBA middleware
receives the SPARQL requests, translates them into SQL queries using the R2RML mappings,
and issues the SQL queries to the RDB. Lifting the SQL query results using the mappings again,
the middleware provides the results of the Pod’s SPARQL queries. The Pod checks if the client
is authorized according to the retrieved access control rules, and grants or denies data access.

In our demo, see Figure 1, we use PostgreSQL3 as the relational database, Ontop4 with R2RML
mappings [4] for OBDA, and the Community Solid Server (CSS)5 for the Solid-based interaction
interface that is publicly exposed to clients via the Web.

4. From Legacy Data, Roles and Permissions to the Solid Protocol

In this section, we present how the mapping works to use RDB legacy data in the Solid Protocol.

3https://www.postgresql.org/
4https://ontop-vkg.org/
5https://github.com/CommunitySolidServer/CommunitySolidServer

https://www.postgresql.org/
https://ontop-vkg.org/
https://github.com/CommunitySolidServer/CommunitySolidServer


RDB table: "characters"

</ char act er s/ > 
  <> l dp: cont ai ns <0>,  <1>,  . . .

</ char act er s/ 0> 
  <#r owI t em>  ex: f i r st name " Ash"    ;  . . .

</ char act er s/ 1> 
  <#r owI t em>  ex: f i r st name " Mi st y"  ;  . . .

firstname lastname hair_color poke

0 Ash Ketchum black 2

1 Misty orange 4

R2RML mappings
Solid-accessible resources

(a) From RDB table to LDP Container and Resources.

custom SQL view

</ char act er s/ . acl > 
  <#aut hz> a acl : Aut hor i zat i on ;

acl : accessTo </ char act er s/ > ;
acl : def aul t  </ char act er s> ;
acl : mode acl : Read ;
acl : agent Gr oup <ht t ps: / / ex. or g/ gr oup#i d> .

table grantee privilege mode subject

0 characters old_role SELECT Read < https:// . >
(WebID)

1 ... ... ... ... ...

R2RML mappings
Solid-accessible resources

<ht t ps: / / ex. or g/ gr oup> # ext er nal  r esour ce
  <#i d> a vcar d: Gr oup;  vcar d: hasMember  . . .

       # "ol d_r ol e"  WebI D gr oup 

(b) From RDB roles to Web Access Control.

Figure 2: Lifting RDB data to the Solid Protocol.

Data. To lift the relational legacy data to RDF, usual R2RML mappings are defined using
domain-specific ontologies. To also make them accessible using the Solid Protocol, we also map
the structural information of the table itself to LDP Containers and Resources.

Consider the following example: The RDB contains a table named characters, where its rows
represent data on characters of Pokémon trainers. We choose to define the R2RML mappings
such that the table is interpreted as an LDP Container and the single table rows as resources
contained in this container, see Figure 2a.

The container is made accessible through the Solid Pod using the table’s name as the path
of the URI, e.g. http://example.org/characters/. The resources corresponding to table
rows are accessible using their row ID, e.g. http://example.org/characters/{rowID}. Using
different mapping approaches is possible, of course, depending on the use case at hand.

Roles and Permissions. To also re-use legacy permissions with the Solid Protocol, the RDB’s
existing roles are interpreted as groups of users having the same set of access privileges: RDB
roles are mapped to URIs that identify groups of WebIDs. Managing members of these WebID
groups is then independent from the RDB. Assigned permissions of that group are still specified
by the RDB. In this way, anyWebIDmay be assigned a legacy RDB role. This approach decouples
identity of users from the data source they access.

Under the hood, the Role-WebID mapping is defined in a custom SQL view using a sim-
ple SQL query. This custom SQL view is then used in R2RML mappings to lift the legacy
roles and permissions to be made accessible as .acl files via the Solid-based interface, e.g.
http://example.org/characters/.acl. Using the R2RML mappings, the middleware trans-
forms the RDB’s tabular data about a role’s permitted operations on a specific RDB table into
an RDF graph representing a resource’s access control list, see Figure 2b.



5. Conclusion

We presented an approach to integrate legacy RDBs with the Solid Protocol: We set up OBDA
to the raw data as well as to roles and permissions for usage according to the Solid Protocol.
While our solution currently only supports reading legacy data under pre-existing roles and
permission; supporting writing new data including access rules is ongoing work.
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