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Abstract
Resource access management in modern ICT systems usually authorizes access to resources based on factors
like identities, roles, and possibly attributes of the requester, the requested resource, and the environment.
However, traditional approaches to access control do not fit well with collaborative scenarios where, typically,
users can define their own policies allowing access to their resources provided that some conditions on the
accessibility of other resources are met. In this paper, we introduce Bart, a language to specify attribute-based
access policies for bartering resource access among the parties of a distributed system. Using Bart, each party can
independently define policies to control access to their resources, including specific conditions that may require
agreement with other parties to access additional resources. Subsequently, based on the policies currently in
force within the system, the evaluation process – triggered on demand to determine whether an access request
can be granted – automatically manages the bartering of resource access among policies.

Keywords
Attribute-based Access Control, Policy Languages, Collaborative Scenarios

1. Introduction

Resource security is a cornerstone of modern Information and Communications Technology (ICT)
systems. Ensuring that an organization’s resources are accessible only to authorized users is essential
to prevent unauthorized or malicious access. At the same time, in today’s competitive landscape,
organizations often need to collaborate to drive innovation and maintain their edge. In such scenarios,
resource sharing – encompassing data, services, digital assets, and computational resources – becomes
fundamental. The challenge lies in facilitating this exchange in a secure, controlled, and automated
manner that fosters trust and efficiency.

Access control systems serve as the first line of defense for securing ICT systems. These systems
determine whether a subject’s request for access to a resource, such as reading data or logging into a
server, should be permitted or denied based on predefined conditions. Over time, various access control
approaches have been proposed. Traditional methods rely on the identity of subjects, either directly –
e.g., Access Control Matrix [1] – or indirectly via predefined roles or groups – e.g., Role-Based Access
Control (RBAC) [2]. A more recent approach, Attribute-Based Access Control (ABAC)[3], leverages the
notion of attributes for representing security-relevant information about the system, subjects, resources,
actions, and the environment. ABAC enables the creation of fine-grained, flexible, and context-aware
access control rules that are expressive enough to uniformly represent all the other approaches [4].
Typically, ABAC rules are structured into policies, leading to the term Policy-Based Access Control
(PBAC) [5], which is sometimes used interchangeably with ABAC.

Despite their diversity and prevalence, traditional access control approaches and their associated
policy languages are not well-suited for collaborative scenarios. In such contexts, users often need to
define their own policies, granting access to their resources only if specific conditions on the accessibility
of other resources – potentially generating additional requests and triggering the evaluation of other
policies – are met. Traditional policy languages, however, are limited to expressing conditions based
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on factors such as the identities, roles, and attributes of the requester, the requested resource, and the
environment. They lack the capability to define side conditions that depend on the accessibility of other
resources. In collaborative scenarios, access to resources is typically negotiated in advance outside the
access control system. The resulting policies are then implemented manually and enforced through the
authorization system, leading to inefficiencies and reduced flexibility.

Consider, for instance, a social network where users can define access policies for their resources, such
as photos. Let us examine the policies of two users, Alice and Bob: Alice permits access to her photos
only to those who, in return, are willing to share their photos with her; in contrast, Bob adopts a more
permissive policy, allowing anyone to view his photos without restrictions. What Alice is proposing is
an access policy aimed at a sort of mutual benefit. Considering the policies described by the two, it is
clear that both Alice and Bob should be allowed access to each other’s photos. However, it is impossible
to render Alice’s policy in traditional policy languages, despite the remarkable expressiveness of such
languages as, e.g., the OASIS standard eXtensible Access Control Markup Language (XACML) [6].
Instead, a ‘third party’ should first manage the original policies of Alice and Bob separately from the
access control system for evaluating the side conditions and then express the policies deprived of the
side conditions as, e.g., XACML policies. This task, however, is complex as several users and policies
could be involved, error-prone as it is done manually, and requires the existence of a trusted third party.
Moreover, any changes to the original users’ policies would lead to the need to reconsider and, in the
worst case, rewrite the resulting access control policies to be enforced.

To overcome these limitations, in this paper, we introduce Bart, a language to specify attribute-based
access policies for bartering resource access among the parties of a distributed system and set them
in an automated and system-managed way. Using Bart, each party can independently define policies
to control access to his/her resources. These policies may include specific conditions that require
agreement with other parties to access additional resources in exchange. Subsequently, based on the
policies currently in force within the system, the evaluation process – triggered on demand to determine
whether an access request can be granted – automatically manages the bartering of resource access
among policies. This eliminates the need for pre-arranged agreements outside the access control system.
Access requests are evaluated dynamically based on the current policies in force without altering the
policies themselves. This ensures that resource owners retain full control over their policies and can
modify them – or their associated conditions – at any time as the system evolves, offering both flexibility
and adaptability.

We will present the language and its evaluation process informally through a few examples. Intuitively,
a Bart specification is a sequence of policies, one for each party of the considered collaborative system.
Each policy is a list of attributes characterizing the party that owns the policy and a list of rules.
Each rule governs access to a specific resource by (𝑖) enforcing checks on the values of the attributes
required from access requests or the working environment and (𝑖𝑖) possibly specifying reciprocal access
requirements, detailing which parties must provide access to which resources in exchange for granting
access to the requested resource.

The rest of the paper is organized as follows. Sec. 2 illustrates the Bart policies of a simple collaborative
scenario and shows how the request evaluation process uses them, thus providing a presentation of the
distinctive features of Bart. Sec. 3 describes other scenarios from the same case study; they enrich the
initial scenario to illustrate specific technicalities of the Bart language and how the approach applies to
increasingly complex situations. Sec. 4 presents an overview of the most strictly related work, while
Sec. 5 concludes and touches upon directions for future work.

2. The Bart language

In this section, we introduce the Bart policy language by resorting to a delivery case study, used
throughout the paper as a running example. The formal definition of Bart is out of the scope of this
paper (the formal syntax and semantics of Bart are reported in [7]).



Language features. A Bart specification is defined by a sequence of policies, called a policy system.
A policy (party : Attributes, rules : Rules) defines the access rules for the resources controlled by a

single party of the policy system. A policy is defined as a pair of labeled fields: the first field (party)
specifies a non-empty list of attributes that characterize the party and permit its identification, while
the second field (rules) specifies a list of access rules.

An attribute is a pair of the form (name : value) , where name is a string that refers to the literal
value associated with a characteristic of the involved parties, resources, or any other relevant entity.
We commonly use values such as booleans, numbers, strings, dates, and sets of these values. We also
assume no name occurs multiple times as an attribute name in any attribute list.

A rule (resource : Attributes, condition : Expression, exchange : Exchanges) is defined as a triple
of labeled fields: the first field (resource) specifies a non-empty list of attributes characterizing a resource
controlled by the rule’s owner party; the second field (condition, which, if omitted, always evaluates
to true) specifies an expression indicating the condition that must be satisfied for granting the access
to the resource; the third field (exchange), if present, specifies which accesses to which resources for
which parties the rule’s owner party requires in exchange for granting access to the resource. The
syntax of expressions is deliberately left underspecified; we just assume that expressions are built from
attribute names and values by using standard logical, relational, and arithmetic operators. Notably,
attribute names in expressions can refer to attributes specified in the request under evaluation, the
requester’s field party, or the context (the notion of context will be introduced later).

An exchange is a combination using the and and or boolean operators of triples of labeled fields
(to : To, resource : Attributes, from : From) . The first field (to) specifies to which parties the resource

access in exchange has to be granted; the second field (resource) identifies a resource, as usual, in terms
of a list of attributes; the last field (from) specifies which parties should grant resource access in
exchange. The rule’s owner party can specify that the resource access in exchange has to be granted
to itself (me) or other parties and can specify as well that the resource access in exchange has to be
provided by the party that sent the access request (requester) or other parties. The “other parties” can
be identified using a list of attributes by selecting any (anySuchThat) or all (allSuchThat) parties in the
policy system that satisfies them. Thus, exchanges can specify generic conditions of access to resources,
not necessarily requiring access only for the rule’s owner. As shown in the example below, the idea
is that when evaluating a rule containing an exchange, the exchange will lead to the generation of
subordinate requests.

A user request (resource : Attributes, from : Others) consists of a pair of labeled fields specifying
the sequence of attributes that identify the resource to access (the field resource), and the target parties
(the field from) which should provide the resource access.

The Bart evaluation process is triggered on demand to determine whether an access request can be
granted based on the policies currently in force within the system. It is intrinsically context-aware,
allowing authorization decisions to depend on dynamic, low-level data or environmental factors such as
the current time, geopositioning data, and more. Contextual data is automatically retrieved as attributes
during the evaluation process through a context handler. A context is represented as a list of attribute
lists, where each list corresponds to the contextual attributes associated with a specific party within the
policy system.

A collaborative delivery case study. We consider a case study where couriers affiliated with the
same or different delivery companies collaborate by sharing information about addresses that are
difficult to locate. When couriers manage to reach one of such addresses for the first time, they take
note of the route to streamline future deliveries to that destination. This information can be invaluable
to other couriers facing their first delivery to the same location. Despite potentially being competitors
due to working for different companies, a collaborative approach benefits all parties by reducing time
wastage and minimizing missed deliveries. At the same time, each courier retains autonomy over their
strategy, deciding what information to share and what to ask in exchange.



Example 1: a simple two-courier scenario. Let us consider a simple scenario of the above case
study that illustrates the basics of the Bart approach, with a particular focus on the resource exchange
feature. The scenario involves two couriers affiliated with different companies whose collaboration is
regulated by the policy system PS1 ≜ R F , where the policies R and F are defined as follows (hereafter,
for the sake of presentation, we write N ≜ t to assign a name N to the term t):

R≜ (party : (service :delivery) (company :RabbitService),
rules : (resource : (type :addrInfo) (city :Lucca)))

F ≜ (party : (service :delivery) (company :FastAndFurious),
rules : (resource : (type :addrInfo) (city :Prato),

exchange : (to :me, resource : (type :addrInfo) (city :Pistoia), from : requester)
or (to :me, resource : (type :addrInfo) (city :Lucca), from : requester)))

The policy R controls the accesses to resources of a courier that offers a service of type delivery and
is affiliated to the company named RabbitService. The policy contains only one rule, which specifies
the managed resource without imposing any condition for granting access and without requesting any
resource in exchange. Specifically, the identified resource concerns information about difficult-to-find
addresses (the resource type is addrInfo) located on the city of Lucca. The RabbitService courier makes
her collected addresses available to everybody, thus implementing a very collaborative strategy.

The policy F controls the accesses to resources of a FastAndFurious courier. The policy contains
only one rule, which refers to addrInfo concerning the city of Prato. This time, however, access to this
resource is granted as long as the requester (of the Prato resource) gives in exchange to this courier
(me) addrInfo concerning the city of Pistoia or Lucca.

For evaluating access requests, each party is univocally assigned an index. Thus, the RabbitService
courier is assigned the party index 1, and the FastAndFurious courier is assigned the party index 2. A
user request consists of a pair of labeled fields specifying the sequence of attributes that identify the
resource to access (field resource) and the target parties (field from) which should provide the resource
access. Target parties are specified using the syntax anySuchThat or allSuchThat described above.

Let us now consider the situation in which the RabbitService courier is making a delivery in Prato,
and is having difficulty to find the delivery address. This courier can try to obtain information about
addresses of Prato through the following (user) request:

(resource : (type :addrInfo) (city :Prato),
from : (anySuchThat : (service :delivery) (company :FastAndFurious)))

This user request, which contains the information explicitly specified by the user (i.e., the RabbitService
courier), is enriched with the party index of the requester (i.e., 1), which is necessary for the evaluation.
In addition, the from field of the request is evaluated concerning the attributes exposed in the party
field of the policies, resulting in the set of indexes {2} indicating the parties to which the request
refers. We call such enriched requests, which are the ones that are effectively evaluated by our system,
point-to-point requests. The resulting point-to-point request1 is

r11 ≜ 1 : (resource : (type :addrInfo) (city :Prato), from : 2)

The request is then evaluated over the policy F of party 2, causing the generation and evaluation of
subordinate requests due to the exchanges specified within F .

We depict the evaluation process for this scenario employing the sequence diagram reported in Fig. 1.
Each point-to-point request is represented as a call message, depicted as a solid arrow from the requester
to the resource holder. In contrast, the evaluation response is represented as a return message, depicted
as a dashed arrow in the opposite direction. The processing of a request is graphically represented by
activations (depicted as rectangles on the parties’ lifelines). Notably, the arrows in the sequence diagram
do not represent actual sent/received messages among the parties: they are only meant to represent

1Notably, we use r 𝑗
𝑖

to denote the 𝑖-th point-to-point request of the 𝑗-th example.
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Figure 1: Request evaluations for the simple two-courier scenario.

the “steps” taken by Bart evaluation process, i.e., the generation of the subordinate requests during the
evaluation of an exchange, and the access control decisions made following the specific requests.

Notice that requests generated by the evaluation of exchanges produce nested activations, which
provide a graphical view of the level of request subordination. For the sake of presentation, we report
the attributes identifying the requested resource for each request, and we highlight with green (resp.
red) color the positive (resp. negative) evaluation results.

We comment on the salient points of the evaluation of request r11 . The request is evaluated on the
𝐹’s rule for the Prato addresses. The rule applies to r11 , and the two exchanges (composed in or) are
evaluated. The first exchange generates the subordinate point-to-point request

r12 ≜ 2 : (resource : (type :addrInfo) (city :Pistoia), from : 1)

that is then evaluated on the policy R of party 1. This evaluation returns false (i.e., r12 is denied)
because the policy of the RabbitService courier does not provide any rule for the requested resource
(i.e., addresses of Pistoia). The second exchange generates the subordinate point-to-point request

r13 ≜ 2 : (resource : (type :addrInfo) (city :Lucca), from : 1)

that is evaluated on the policy R of party 1, again. This time, the evaluation returns true (i.e., r13 is
permitted) because the RabbitService courier provides access to this resource to everybody. Summing
up, the two couriers reached the following agreement: the FastAndFurious courier provides access to
information about Prato’s addresses to the RabbitService courier; in exchange, the latter provides access
to information about Lucca’s addresses to the former.

3. Bart at Work

We show how the Bart approach applies to increasingly complex situations by considering different
scenarios of our running case study.

Example 2: a two-courier scenario with a vicious exchange circle. This scenario illustrates
how Bart’s semantics deals with vicious circles of requests. As we saw in the scenario in Sec. 2, when
the evaluation process encounters a rule that includes an exchange, additional subordinate requests
are generated based on that exchange. In that scenario, these additional requests were satisfied by
evaluating a rule without an exchange, allowing the evaluation to be completed successfully. However,
when evaluating a request generated by an exchange, it is possible that one of the applied rules may
itself contain another exchange, leading to yet another subordinate request. This can result in a nested
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Figure 2: Request evaluations for the two-courier scenario with a vicious exchange circle.

evaluation chain. During this chain, we might encounter a request that has already been processed
earlier in the evaluation, but its evaluation is still pending. This creates a potential vicious exchange
circle. In such cases, the conditions of the request under evaluation have already been validated (from
when it was first encountered). Therefore, we can break the vicious circle2 by terminating the evaluation
of the current request and considering the evaluation chain a success, thanks to a mutual exchange.
To avoid entering such vicious circles, we track the set of pending point-to-point requests that have
already been encountered and whose conditions have been positively evaluated during the evaluation
chain. Importantly, this set never includes requests that have been evaluated and denied.

The considered policy system now is PS2 ≜ R1 F , where F is defined as in Sec. 2 and R1 is as follows:

R1 ≜ (party : (service :delivery) (company :RabbitService),
rules : (resource : (type :addrInfo) (city :Lucca), condition : company = RabbitService)

(resource : (type :addrInfo) (city :Lucca), condition : not(company = RabbitService),
exchange : (to :me, resource : (type :addrInfo) (city :Prato), from : requester)))

This time, the RabbitService courier provides the addresses of Lucca without asking for anything in
exchange to couriers of the same company. In contrast, the couriers of the other companies must give
in exchange information about addresses of Prato.

Let us consider again the user request made by the RabbitService courier to obtain information about
addresses of Prato. The request is authorized, provided that at least one of the subordinate requests r22
and r23 is authorized, as depicted in Fig. 2. Specifically, the evaluation of the first exchange of F generates
the subordinate request r22 , which is denied (see the evaluation of request r12 in Sec. 2). Instead, the
evaluation of the second exchange of F generates the subordinate request r23 that, in turn, through the
exchange of R1, generates a subordinate request r24 , which is equal to r21 that belongs to the current
set of pending requests {r21 }; thus, the evaluation of r24 terminates, breaking the vicious circle. As a
consequence, r23 is permitted and, hence, the initial request r21 is also permitted. Summing up, the two
couriers reached the same agreement achieved in the scenario described in Sec. 2, i.e., the FastAndFurious
courier provides access to information about Prato’s addresses to the RabbitService courier, in exchange
of information about Lucca’s addresses.

Example 3: a multi-courier scenario. This scenario extends the previous one by considering
multiple RabbitService couriers (for the sake of presentation, we consider two couriers, but the same
policies work with a larger number). The scenario shows that the exchange of the FastAndFurious
courier can be ‘covered’ by resources provided by different parties. The considered policy system is
PS3 ≜ R1 F ′ R2, where R1 is like in the previous scenario, and the other policies are as follows:

2In the final example of this section, we will demonstrate how we can further relax the condition for detecting a vicious circle
and still terminate the evaluation successfully.
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Figure 3: Request evaluations for the multi-courier scenario.

F ′ ≜ (party : (service :delivery) (company :FastAndFurious),
rules : (resource : (type :addrInfo) (city :Prato),

exchange : (to :me, resource : (type :addrInfo) (city :Lucca),
from : anySuchThat : (service :delivery) (company :RabbitService))
and
(to :me, resource :(type :addrInfo) (city :Grosseto),
from : anySuchThat : (service :delivery) (company :RabbitService))))

R2 ≜ (party : (service :delivery) (company :RabbitService),
rules : (resource : (type :addrInfo) (city :Grosseto)))

This time, the FastAndFurious courier offers the Prato addresses in exchange for addresses of both Lucca
and Grosseto. Differently from the previous scenario, the policy F ′ does not impose that the data in
exchange is provided by the courier requesting the Prato addresses: it is enough that the data is provided
by any RabbitService courier.

The interactions among the parties are depicted in Fig. 3. We comment on the salient points. The
RabbitService courier with policy 𝑅1 sends the usual request concerning the Prato addresses (request
r31 ). The FastAndFurious courier reacts by requesting access to addresses of Lucca and Grosseto to the
requesting RabbitService courier (requests r32 and r33 ). The former request is permitted (the vicious circle
generated by the exchange within the policy R1 is broken as in the previous scenario). In contrast, the
latter request is denied because the party does not have the resource corresponding to the Grosseto
addresses. Thus, the FastAndFurious courier contacts the other RabbitService courier (request r34 ), as
prescribed by the use of anySuchThat in the from field of the F ′’s exchange. This request is permitted
(since R2 offers access to this resource without restriction). Therefore, the exchange of F ′ is satisfied;
hence, the initial request r31 is permitted.

Example 4: a more complex exchange relationships scenario. This scenario underscores the
importance of the context handler in evaluating policies that depend on environmental attributes, such
as the current position and time of the requesting courier. Additionally, the scenario demonstrates how
a third party can resolve a vicious circle involving two parties by using anySuchThat in the to field
of the exchange. Finally, it illustrates that detecting vicious circles arising from requests generated by
exchanges does not require an exact match between the newly generated subordinate request and one
of the pending requests. Instead, it suffices that the new request is less demanding than the pending
one—for example when it involves the same parties but fewer attributes. In such cases, the evaluation
process breaks the vicious circle and successfully resolves the original request.

The considered policy system is PS4 ≜ R1 F ′′ R′2, where R1 is like in the previous scenarios, and the
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Figure 4: Request evaluations for the complex scenario.

other policies are as follows:

F ′′ ≜ (party : (service :delivery) (company :FastAndFurious),
rules : (resource : (type :addrInfo) (city :Prato),

condition : timeH > 07:00 and timeH < 20:00 and position = Prato
exchange : (to :me, resource : (type :addrInfo) (city :Pisa),

from : anySuchThat : (service :delivery) (company :RabbitService))))
R′2 ≜ (party : (service :delivery) (company :RabbitService),

rules : (resource : (type :addrInfo) (city :Grosseto))
(resource : (type :addrInfo) (city :Pisa)
exchange : (to : anySuchThat : (service :delivery) (company :RabbitService),

resource : (type :addrInfo), from : requester)))

In this scenario, the FastAndFurious courier provides the addresses of Prato provided that the requester
currently needs that information: the rule’s condition checks that the requester is positioned in Prato
and it is a working hour (between 7:00am to 8:00pm). The addresses of Pisa are asked in exchange.
The policy of the second RabbitService courier is extended with a rule controlling the access to the
information concerning the Pisa’s addresses. The courier grants access to this information provided
that the requester provides any address information to any courier of the RabbitService company.

Let us consider the usual request of Prato addresses, evaluated with respect to the context

((timeH : 10:00) (position :Prato)) ((timeH : 10:00) (position :Prato)) ((timeH : 10:00) (position :Pisa))

specifying that the current time is 10:00 am, and the first RabbitService courier and the FastAndFurious
courier are located at Prato, while the second RabbitService courier is located at Pisa.

The interactions among the parties are depicted in Fig. 4. We comment on the salient points. The
RabbitService courier with policy R1 sends the initial request (r41 ). The FastAndFurious courier reacts by
requesting access to addresses of Pisa to the requesting RabbitService courier (request r42 ). This request
is denied. Thus, the same resource is requested to the other RabbitService courier (request r43 ). The eval-
uation of this request involves the exchange within the policy R′2, which generates subordinate requests
directed to the FastAndFurious courier from any RabbitService courier for any address information. In
the figure, the first generated request is r44 ≜ 1 : (resource : (type :addrInfo), from : 2). This request
involves the same parties of the original request r41 , which is recorded in the set of pending requests.
Request r44 is “weaker” than r41 : it requests only the attribute (type : addrInfo), while r41 also requests
(city :Prato). Nevertheless, as anticipated, the evaluation process also breaks the vicious circle in this
case and considers the evaluation a success. In fact, in this scenario, it is perfectly reasonable to posi-
tively evaluate the exchange within the policy R′2 because it requires that a RabbitService courier obtains
access to some address information from the FastAndFurious courier and, indeed, this requirement is
satisfied by the initial request that grants access to a RabbitService courier to Prato addresses provided
by the FastAndFurious courier. Thus, request r43 is permitted and, hence, request r41 is also permitted.



Notably, the evaluation of the exchange of R′2 may generate 3 : (resource : (type :addrInfo), from : 2)
as the first subordinate request; however, it would be denied because the condition of the Prato’s rule
within F ′′ would not be satisfied, as the second RabbitService courier is positioned at Pisa and not Prato.
Thus, also in such a case, the final permitted requests would be r43 and r41 .

4. Related Work

An overview of the literature on access control for collaborative systems and the associated tools can
be found in, e.g., [8, 9]. However, to the best of our knowledge, the topic of bartering resource access
has not yet been thoroughly investigated. Below, we discuss the most strictly related work.

In [10], the authors present MuAC, a logically-based access control language tailored for expressing
the exchange of access rights in scenarios such as data sharing on social networks. Beyond traditional
access control requirements, MuAC enables the specification of conditions on what requesters must
offer in return for accessing a particular resource. To determine if a request can be granted and to
address potential circularities arising from mutual access policies, MuAC relies on the PCL (Propositional
Contract Logic [11]) proof system. This is achieved through the translation of MuAC policies and
requests into a finite set of PCL propositions as a preventive step. In contrast, Bart adopts a more flexible,
attribute-based approach for identifying subjects and resources and defining policies. Additionally, it
employs a more operational mechanism for evaluating request grantability and resolving circularities.

Another approach to modeling resource exchange is proposed in [12]. The authors, some of whom also
contributed to [10], introduce the concept of an exchange environment, a type of online platform where
users can exchange resources. They present a logical language, also named MuAC, for declaratively
defining users’ policies, along with a mechanism to ensure that resource exchange is fair. Fairness, in
this context, means adhering to all involved users’ policies while preventing issues like double spending.
A key distinction between this approach and Bart lies in the nature of the resources exchanged. In [12],
the focus is on consumable resources whose ownership is transferred during the exchange. In contrast,
Bart exchanges access rights to resources rather than their ownership. This ensures that the resource
owner retains the ability to modify access control policies at any time.

In [13], the authors propose using a new permission, called mutual, in addition to the classical ones
permit and deny. By exploiting this permission, users can write policies for granting access to their
resources only to users who allow them access to theirs. The authors define the syntax and semantics of
mutual authorization policies and extend the RBAC model accordingly. Our approach is more expressive
in that Bart’s syntax allows users to explicitly specify which other resources and parties should be
involved in an exchange, while in [13], the involved resources and parties are implicitly identified on
the base of the request.

In [14], a novel policy-based access control model is proposed for collaborative environments. Access
control decisions become a collaborative activity in which a set of collaborating parties must enforce
a global policy without compromising their autonomy or confidentiality requirements. To this aim,
the global policy is decomposed into local policies so that the policies local to a party only need the
information available at that party and that the decisions obtained from the local policies can be
combined to derive the access control decision for the collaboration as a whole. In [15], the authors
propose an extension of XACML specifically developed for distributed systems in which the involved
parties can autonomously specify their access control policies and might not be willing to share or lease
the ownership of their resources. The extension allows a party to specify the approach to be taken
if her policies have to be integrated with others. Although the goals of these two papers differ from
ours, our approach has in common the basic idea that, when evaluating a request, the final decision is
obtained by combining the results of evaluating policies specified by different users.

In a sense, the Bart’s evaluation process shares similar objectives with so-called fair exchange protocols,
i.e., protocols ensuring that no party in a transaction can gain an advantage over the other parties by
misbehaving, cheating, or prematurely aborting the protocol (see [16] for a survey). The difference
lies in the way in which the objective is achieved, as in Bart it is the evaluation process that implicitly



executes a sort of protocol for assuring that a requested resource access complies with (the conditions
specified in) the parties’ policies.

Finally, in [17], the authors propose an attribute-based controlled collaborative access control scheme
for public cloud storage. The aim is to ensure data confidentiality and collaborative access control by
grouping users so that only users involved in the same project can collaborate. Instead, we aim to enable
different users to exchange access to resources without forcing them to be part of specific groups.

5. Concluding Remarks and Future Work

In this paper, we have proposed a framework for expressing collaborative policies indicating conditions
that must be satisfied by system parties to barter access to their resources. This materializes in Bart, a
novel policy language equipped with a dedicated exchange construct enabling reaching agreement on
resource access. The interactions among parties are made flexible and expressive by allowing requests
and exchanges to address groups of parties, selecting them according to their attribute values. Bart’s
evaluation process ensures faithful enforcement of the parties’ policies while managing the decision-
making process to guarantee compliance. The implementation of Bart as a Java library is currently
under development.

We defined the language Bart with a minimal set of constructs in order to focus on the collaborative
aspects of policies, thus enabling a formal definition of the mechanisms supporting the authorization of
resource exchanges. As a future development, we intend to apply the same approach to full-fledged policy
languages, such as the formal language FACPL [18] and the OASIS standard XACML [6]. Regarding the
linguistic features for specifying collaborative policies, we plan to extend the range of conditions a party
can define in their policies. For instance, a party could specify a condition requiring the requester to
commit not to share their resources with certain specified parties in exchange for access to the party’s
resources. Another compelling condition could involve the requester sharing, or having previously
shared, a resource with another specific party or a group of system participants. Moreover, we aim to
explore methods for governing runtime changes to policies. This is particularly crucial in our context,
as a malicious party could exploit temporary policy changes to gain access without effectively providing
the opportunity for other parties to get something in exchange. Finally, we plan to study general results
(concerning, e.g., information flow and reasonability properties) and policies’ specific properties.
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