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Abstract

Multi-Agent Systems are characterized by multiple agents interacting to solve tasks that may be difficult, or
even impossible, for a single agent. While discovering solutions to problems with a single objective might be
relatively straightforward, the picture changes when coping with Multi-Objective Optimization (MOO), where
problems require the simultaneous optimization of multiple objectives that potentially conflict with each other.
This is particularly relevant in Multi-Agent Systems (MASs), since each agent’s behavior affects the overall system
performance. For example, the capability of a system, composed of many robots, to both locomote and aggregate
simultaneously requires the definition of appropriate fitness measures and the usage of suitable algorithms. In
this work, we investigate the conditions necessary to promote aggregation in a robotic MAS, with a particular
focus on how conflicting objectives can hinder the learning of effective behaviors. Specifically, we designed a
novel fitness function and tested it in a relatively simple aggregation scenario. Furthermore, we considered a
recently introduced MOO problem, in which a MAS of five robots must develop the ability to aggregate while in
motion. Our outcomes show that, despite the challenges in designing effective fitness functions, the proposed
formulation successfully supports aggregation in the simpler scenario and enhances aggregation capabilities in
the more complex one.
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1. Introduction

Multi-Agent Systems (MASs) [1-3] are characterized by the presence of multiple intelligent entities,
termed as “agents”, that coexist in a shared environment and can interact, thus reciprocally influencing.
As a result of these local interactions, MASs are capable of developing very complex behaviors and can
solve problems that are not feasible for a single agent. In particular, a MAS requires the presence of
at least two agents (i.e., a two-agent system or dyad). Thanks to the interaction between agents, the
whole system can give rise to sophisticated behaviors. Examples of complex strategies discovered in
robotic MASs include foraging [4-11], aggregation [12-18] and predator avoidance [19-23]. A subfield
of MASs is swarm robotics [24-26], where a group of agents (e.g., robots or drones) performs tasks not
feasible for a single element. The idea is to mimic biological systems like colonies of ants, herds of
sheep, schools of fish or flocks of birds [27, 28].

Generally, the development of the agents’ skills in a MAS is often achieved through Evolutionary
Algorithms (EAs) [29], i.e., optimization methods that are inspired from biological evolution and are
capable of providing solutions to a broad set of problems, such as classic control [30-32], robot navigation
[33-35], foraging [4, 36], function optimization [37, 38], or competitive co-evolution [39, 40].

EAs have proven to be valuable tools to cope with Multi-Objective Optimization (MOO) problems
[41-44], in which multiple conflicting objectives must be optimized simultaneously [45]. In such
scenarios, findings solutions that satisfy all objectives is very difficult. Therefore, Pareto optimality
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[46] is used to identify a set of valuable solutions from which the experimenter can select the best.
MOO in a MAS is a significantly complex scenario, where multiple agents must interact in order to
optimize different, often conflicting, goals. Finding solutions to this kind of problems is far from trivial.
As illustrated in [47], the authors employed OpenAI-ES (OpenAl Evolutionary Strategy) [48] to evolve
two behaviors, locomotion and aggregation, in a swarm of five Ant Pybullet robots [49]. Although the
evolved agents exhibited good locomotion capability, they failed to develop any form of aggregation.
This underscores the difficulty of simultaneously optimizing multiple objectives, especially in MASs.
Moreover, the study emphasizes that the definition of the fitness function is paramount in these kinds
of problems.

Building on these insights and taking inspiration from this previous study, this work explores how
these conflicting objectives interact to shape the evolution of distinct behaviors in a MAS. To this
end, we first introduced a new fitness function specifically tailored to promote aggregation and tested
it in a simple robot aggregation scenario. Next, we adapt the fitness function originally proposed
in [47] by replacing only its aggregation reward component with our new formulation. Our results
show that (a) in the simple robotic aggregation scenario, the new fitness function efficiently evolves
effective aggregation behaviors; (b) in the AntBullet Swarm scenario, the new adapted function shows
improvements in aggregation, although the swarm does not yet display fully coordinated aggregation.

The rest of the paper starts with an overview of related works in the field of MAS, EAs and MOO
(Section 2), with a specific focus on aggregation. Then, the problems addressed and the experimental
settings are described (Section 3). In Section 4, we present the quantitative and qualitative outcomes of
our experiments. Finally, Section 5 contains our final remarks and possible future research directions.

2. Background

Aggregation is a process in which individuals gather in groups for specific purposes [50], such as
protection against predators [51] or speeding up for food [52]. This phenomenon is frequently observed
in nature, both in microorganisms (e.g., Dictyostelium discoideum [53], Capsaspora owczarzaki [54]
and Brachionus calyciflorus [55]) and in complex animals (e.g., flocks of birds [56] and schools of
fish [57, 58]). Aggregation represents one of the fundamental collective behaviors, as it gives rise to
various cooperative behaviors [18], such as coordinated movement [59], self-assembly [60] or collective
transport [61]. A specific body of research focuses on self-organized aggregation [18], in which the
individuals of the group aggregate autonomously, without any central control. This kind of aggregation
allows the development of control systems that are robust to partial failure, flexible and scalable, and can
be performed using only local interactions between individuals. In biological systems, self-organized
aggregation manifests through either positive or negative feedback mechanisms [18]: the former can
occur as an attraction force towards a given signal source, while the latter acts as a regulatory or
repulsive mechanism between individuals.

The effectiveness and evolutionary importance of this behavior have prompted research to replicate
it in simulated environments, following the principles of swarm robotics [25, 26]. Several studies
have used evolutionary algorithms [29], and specifically evolutionary strategies [62, 63], to develop
aggregation behaviors in MASs or robot swarms. Evolutionary algorithms — translating the principles
of natural evolution into algorithms — are promising solutions for the automatic learning of complex
control policies that are difficult to design manually from scratch. In [64], different algorithms, including
CMA-ES (Covariance Matrix Adaptation Evolution Strategy) [65], GA (Genetic Algorithm) [66] and
OpenAlI-ES [48], were compared on an aggregation task. The study evaluates convergence time, policy
quality, scalability and generalization for swarms of different sizes. In general, all the algorithms
proved to be effective in completing the task, with differences in the stability of the aggregated cluster
and the aggregation times, especially for smaller swarms (5, 10 and 20 robots). In [15], CMA-ES and
xNES (Exponential Natural Evolution Strategies) [67] were compared on a specific aggregation task,
highlighting the importance of communication. Similarly, a comparison of the different aggregation
behaviors evolved by CMA-ES, xNES and OpenAlI-ES under different experimental conditions is proposed



Figure 1: The environment in the robot aggregation problem. Robots are initially located in specific positions,
forming a cross. The index of the central robot is 1. Starting from the robot placed in the upper right corner, the
indices are progressively increased in a counter-clockwise direction.

in [16]. Finally, the paper [68] demonstrates the validity of an automatic approach based on evolutionary
optimization via PSO (Particle Swarm Optimization) [69] to design interpretable and scalable PFSM
(Probabilistic Finite State Machines) controllers for the fundamental task of aggregation in swarm
robotics. The use of this type of controllers offers greater policy interpretability and potentially better
transferability to real-world robotic environments compared to the typically used neural network
controllers.

The works discussed so far focus on the optimization of a single objective, known as Mono-Objective
Optimization. In such problems, there exists at least one optimal solution, as well as multiple equivalent
solutions. Instead, when the problem involves multiple and potentially conflicting objectives, as
previously mentioned, we speak of Multi-Objective Optimization (MOO) [45]. Compared to the previous
scenario, solving a MOO problem poses significant challenges, since the aim is to obtain the optimal
solution for all the objectives simultaneously, which is not feasible. In this case, the possible solutions,
called Pareto-optimal [46], are potentially infinite and lie on the Pareto front. The choice of one of these
solutions depends on the subjective preferences of a human decision maker. In contrast to the problem
presented in [47], another approach that investigated the development of aggregation, in conjunction
with other tasks, is the one illustrated in [70], where a decentralized algorithm for robotic swarms
based on limited local interactions is introduced and applied to a MOO problem in which agents are
rewarded for their ability to aggregate and avoid obstacles. The approach, tested both in simulation and
in real-world settings, has been proven to be effective in developing cohesive behavior and dynamic
obstacle avoidance.

3. Materials and Methods

3.1. Robot Aggregation problem

The first scenario involves a group of 5 MarXbot robots [71] that are placed in a square-walled arena
of 5m x 5m. The initial configuration of the robots is shown in Fig. 1: the central robot is located at
the center of a theoretical square, whose vertices represent the initial positions of the other robots.
The radius of each MarXbot robot (Rp) is 8.5cm. The position of the central robot, labeled with index
1, is (pf, pi’ ) = (2.5m,2.5m). The initial locations of the other robots, whose indices are increased



counter-clockwise, are determined according to the following rules (Eq. 1):

py=pi+Ax  py=p+Ay
Pi=pi—Dx  pyi=p+Ay
Pi=pi—-Ax  py=pi—Dy
pi=pi+Ax  p5=pi—Ay

where Ax and Ay are set to Rp x 8 = 68cm. As a consequence, the distance between central and
peripheral robots is approximately 0.962 meters, and the distance between each pair of peripheral robots

(1)

measures 1.36 meters.

The robots are equipped with 8 infrared sectors for wall detection and an omni-directional camera
consisting of 4 sectors of 90° each. The camera enables robots to detect colored objects in the environ-
ment. Additionally, each robot can turn on/off both frontal and rear LEDs (red and blue, respectively)
in order to signal its presence to the other robots.

The robots’ goal is to aggregate within the arena. To this end, we defined the fitness function as
reported in Egs. 2 - 4:

d=—2 NR_1| dr—d @)
i NR 1 = T 1,j
72
D; = M x e‘i_iz 3)
F == %u 4)
a NR s i

In Egs. 2 - 4, the symbol d; ; indicates the distance between the agents i and j (with i # j), Ell- is the
resulting average distance for the i — th agent and Ny is the number of robots. The dr parameter
represents the target distance considered sufficient to solve the problem (in our experiments, we set
dr = 1.5mm). The symbols M and o denote, respectively, the maximum value achieved by the function
F, when the target distance is reached and the standard deviation of the Gaussian function. As regards
the experiments reported here, we used the values M = 7 and ¢ = 8. Finally, the symbol D; represents
the distance reward (see Fig. 2). This function was chosen empirically after a preliminary investigation
phase (see Fig. 3), during which we observed that D; is characterized by a more gradual slope than
alternative functions, while still maintaining the desired maximization.

A feed-forward neural network controls each robot. The network has 12 inputs, one layer of 10
hidden neurons and 4 outputs. The hidden and output neurons have biases, and their activation function
is the tanh. The infrared sensors and the camera provide input data feeding the neural network, which
performs its computation and produces two outputs to control the wheel speeds, and two outputs to
control the frontal and rear LEDs.

3.2. AntBullet Swarm problem

The second scenario is notably more challenging and requires dealing with a MOO problem. In particular,
we consider the problem introduced in [47], which involves a MAS composed of 5 AntBullet robots
that must aggregate while locomoting in an unbounded environment. A snapshot of the problem is
provided in Fig. 4.

The agents’ goal is to learn how to aggregate and locomote. Due to the pitfalls highlighted in [47],
we applied the following modifications:

« we split the evolutionary process into two phases and adopted an incremental evolution approach
[72]. During the first phase, agents learn only to locomote; in the second phase, instead, they
have to aggregate while locomoting;
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Figure 2: Distance reward D; is a function of the average distance of robot i from the other robots. The curve is
plotted with M = 7,0 = 8 and d; = 1.5.

« we modified the aggregation reward function by using the one defined in Eq. 3;

+ during the second phase, the reward for locomotion is notably reduced — but not removed — in
order to make the agents exploit the skills acquired in the first phase.

This latter decision was made because existing studies [34, 73] have shown that training agents
to learn two different skills sequentially may lead to a “vanishing” phenomenon, where previously
acquired capabilities are forgotten.

Therefore, with the aim to promote the evolution of successful strategies, the fitness function has
been designed according to Egs. 5 - 7:
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The symbol Ng in Eq. 5 represents the total number of evaluation steps performed during evolution.
The symbols P, S; and J; in Egs. 6 - 7 indicate, respectively, the progress reward (i.e., how much the
agent i locomotes), the stall cost related to the magnitude of the actions performed by agent i, and the
number of joints extended at their limits. In Eq. 7, D; is the distance reward computed according to
Eq. 3 (differently from the previous scenario, here we set the target distance dy to 1.5 meters, coherently
with [47]). We modified this component to improve the performance of the aggregation shown in
[47], aiming to address the challenges of MOO more effectively. In fact, as pointed out by the authors,
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Figure 3: List of distance reward functions empirically tested in order to choose D;. The curves are plotted with
M=706=8ande=1.

the original fitness function (see [47], Eqs. 5-6) was ineffective due to the different magnitudes of
the components P; and D;. Moreover, locomotion is easier to achieve than aggregation: a robot can
locomote regardless of the others, whereas aggregation involves the need to interact and coordinate
with others. Consequently, the outcomes presented in [47] show that agents, evolved with OpenAI-ES,
are characterized by good locomotion capabilities, but do not aggregate.

In addition to the fitness modification, we endowed the robots with an omni-directional camera
capable of detecting other robots within an 8-meter range. The camera view is split into 6 sectors of 60°
each. This sensor has been designed to make each robot capable of perceiving the presence of nearby
mates, hence encouraging the evolution of more effective aggregation behaviors. The information
provided by the camera input for a generic robot ris defined as follows: if robot r detects a teammate m,
the corresponding sector s is activated and returns a value defined according to Eq. 8:

d
camg = (1.0 — =Yy

(8)

dyax

where the symbol d, , indicates the distance between the robots r and m and dj4 x is the maximum
distance (with dy 4 x = 8). A detailed list of the robot’s equipment is provided in Table 1.

The robot controller is a feed-forward neural network with 34 input neurons, an internal layer
containing 20 hidden neurons, and 8 output neurons. All neurons have associated biases. The activation
function of hidden neurons is the tanh function, while the activation function of output neurons is the
linear function.

3.3. Experimental setting

For both scenarios, the OpenAl Evolutionary Strategy (OpenAI-ES) [48] was employed, as it represents a
modern and quite sophisticated algorithm for evolving successful locomotion [48, 74, 75] and aggregation
[14, 16, 64] behaviors. OpenAI-ES works by initializing a single solution, called centroid, which encodes
the connection weights of the neural network controller determining the robot’s behaviors. The centroid



Figure 4: The AntBullet Swarm problem. The group consists of 5 AntBullet robots, initially in a cross formation.
The environment is unbounded, allowing the agents to move freely.

Table 1

Robot’s equipment (i.e., sensors and motors). The symbol z indicates the agent’s height, while the symbol
Zin represents the initial height of the agent. The symbol angle,, ,,,,.; denotes the relative angle between the
robot and the target (for locomotion). The symbols v,,v,, v, are the velocity components along the three axes.
The symbols roll and pitch represent the robot’s orientation. The symbol (pos; vel;) identifies the position and
velocity of the joint j. The symbol foot_contact, represents a flag indicating whether the foot f touches the
ground (foot_contact; = 1) or not (foot_contact, = 0), while cam, denotes the input from sector s of the camera.
Lastly, the symbol m; indicates the torque applied to joint j.

ID Sensor ID Sensor

0 Z— Zipit 6 roll

1 sin(angle,, 1y pe) 7 pitch

2 cos(angle,, ;4 4er) 8-23 (pos;, vely)  forj € Num_joints

3 0.3 x v, 24-27  foot contact; for f € [front left/right_foot, back_left/right_foot]
4 0.3 xv, 28-33 cam, for s € Num_sectors

5 0.3 xv,

ID Motor

0-7 m; forj € Num_joints

is iteratively updated through an advanced process consisting of mirrored sampling [76], gradient
estimation, and optimization using the Adam optimizer [77]. The algorithm is illustrated in Fig. 5.

In more detail, OpenAI-ES seeks to identify the most promising areas of the solution space (i.e., the
connection weights corresponding to better displayed behaviors), so that evolution is targeted toward
those regions, increasing the chance to discover effective strategies for the considered problem. To
this end, OpenAI-ES evaluates samples in both directions (i.e., mirrored sampling [76]) and ranks them
based on fitness. This process aims to reveal the existence of relationships between the weights and the
final performance. Lastly, OpenAI-ES performs a gradient estimation based on the fitness ranking and
updates the centroid using the Adam optimizer [77], which retains historical data through a pair of
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Figure 5: Flow chart of the OpenAlI-ES algorithm.

momentum vectors (mean and variance).

The experiments were conducted using evorobotpy3 [78], a modern simulation tool that contains
the implementations of a variety of EAs and some predefined problems. Moreover, it is integrated
with libraries such as Gymnasium [79] and Pybullet [49], enabling users to easily create customized
simulations.

A detailed list of the parameters used for both scenarios is provided in Table 2.

Table 2
Experimental parameters used in the two considered scenarios. Neural network weights were initialized using

the Xavier initialization [80].

Parameter Simple Aggregation Aggregation+Locomotion
# of replications 10 10
# of evaluation steps (Ns) 1.5 x 10° 108
# of samples 20 20
# of robots (Ny) 5 5
# of episodes 3 3
# of episode steps 1000 1000
# of input neurons 12 34
# of hidden neurons 10 20
# of output neurons 4 8
hidden neuron activation function tanh tanh
output neuron activation function tanh linear
neuron bias yes yes
weight initialization Xavier Xavier

batch normalization [81] no yes
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Figure 6: Performance analysis in the Robot Aggregation problem. Shaded area is limited to the range between
the first and third quartiles of the data. Data represents the average fitness over 10 replications of the experiment.

4. Results

4.1. Robot Aggregation problem

In the first scenario, we aim to test whether the distance reward D;, defined in Eq. 3, enables the
discovery of effective aggregation behaviors. By examining the performance of the MAS at the end of
the evolutionary process, we can see that the average fitness F, is 1.190 (see Fig. 6), with a standard
deviation of 0.028. During the evolutionary process, the analysis of the fitness curve reveals that
OpenAlI-ES rapidly improves performance in the initial steps and stabilizes at around 5 x 10% steps
(see Fig. 6). This implies that the algorithm quickly finds good solutions, whereas the refinement of
the discovered strategies requires a longer evolutionary process. If we analyze the final aggregation
achieved by the agents, we can observe that the robots manage to discover strategies that ultimately
lead to swarm aggregation (see Fig. 7). In particular, the MAS forms a more compact group, located
around the center of the arena. This underscores that the distance reward D; fosters the development of
effective aggregation behaviors.

(@ (b) (c)
Figure 7: Examples of aggregation behaviors discovered with the OpenAlI-ES algorithm in the Robot Aggregation
problem.
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Figure 8: Performance analysis in the AntBullet Swarm problem. Shaded area is limited to the range between
the first and third quartiles of the data. Data represents the average fitness over 10 replications of the experiment.
The vertical line marks the fitness switch between F, (Eq. 6) and F, (Eq. 7).

4.2. AntBullet Swarm problem

Based on the considerations reported in the previous section, we investigated whether the fitness
function defined in Eq. 5 allows the OpenAI-ES algorithm to evolve strategies in which robots aggregate
during locomotion. As we already pointed out in Section 3, we divided the evolutionary process into two
separate phases and exploited incremental evolution to enhance agents’ performance and capabilities.
The mean fitness at the end of evolution is 4444.679 (standard deviation 230.541) and indicates that
OpenAlI-ES discovers behavioral strategies in which agents exhibit a good locomotion behavior (see the
first half of the evolutionary process in Fig. 8). The average fitness obtained before the switch (indicated
by the vertical line in Fig. 8) is 1655.366, with a standard deviation of 832.893. These results align with
those reported in [47], although the different number of inputs and hidden neurons prevents a direct
comparison.

It is worth noting that the ability to locomote is independent of other agents. However, being
able to locomote is crucial for the development of aggregation behaviors. In the second phase of the
evolutionary process, thanks to the use of the reward function defined in Eq. 3, the agents increase
their performance soon after the switch (see the second half of the evolutionary process in Fig. 8),
although the improvements in aggregation capability are quite limited. This underscores the difficulty
of designing adequate and effective reward functions for MOO problems.

Furthermore, if we examine the final positions of the agents (Fig. 9), we can observe that the
aggregation reached by the MAS here is less effective than the previous scenario. In fact, agents
fail to move close to one another. Sometimes, the majority of agents succeed in approaching each
other (Fig. 9-(a)), while in other cases the MAS disperses (Fig. 9-(b)). Finally, in most cases, the final
configuration of the MAS looks similar to the initial cross formation (Fig. 9-(c)). Overall, the modified
fitness function and the added camera sensor, useful to perceive the others, allow slight improvements
compared to the results reported in [47], where the authors underline the complete absence of such
a capability. Nonetheless, the function defined in Eq. 3 does not lead to further enhancements with
respect to the aggregation capability.
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Figure 9: Examples of aggregation behaviors discovered with the OpenAI-ES algorithm in the AntBullet Swarm
problem.

To reinforce the aggregation analysis, we calculated the dispersion metric (see [82]), which assesses
swarm cohesion and is defined in Eq. 9. This metric was introduced in our previous studies ([14, 15]:

d'= —— % i — 1P (9)
4RR" i=1

Eq. 9 takes into account the final spatial arrangement of the whole group, where p; denotes the
position of agent i, p indicates the COG of the swarm, Ry, refers to the robot radius. The notation || - ||
denotes the Euclidean norm.

Thus, to analyze the dynamics of the solutions, Fig. 10 illustrates how dispersion varies during the
evaluation of the swarm. As can be seen, the dispersion generally increases on average, reaching a final
value of 222.868. This implies that the swarm is dispersing, as the agents have a higher propensity to
locomote and are unable to aggregate properly. Examining the dispersion values achieved by the swarm
reported in Fig. 11, we observe that the group tends to increase its cohesion, with final dispersion values
of 85.621 (Fig. 11-(a)) and 97.025 (Fig. 11-(b)). Therefore, the MOO problem can be addressed more
effectively in the best cases, with the agents capable of achieving a higher level of aggregation.

Interestingly, the adoption of the incremental evolution paradigm improves locomotion. Specifically,
some agents exhibit refined gaits that make use of all their legs to move (see behavior at https://youtu.
be/gW_LdjBOIbs). This allows overcoming the local minima reported in [47], where at least one leg
remained extended to maintain stability by avoiding falling. Another discovered locomotion strategy
resembles a horse’s gallop (see behavior at https://youtu.be/MRquB4HhEFo); indeed, moving quickly
clearly helps to maximize the P, component in Egs. 6 - 7. However, this type of locomotion conflicts
with the objective of aggregation with others, as the rapid movement tends to reduce coordination
among agents.

5. Conclusions

In a Multi-Agent System (MAS), agents interact with other entities in order to solve problems that may
be very difficult, if not impossible, for a single agent to address. While solving problems consisting of a
single objective might be relatively trivial for a MAS, dealing with Multi-Objective Optimization (MOO)
is more challenging. It requires the design of appropriate fitness functions and/or the usage of suitable
methods in order to make agents able to evolve effective behaviors. In fact, MOO is characterized by
conflicting objectives that should be optimized simultaneously, which requires the identification of
compromise solutions that perform well across all objectives. For example, evolving both locomotion
and aggregation behaviors is particularly challenging, as demonstrated in [47].

In this work, we delve into the analysis of methods that allow the evolution of aggregation in a
robotic MAS, particularly focusing on how conflicting objectives can interfere with the evolution
of collective behaviors. In more detail, we design a new function D; (Eq. 3), specifically tailored to
promote aggregation, and we test it in two different scenarios. The first one is a Mono-Objective
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Figure 11: Dispersion values over time for two of the best-performing cases in terms of swarm cohesion in
the AntBullet Swarm problem. These cases exhibit the lowest final dispersion scores, indicating successful
aggregation behavior.

Optimization problem where a MAS of 5 MarXbot robots must develop an aggregation capability.
The second scenario involves a MOO problem, the AntBullet Swarm problem introduced in [47], in
which 5 AntBullet robots must evolve the ability to aggregate while locomoting. In order to foster
the development of aggregation behaviors in the latter scenario, we adopted an incremental evolution
framework by splitting evolution into two distinct phases. In the first phase, agents must evolve
only a locomotion capabilities, which are mandatory to aggregate with others. Instead, in the second
phase, agents must evolve both aggregation and locomotion simultaneously. For this purpose, we
modified the fitness function defined in [47] by using the new function introduced here and endowing
agents with an omni-directional camera that allows them to perceive others. The results indicate



that the function D; successfully promotes aggregation in the Mono-Objective Optimization scenario.
Moreover, it slightly improves the aggregation outcomes with respect to [47], although the agents fail in
discovering behavioral strategies that optimize both objectives (i.e., aggregation and locomotion). Finally,
the modifications to the AntBullet Swarm problem allow the evolution of an improved locomotion
capabilities, which resemble strategies observed in natural organisms.

For future research, we plan to further investigate the design of functions that enable the evolution of
effective aggregation behavioral strategies in the AntBullet Swarm problem, as well as the adoption of
different frameworks, like ontogenetic approaches [83], to optimize the agent’s neural network controller.
In this respect, using learning methods, like back-propagation [84] or Spike-Timing-Dependent Plasticity
(STDP) [85, 86], could promote the differentiation and/or specialization of agents, ultimately leading
to better aggregation capabilities. In addition, employing groups of heterogeneous agents [22] may
be valuable for promoting diversity within the MAS. Moreover, more studies will focus on all aspects
that could affect the generalizability of learned behaviors. Investigating how performance varies in
response to changes in initial conditions, sensory inputs or parameters will reinforce the validity of our
approach.
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