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Abstract

In software development, code comment quality holds varying importance, highlighting the need for effective
assessment methods. This study aims to improve the classification of comment utility by combining traditional
annotated datasets with synthetic data. For augmentation, we utilized GPT-3.5-turbo to label additional comments.
A baseline model using logistic regression was implemented for classification, yielding an F1 score of around 0.80,
with little change upon adding synthetic data. The research explores both the potential and limitations of using
synthetic data augmentation to assess code comment relevance.
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1. Introduction

In today’s digital era, software plays a crucial role in key sectors such as finance, healthcare, and
transportation. Organizations must continually adapt to changing demands, resulting in frequent
updates to existing software and the development of new applications. This continuous growth increases
code complexity, which is necessary to support new features. Managing this large codebase is an essential
phase of the Software Development Life Cycle (SDLC).

Rapid development cycles often lead to quick fixes, adding new code, or updating existing applications.
These accelerated timelines can lead to less-than-optimal coding practices. As software evolves, associ-
ated documents, such as requirements and designs, may become outdated. In many cases, the original
developers are not available for consultation. This underscores the need for structured, quality-driven
processes in software development, with program comprehension being a key approach to maintaining
existing code bases.

Given the dynamic nature of software, primary sources of reliable information become test execution
traces, static code analysis, and code comments. This research focuses on code comments as indicators
of software design for developers and automated tools. Comments provide context about the rationale
and goals behind code, aiding in understanding and maintenance. However, comment quality varies,
highlighting the need for automated tools to assess their usefulness.

One challenge in assessing code comment utility is the limited availability of well-annotated datasets
that cover the diversity of comments across different programming contexts. To address this, innovative
methods are needed to augment existing datasets and improve model performance on new, real-world
comments. Our study combines manual data labeling with synthetic data augmentation using GPT-3.5-
turbo.

In this paper, we tackle a binary classification task for source code comments in the C programming
language, categorizing them as "Useful” or Not Useful.” Starting with a dataset of over 11,000 manually
labeled comments, we use logistic regression as an initial classification model. We then augment this
dataset with over 200 additional samples labeled using GPT to evaluate performance improvements.

CEUR-WS.org/Vol-4054/T9-3.pdf

Forum for Information Retrieval Evaluation, December 12-15, 2024, India
*Corresponding author.

& ashwin.rajaram.23033@iitgoa.ac.in (A. Gaikwad)

@ 0009-0001-4632-1470 (A. Gaikwad)

© 2024 Copyright for this paper by its authors. Use permitted under Creative Commons License Attribution 4.0 International (CC BY 4.0)
B

CEUR
E Workshop
Proceedings


mailto:ashwin.rajaram.23033@iitgoa.ac.in
https://orcid.org/0009-0001-4632-1470
https://creativecommons.org/licenses/by/4.0/deed.en

Notably, the model’s performance remained consistent, maintaining an F1 score of 0.80 for both the
original and augmented datasets.

This research contributes to the understanding of code comment utility classification by combining
manual annotation with synthetic data augmentation. Our goal is to tackle current challenges and
promote the development of adaptable models for the evolving landscape of software development.

The paper is organized as follows. Section 2 covers background work in comment classification.
Section 3 details the task and dataset. Our methodology is discussed in Section 4. Results are presented
in Section 5, and Section 6 concludes the study.

2. Related Work

Understanding a program automatically is a well-known research area among people working in the
software domain. Numerous tools have been developed to aid in the extraction of knowledge from
software metadata, including elements such as runtime traces and structural attributes of code [1, 2, 3,
4,5,6,7,8].

New programmers often rely on existing comments to comprehend code flow. However, not all
comments contribute effectively to program comprehension, necessitating a relevancy assessment
of source code comments prior to their use. Numerous researchers have focused on the automatic
classification of source code comments in terms of quality evaluation. For instance, Omal et al. [9] noted
that factors influencing software maintainability can be organized into hierarchical structures. The
authors defined measurable attributes in the form of metrics for each factor, enabling the assessment of
software characteristics, which can then be consolidated into a single index of software maintainability.
Fluri et al.[10] examined whether the source code and associated comments are changed together along
the multiple versions. They investigated three open source systems, such as ArgoUML, Azureus, and JDT
Core, and found that 97% of the comment changes are done in the same revision as the associated source
code changes. Another work[11] published in 2007 which proposed a two-dimensional maintainability
model that explicitly associates system properties with the activities carried out during maintenance.
The author claimed that this approach transforms the quality model into a structured quality knowledge
base that is usable in industrial environments. Storey et al. did an empirical study on task annotations
embedding within a source code and how it plays a vital role in a developer’s task management[12].
The paper described how task management is negotiated between formal issue tracking systems and
manual annotations that programmers include within their source code. Ted et al.[13] performed a 3 x 2
experiment to compare the efforts of procedure format with those of comments on the readability of a
PL/I program. The readability accuracy was checked by questioning students about the program after
reading it. The result said that the program without comment was the least readable. Yu Hai et al.[14]
classified source code comments into four classes - unqualified, qualified, good, and excellent. The
aggregation of basic classification algorithms further improved the classification result. Another work
published in [15] in which author proposed an automatic classification mechanism "CommentProbe"
for quality evaluation of code comments of C codebases. We see that people worked on source code
comments with different aspects[15, 16, 17, 18, 19, 20], but still, automatic quality evaluation of source
code comments is an important area and demands more research.

With the advent of large language models [21], it is important to compare the quality assessment
of code comments by the standard models like GPT 3.5 or llama with the human interpretation. The
IRSE track at FIRE 2024 [22, 23] builds upon the methodologies proposed in [15, 24, 25] to investigate
various vector space models [26] and features for binary classification and evaluation of comments
in relation to code comprehension. This track also assesses the performance of the predictive model
by incorporating GPT-generated labels for the quality of code and comment snippets extracted from
open-source software.
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-10. int res = 0;

-9. CURL *curl = NULL;
-8. FILE *hd_src = NULL;
-7. int hd;

-6. struct_stat file_info;
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-10. break;

9.}
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-3.}
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Table 1
Sample data instance

3. Task and Dataset Description

In this paper, we tackle the task of developing a binary classification system to categorize source code
comments as either useful or not useful. The system takes a comment and its associated code as input
and outputs a label indicating the comment’s relevance. Classical machine learning algorithms, such as
logistic regression, can be employed to perform this classification. The two categories of comments are:

« Useful - The comment accurately describes or provides relevant information about the code.

+ Not Useful - The comment does not convey relevant information about the code.

Our dataset comprises over 11,000 C code-comment pairs annotated by a team of 14 annotators
to label comments as useful or not. Additionally, we created a supplementary dataset by obtaining
code-comment pairs from GitHub and labeling them using GPT. This secondary dataset, structured
similarly to the original, serves as an augmentation for our main dataset.



4. Working Principle

We use logistic regression to implement the binary classification functionality. The system takes
comments as well as surrounding code snippets as input. We create embeddings of each piece of
code and the associated comment using a pre-trained Universal sentence encoder. The output of the
embedding process is used to train both machine learning model. The training dataset consists of 80%
data instances along with their labels. The rest is used for testing, in both experiments. The description
of the model is discussed in the following section.

4.1. Logistic Regression

We use logistic regression for the binary comment classification task which uses a logistic function to
keep the regression output between 0 and 1. The logistic function is defined as follows:

7 = Ax + B (1)

1
14 erp(—2)

The output of the linear regression equation (refer to equation 1) is passed to the logistic function
(see equation 2). The probability value generated by the logistic function is used for binary class
prediction based on the acceptance threshold. We keep the threshold value of 0.6 in favor of the useful
comment class. We have a three-dimensional input feature extracted from each training instance which
is passed to the regression function. The Cross entropy loss function is used during training for the
hyper-parameter tuning.

logistic(Z) (2)

5. Results

We train our logistic regression model on both datasets. The original dataset has 11,452 samples and
the GPT generated data has 233 samples. The first experiment uses only the original data and produces
the following scores.

After augmenting the original dataset with the GPT generated data, the following results were seen.

Accuracy Precision Recall F1 Score
Original Dataset 81.97293758 | 0.792349986 | 0.817765006 | 0.801166962
Augmented Dataset | 81.2152332 0.794243029 | 0.803115991 | 0.798028602

Table 2
Results for binary classification on both datasets

The very slight change in the scores across metrics suggests that the newly generated data was
practically indifferentiable from the original dataset, highlighting the validity of using GPT generated
data for data augmentation.

6. Conclusion

This study investigated using synthetic data for code comment quality classification and established a
logistic regression baseline with an F1 score of 0.80. Results indicate that synthetic augmentation did not
improve classification, suggesting that traditional annotated data can still be highly effective in some
cases. Future work could involve exploring more complex models or incorporating domain-specific

knowledge.



Declaration on Generative Al

During the preparation of this work, the author(s) used ChatGPT in order to: Grammar and spelling
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take(s) full responsibility for the publication’s content.
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