Code and Comment Classification in C using Machine
Learning

SAHIL WALUN]J*

"Indian Institute of Technology, Goa, 403401

Abstract

In software engineering, the importance attributed to code comments is inconsistent, emphasizing the necessity
for effective strategies to evaluate their intrinsic quality. This research aimed to enhance the classification of
comment utility by merging traditionally annotated datasets with synthetic data created through augmentation
techniques.For augmentation, we employed GPT-3.5-turbo, a state-of-the-art language model, to label additional
comment examples. A baseline model was established using random forests for classification. Interestingly,
despite the data augmentation, the model performance remained consistent, with an F1 score of approximately
0.79 both before and after the synthetic data integration. This research offers insights into the potential and
limitations of synthetic data augmentation in the realm of code comment usefulness classification.
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1. Introduction

In today’s digital age, software is a crucial component in various key industries, including finance,
healthcare, and transportation. As organizations adapt to evolving demands, software is regularly
modified, and new code is continually developed. This rapid development often requires developers to
fix bugs, generate fresh source code, or update existing applications within limited time frames, which
can sometimes lead to less-than-ideal coding practices. As software grows and changes, documents like
requirement specifications and high-level designs frequently become outdated, and knowledge from
prior developers may not always be accessible. This underscores the need for a structured, quality-
focused development process. One method for managing and understanding existing code is through
automated program comprehension [1].

As codebases evolve quickly, traditional documentation tends to lag, making it harder to keep a
current understanding of the software. Therefore, developers increasingly rely on test execution traces,
static code analysis, and especially code comments for insight into the program structure. This study
focuses on code comments as essential sources for understanding program design, supporting both
developers and automated comprehension tools. Comments often reveal the rationale, decisions, and
intentions within the code, aiding in critical tasks like comprehension, maintenance, and debugging.
However, the consistency of comment quality varies, highlighting the need for automated methods to
assess their value effectively.

A significant challenge in studying the effectiveness of code comments is the limited availability
of large, well-annotated datasets that capture a variety of comments across different programming
contexts. To address this, innovative data augmentation techniques are essential to enhance model
performance on real-world comments. Our approach integrates manual data labeling with synthetic
augmentation using the GPT-3.5-turbo language model.

In this paper, we propose a binary classification task aimed at evaluating code comments in C
programs. Each comment is categorized into one of two classes—Useful or Not Useful. We begin with a
dataset of over 11,000 manually labeled samples and establish a Random Forest model as a baseline for
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classifying comments. Additionally, we augment the dataset with over 200 samples labeled using GPT,
allowing us to analyze any performance gains. Our findings show consistent performance, with an F1
score of 0.79 for both the baseline and the model trained with augmented data.

Through the exploration of manual annotation combined with synthetic augmentation, this study
contributes fresh insights to the field of code comment usefulness classification. It aims to offer a new
solution to the ongoing challenges in this area, encouraging further research and the development of
robust, scalable models that can adapt to the ever-evolving landscape of software development.

The paper is organized as follows: Section 2 reviews the background work in comment classification.
The task and dataset are described in Section 3. Section 4 explains our methodology. Results are
presented in Section 5, and Section 6 provides the conclusion.

2. Related Work

Understanding a program automatically is a well-known research area among people working in the
software domain. Numerous tools have been developed to aid in the extraction of knowledge from
software metadata, including elements such as runtime traces and structural attributes of code [2, 3, 4,
5,6,7,8,9].

New programmers generally check for existing comments to understand a code flow. Although,
every comment is not helpful for program comprehension, which demands a relevancy check of source
code comments beforehand. Many researchers worked on the automatic classification of source code
comments in terms of quality evaluation. For example, Omal et al.[10] discussed that the factors
influencing software maintainability can be organized into hierarchical structures. The author defined
measurable attributes in the form of metrics for each factor which helps measure software characteristics,
and those metrics can be combined into a single index of software maintainability. Fluri et al.[11]
examined whether the source code and associated comments are changed together along the multiple
versions. They investigated three open source systems, such as ArgoUML, Azureus, and JDT Core, and
found that 97% of the comment changes are done in the same revision as the associated source code
changes. Another work([12] published in 2007 which proposed a two-dimensional maintainability model
that explicitly associates system properties with the activities carried out during maintenance. The
author claimed that this approach transforms the quality model into a structured quality knowledge
base that is usable in industrial environments. Storey et al. did an empirical study on task annotations
embedding within a source code and how it plays a vital role in a developer’s task management[13].
The paper described how task management is negotiated between formal issue tracking systems and
manual annotations that programmers include within their source code. Ted et al.[14] performed a 3 x 2
experiment to compare the efforts of procedure format with those of comments on the readability of a
PL/I program. The readability accuracy was checked by questioning students about the program after
reading it. The result said that the program without comment was the least readable. Yu Hai et al.[15]
classified source code comments into four classes - unqualified, qualified, good, and excellent. The
aggregation of basic classification algorithms further improved the classification result. Another work
published in [16] in which author proposed an automatic classification mechanism "CommentProbe"
for quality evaluation of code comments of C codebases. We see that people worked on source code
comments with different aspects[16, 17, 18, 19, 20, 21], but still, automatic quality evaluation of source
code comments is an important area and demands more research.

The advent of large language models (LLMs) [22] necessitates a comparison between the quality
assessment of code comments performed by established models, such as GPT-3.5 and LLaMA, and
evaluations based on human interpretation. The IRSE track at FIRE 2024 [23, 24] extends the approach
proposed in [16, 25, 26, 19] to explore various vector space models [27] and features for binary classifi-
cation and evaluation of comments in the context of their use in understanding the code. This track
also compares the performance of the prediction model with the inclusion of the GPT-generated labels
for the quality of code and comment snippets extracted from open-source software.



3. Task and Dataset Description

In this section, we have described the task addressed in this paper. We aim to implement a binary
classification system to classify source code comments into useful and not useful. The procedure takes
a code comment with associated lines of code as input. The output will be a label such as useful or
not useful for the corresponding comment, which helps developers comprehend the associated code.
Classical machine learning algorithms such as random forests can be used to develop the classification
system. The two classes of source code comments can be described as follows:

o Useful - The given comment is relevant to the corresponding source code.
« Not Useful - The given comment is not relevant to the corresponding source code.

The dataset used in our study contains over 11,000 pairs of code comments and code snippets written
in C language, each labeled to show whether the comments are useful or not. The whole dataset is
collected from GitHub and annotated by a team of 14 annotators. A sample data is illustrated in table 1.

There is another similar dataset that is created and used in this work. That dataset is created by
getting code-comment pairs from Github, and the label of useful or not useful was given by GPT. This
dataset has a similar structure to the original dataset, and is used to augment the original dataset later
on.

4. Working Principle

Random forest algorithm is used to implement binary classification functionality.System uses comments
as well as surrounding code snippets as input.Using pre-trained universal sentence encoder we create
embeddings of code and comments connected to it The output of the embedding process is used to
train both machine learning model.The training dataset consists of 80% data instances along with their
labels. The rest is used for testing, in both experiments. The description of the model is discussed in the
following section.

4.1. Random Forest

Random Forest (RF) algorithm is employed for binary comment classification in our study, leveraging
an ensemble of decision trees to improve the model’s predictive accuracy and control overfitting. The
basic premise of Random Forest is to generate numerous decision trees during training, and output the
class that is the mode of the classes output by individual trees during the prediction phase.

Each tree in the Random Forest is constructed as follows:

1. A subset of the training data is selected with replacement (bootstrap sample).

2. A subset of features is randomly chosen at each node.

3. The best split based on a criterion (such as Gini impurity or entropy) is chosen to partition the
data.

4. Steps 2 and 3 are repeated at each node until the tree is fully grown.

The classification decision is obtained by aggregating the predictions made by all trees in the forest
through majority voting:
RF(x) = majority ({Ti(z) }ii,) 1)

where T;(x) denotes the prediction of the i-th tree for the input vector x, while n is the number of
trees in the forest. A conventional threshold of 0.5 is employed for binary classification, however, this
threshold can be adjusted to prioritize the useful comment class, analogous to threshold adjustments in
random forests.

Random Forest effectively handles multi-dimensional feature spaces and does not require feature
scaling. It deals with missing values by selecting the split that minimizes impurity among non-missing
values, thereby imputing the missing ones based on the majority class or mean/mode value.
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Table 1
Sample data instance

During the training phase, the out-of-bag (OOB) error, calculated from data not utilized in bootstrap
samples, acts as an unbiased estimate of the generalization error and can be used for hyper-parameter

tuning.

5. Results

We trained our random forest model on two datasets: the original dataset, containing 11,452 samples,
and an augmented dataset, which included an additional 233 samples generated by GPT. Initially, we
used only the original dataset and achieved the following scores.
After adding the GPT-generated samples to the original dataset, the results were as follows:
The minimal difference across the metrics suggests that the newly generated samples closely matched
the original data, reinforcing the reliability of GPT-generated data for augmentation purposes.



Accuracy | Precision | Recall | F1 Score
Original Dataset 81.0563 0.7902 0.8016 | 0.7949
Augmented Dataset | 81.0013 0.7908 0.8014 | 0.7952

Table 2
Results for binary classification on both datasets

6. Conclusion

This paper explores a binary classification task focused on evaluating the usefulness of comments
within C language source code. We utilized a random forest model as the primary classifier and ran
two experiments: one with the original dataset and another using a combination of the original data
and synthetic samples generated by GPT. The comparable results from both setups indicate that the
synthetic data aligns well with the original, demonstrating its effectiveness in expanding the dataset for
model training. These findings confirm the accuracy of the synthetic data and underscore its potential
for enhancing data augmentation, making it valuable for various data pipelines.
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