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Abstract

Biological regulatory networks, and Boolean networks (BNs) in particular, are widely used to investigate the
dynamics of complex cellular processes and chemical reactions. BNs model the interactions between compounds
through regulatory functions that determine a compound’s state based on the activating or inhibiting effects of
others. This enables the analysis of system behavior under incomplete, imprecise, or noisy information through in
silico experiments, supporting hypothesis testing and the prediction of experimental outcomes—e.g., in healthcare
research. In this context, new experimental data may reveal inconsistencies in the current model, necessitating
its revision to account for these observations. This revision process has traditionally been manual, laborious, and
error-prone due to the vast space of possible modifications. To address this, ARBoLoM was recently introduced
as a tool for the automated revision of BNs. It leverages Answer Set Programming (ASP) to efficiently verify
consistency and, when needed, compute repairs based on time series of experimental results. The revision is
guided by an ordered set of criteria for determining minimal modifications, where the first criterion is fixed
using iterative deepening, and the remaining ones are handled via optimization in ASP. However, fixing the first
criterion limits the flexibility of the tool, and it remains an open question whether this first fixed criterion reflects
practical or biological relevance. In this paper, we address this limitation by extending ARBoLoM to allow for a
fully flexible order of the criteria. This extension also enables us to concisely characterize the behavior of prior
approaches to BN revision and confirm that our tool remains orders of magnitude faster while still producing
correct revision results.
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1. Introduction

Over the past twenty years, systems biology has grown into a dynamic and influential discipline. It
integrates concepts from engineering, mathematics, physics, and computer science to construct models
that capture the complexity of biological phenomena. By adopting a comprehensive, system-level
approach, researchers aim to uncover insights that were previously out of reach [1]. A key aspect of
this area lies in the precise modeling of biological systems found in nature, with the overarching aim of
deepening our understanding of cellular processes. Such insights may pave the way for novel scientific
findings and conceptual frameworks regarding living systems.

In this context, Biological Regulatory Networks (BRNs) [2] are widely used to simulate the interactions
between compounds in a computer environment or in silico. Among these, continuous models work
directly with the concentration of each compound while logical models [3, 4] represent each compound
as a Boolean variable, by measuring said concentration against a threshold. Though less concise, this is
often advantageous in the absence of experimental data granular enough to support continuous models.

A prominent type of such logical models is Boolean logical models, also known as Boolean Networks
(BNs) [5]. The interactions between compounds are represented as a directed graph, with an edge
indicating whether a compound is a regulator of another compound, that is, whether its presence
or absence influences the other compound. Each of these edges is labeled as a positive or negative
interaction.! To allow more specific interactions to be described, each compound is usually accompanied
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Sometimes, a compound can activate and inhibit another under different circumstances, but this is not common in practice,
and we do not consider this case here.
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by a regulatory function, a logical formula determining the compound’s truth value according to the
truth values of the regulators affecting it. Such BNs have been successfully applied in as models of, e.g.,
gene regulation networks [5].

It can happen that new experimental data is inconsistent with an existing BN, indicating one or
more regulatory functions require correcting. This revision process has typically been done manually,
but it can prove laborious and error-prone for large BNs. Unlike the automatic creation of BRNs
(6, 7, 8, 9, 10], revision has only recently started to draw wider attention. Among the attempts at
automating this revision process, most approaches are either limited on the type of repairs [11, 12, 13] or
the complexity of the interactions described by the BN [14, 15]. ModRev [16] exceeds these limitations
and is additionally capable of handling incomplete experimental data. However, it can take a long time
to repair each BN, with the repair process often exceeding the predefined timeout of one hour and
consequentially failing. ARBoLoM [17] addresses this problem, combining a deepening search approach
with Answer Set Programming, in clingo [18], to find and optimize repairs. The tool proves orders of
magnitude faster than ModRev, succeeding at finding a repair for a regulatory function in a number of
real-life BNs often instantaneously and much before the previous timeout of one hour.

There is, however, a notable shortcoming that affects both tools, albeit to different extents. For finding
optimal repairs, i.e., repairs that perform as few changes as possible to restore consistency, they employ
an ordered set of criteria to determine the best solution, which is not fully flexible, making it difficult
(or even impossible) for the user to apply either tool with some specific orders of the criteria. Notably,
it is not possible to assign the same order to the criteria on both tools, making their direct comparison
more challenging.

ModRev distinguishes three types of repairs, in the following order of preference (which is fixed):

1. Minimize changes to function regulators
2. Minimize changes to regulator signs
3. Minimize the changes in the formula of the regulatory function

ARBoLoM distinguishes between changes in the formula due to changes in the number of function
terms and changes in each term. ARBoLoM therefore distinguishes four types of criteria, in the following
default order of preference (where the order of all but the first one can be changed):

1. Minimize the difference in the number of terms of the regulatory function
2. Minimize changes to function regulators

3. Minimize changes to regulator signs

4. Minimize changes in the format of each term.

This lack of complete flexibility in specifying the order of the criteria is, arguably, a shortcoming,
as, to the best of our knowledge, no specific order has been identified as the preferred one to be used.
It would therefore be clearly preferable to allow the user to adjust the order to their needs without
limitation.

In this paper, we amend this problem and extend ARBoLoM in such a way that the user gains the
desired flexibility on the choice of repair criteria, particularly on the order of preference for each type
of repair. We achieve that by removing the hard-coded fixation of the first criterion in the iterative
deepening search, introducing a parametrized solution which allows the user to indicate the order of
preference on the criteria. We also perform a detailed evaluation analysing whether (a) performance
is affected as such, (b) whether the order of criteria has an impact on the performance, and (c) how
ARBoLoM’s performance compares to that of ModRev when we adjust the optimization criteria to
exactly match the order used in ModReyv.

The remainder of this paper is structured as follows. We recall relevant material in Section 2 to make
the paper self-contained. Then, in Section 3 we introduce the novel version of ARBoLoM that allows
the flexible choice of the order of criteria for revision of BNs. We assess how well this new version
performs in Section 4, before we conclude in Section 5.
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Figure 1: Example of a Boolean logical model.

2. Background

We briefly recall relevant notions and notation on Boolean Networks, Answer Set Programming, and
ARBoLoM as a tool of revision in Boolean Networks, following the presentation in [17].

2.1. Boolean Networks

A Boolean Regulatory Network, or Boolean Network (BN), represents a set of biological compounds
(including proteins or genes) and their interactions with each other modelling complex biological
processes. Such BN makes use of a regulatory graph, which is a directed graph G = (V, E), where
V = {v1,...,v,} is the set of vertices (nodes) representing the regulatory compounds, and £ =
{(u,v,8) : u,v € V;s € {4, —}} is the set of signed edges representing the interactions between
compounds such that £ does not contain (u, v, +) and (u, v, —) for any u,v € V. Edges with s = +
are called positive interactions (or activation), i.e., u activates v, while edges with s = — are called
negative interactions (or inhibition), i.e., u inhibits v.Nodes with no incoming edges in G are called input
nodes. Such nodes represent external stimuli, and their values do not change over time.

Example 1. Fig. 1 shows regulatory graph G = (V, E) with V' = {v1,va,v3,v4} and E = {(v1,v2, —),
(Ula U3, +)7 (7)27 V1, +)a (/027 U3, +)7 (1)47 V2, +)7 (U4, U3, _)}

Regulatory graphs alone do not specify how different compounds that affect the same node interact
with each other for that node’s activation. To that end, a regulatory function specifies, for each
compound, what combination of regulators produces an effect on a given compound. Then, a Boolean
logical model M of a regulatory network is defined as a tuple (V, F') where V' = {vy, v9, ..., v, } is the
set of variables representing the regulatory compounds of the network such that v; is assigned to a
value in {0,1}, and F' = {fu,, fuy, ---s fu, | is the set of regulatory (Boolean) functions such that f,,
defines the value of v; and where f,,, = v; if v; is an input node. Regulatory functions of input nodes
may be omitted (cf. v4 in Fig. 1), but an explicit representation (f,, = v4) is commonly used when
involving implementational aspects [19].

Example 2. Fig. 1 presents a Boolean logical model with G' from Ex. 1 and regulatory functions for G' on
the right.

Commonly, Blake canonical form (BCF), a special case of the disjunctive normal form, is used in
the literature [12, 16, 17] to represent the regulatory functions of each biological compound by the
disjunction of all its prime implicants [20]. A conjunction of literals is an implicant of a Boolean function
if, whenever the conjunction takes the value 1, so does the function, and an implicant is prime if no
subset of its literals forms itself an implicant [21]. BCF is unique up to reordering (of disjuncts), and since
no compound can occur both positively and negatively in a specific regulatory function by definition
of regulatory graphs, verification of prime implicants in such a function reduces to verifying that no
disjunct is contained in the other. E.g., f,, (Fig. 1) is in BCF and both disjuncts are prime implicants.



Figure 2: STG of the model in Ex. 2 for asynchronous updating scheme, with v, inactive on the left, and active
on the right (adapted from [25]).

The dynamics of BNs is captured in their state resulting from the interactions between compounds
over time. Formally, the network state of a BN with n compounds is a vector S = [s1, S2, ...s,] Where s;
is the value of the variable representing the i-th compound of the network. Clearly, for Boolean logical
models, the number of different states in a network is given by 2". E.g., if nodes 1 and 3 in Ex. 2 are
active, and the other two are not, then this state is represented by 1010.

The evolution of states is captured in state transition graphs [22]. A State Transition Graph (STG) is
a directed graph Gsr¢ = (S5, 1) where S is the set of vertices representing all the different states of
the network, and T is the set of edges representing the viable transitions between states.

Updates to the values of the nodes in a BN are applied commonly in two different ways: synchronous
and asynchronous [23, 24]. For synchronous update, at each time step, all compounds are updated
simultaneously. Each network state has exactly one successor. For asynchronous update, at each time
step, only one regulatory function may be applied. For a network of n compounds, each state can have
at most n possible state transitions (including a transition to itself - cf. Fig. 2).

Boolean networks may enter so-called attractors during updates, i.e., sets of network states that form
a cycle. These cycles are linked to many important cellular processes [26]. Among them, stable states
are attractors that contain only a single state. An example for a stable state is 0000 on the left of Fig. 2.

2.2. Answer Set Programming

Answer Set Programming (ASP) aims at solving difficult combinatorial (primarily NP-hard) search
problems [27]. It builds on the combination of a rich declarative knowledge representation language with
efficient solvers [28]. Here, we briefly recall essential notions and notations for the sake of readability
of the following material.

We start with the syntax of basic normal logic programs P that are a finite set of rules r of the form:

ap <= A1, ..., Ay, NOL Gt 1, ..., NOT Gy, (1)

where each a; (0 < i < n,0 < m < n)is an atom. An atom is of the form p(¢1, ..., %), with p a
predicate symbol of arity k, and 1, ..., t; terms, built from variables and constants of the (implicit)
language of the program of r. The atom to the left of the arrow (<) is said to be the head of the rule,
whereas the (negated) atoms to the right of the arrow, corresponding to a conjunction, are the body
of the rule. We call literals both an atom a as well as its negation, not a and we call ag the head of r
(head(r) = agp), and the set of all literals that occur in its body (also known as body literals) the body
of r (body(r) = {ai1, ..., am, not a1, ..., not ay}). Rules with m = n = 0 are called facts and we
admit that ag is L to represent constraints, and we commonly omit < in the former case and | in the
latter. Facts allow us to express what necessarily must be true, while constraints provide us with the
possibility to express conditions that we do not want to hold. The ground instantiation of a program,
ground(P) is obtained by replacing all (first-order) variables with constants from the given language

®Actually, function symbols are also permitted, but care must be taken as unbounded recursion is not admitted in ASP.
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Figure 3: ARBoLoM - overview of the revision process of BNs

of the program in all possible ways. A set of ground atoms S is called an answer set of ground(P) if S
is the subset-minimal model of the reduct ground(P)® obtained as {ag < a1, ..., a, | 7 of the form (1)
in ground(P) and {am+1,...,a,} NS = 0}.

ASP also admits a number of commonly used language constructs, most of which can be expressed by
rules of form (1), but whose direct usage is much more convenient, and we indicate them briefly next.

First, choices permit that a number of atoms may be part of an answer set. E.g., for
{activator(1);inhibitor(1)} both activator(1) and inhibitor(1) can be part of an answer set. As a
result, we obtain four different answer sets in this case, corresponding to the power set over the set of
possible elements. Then, constraints can be used to filter out certain models. We can also turn such a
choice into a cardinality constraint, providing lower and/or upper bounds on the number of atoms to
appear in each answer set. E.g., 1{activator(1);inhibitor(1)}1 admits exactly two answer sets as in
each one exactly one of the two atoms can appear. Often, conditionals are employed, that allow us to
determine ranges. E.g., a choice {node_regulator(N,C) : compound(C)} would admit answer sets
with atoms over node_regulator /2 as long as its second argument is a compound.

These constructs are also used in aggregates. E.g., #count{C : node_regulator(N1,C)} counts
all different values C' that appear as second argument of the instances of node_regulator /2. Opti-
mization statements allow us not to just search for one (or more) solutions of a problem, but also
assign weights to solutions which can be used to order solutions and optimize in accordance with
these. E.g., #minimize{1Q2, C : sign_changed(C)} effectively sums the weights of all atoms over
sign_changed/1, where in this case, 1 is the weight of the atom and 2 the assigned priority (to be able
to combine several optimization criteria with priorities — the higher priority is considered first). Based
on that, the solver will aim to find the answer set with the lowest overall assigned weight.

Finally, constants can be declared using #const with a name and a default value. The latter can be
overwritten when running that program. Comparison operators are naturally allowed, and the infix
notation X..Y for numeric values or variables representing numeric values is shorthand for all the
values between and including X and Y.

2.3. ARBoLoM

ARBoLoM [17] has been developed for revision of BNs given a set of experimental results. The main
idea is to check for consistency of the current model comparing its dynamic behaviour, i.e., what states
are observed on what inputs, with the experimental observations. If the model’s behaviour replicates
these, then the model is consistent, otherwise it is inconsistent. In the latter case, repair is applied
adjusting the functions whose results do not match the observations.

As shown in Fig. 3, ARBoLoM is written in Python to handle the processing of data and integration
of the different components and employs ASP encodings for consistency checking and repair using the
state-of-the-art ASP tool clingo [18]. ARBoLoM expects a set of (possibly incomplete) experimental
observations and the specification of a BN. The former is assumed to be in a specific format, but any
different representation of states of activations of the relevant compounds can be converted to it easily.
The latter is expected to be either already encoded in ASP or in one of the standard formats, which is
converted automatically by the tool into the required ASP format.

For checking consistency (and repair), three different modes of interaction between compounds are



considered, namely stable states (without any time component), and synchronous and asynchronous
updates, and three slightly varying ASP encodings exist. For the details, we refer to Aleixo et al. [17].

The functions that are inconsistent need to be repaired by modifying one by one each inconsistent
regulatory function. This requires again as input the representations of the network and the observations.
The considered modifications are adding and removing regulators, changing regulators from activator
to inhibitor and vice-versa, and changing the function’s format, i.e., changing the number of terms as
well as their composition. This results in a large variety of possible repaired functions. ARBoLoM aims
at finding repairs that are as close as possible to the original functions in the spirit of minimal change,
using the following order of priority:

1. Minimize the changes to the number of function terms;
2. Minimize the changes to the function’s regulators;

3. Minimize the changes to the signs of regulators;

4. Minimize the changes to the format of each term.

While the order of criteria 2.—4. is easily adjustable (as we will see), criterion 1. is not, because ARBoLoM
employs iterative deepening search on the number of changes to the number of function terms first.
The central idea is to start searching for solutions with the same number of function terms as the
function to be repaired, and if no solution is found, simultaneously, we search for solutions with one
more and one less function term in parallel, determining the solution in accordance with the other
criteria if both solutions exist, picking the single one if one of the cases fails, and repeat the process
otherwise incrementing the distance w.r.t. number of terms present. The iteration is naturally limited
by the lower bound of 0 function terms and by an upper bound determined based on the number of
positive observations. This is possible because, in the limit, each positive observation is only covered
by a single term in the function, so if we cannot find a function with at most as many terms as existing
distinct observations (for the function to be repaired), then no such candidate can exist. This is further
improved by not counting identical transitions of such observations.

The details for the respective ASP encodings can also be found in [17], but since, unlike the encodings
for consistency checking, we revise these, we will discuss them with more detail next. *

3. Flexible Revision of Boolean Networks

Out of the four possible different repair operations distinguished in ARBoLoM, for the final three, their
order of priority can be easily changed. The minimization of these is handled in ASP with optimization
statements, each defined with a priority value corresponding to the order given in the end of the
previous section. Reordering these criteria amounts to changing the priority value in these statements.
For the first criterion however, which minimizes the change in the number of terms of the regulatory
function, the optimization is handled by the iterative deepening search guided within the python code
and therefore cannot be reordered in this way. This is a limitation, since a biologist might prefer a
different order of preference for these criteria, which for a particular use case is more realistic. For
example, if we know that a compound has been revealed to be relevant for a process in whose model
it currently does not occur, then it needs to be added to the model in the revision process, and this
requires adjusting the priority of criteria. But such modification cannot be achieved without substantial
modifications to the implementation of the tool.

Therefore, we tackle this problem here and extend ARBoLoM to allow more flexibility on the choice
of repair criteria, particularly in the order of preference for each type of repair. The main idea is to
turn the criterion used for iterative deepening into one handled by ASP optimization. This allows
parameterized optimization of all criteria in accordance with the preference of the user. We should note
that this might affect overall performance, and we will analise this subsequently together with other
important aspects in Sec. 4.

*The complete encodings can be found at https://github.com/fpaleixo/arbolom/tree/main/encodings/consistency.
“Still, the original complete encodings can be found at https://github.com/fpaleixo/arbolom/tree/main/encodings/repairs.
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Listing 1: Simplified ASP encoding for repair with stable state observations.

1 #const compound = c.

2 #const max_node_number = n.

3 fixed_regulator(C) :- fixed(C,compound), compound(C).

4 fixed_regulator(C) :- fixed(C,compound,_), compound(C).

5 fixed_activator(C) :- fixed(C,compound,0), compound(C).

6 fixed_inhibitor(C) :- fixed(C,compound,1), compound(C).

7 activator(C) :- fixed_activator(C).

8 inhibitor(C) :- fixed_inhibitor(C).

9 1 {activator(C); inhibitor(C)} 1 :- compound(C), not fixed_activator(C), not fixed_inhibitor(C).
10 available_node_ID(1..TERM_NO) :- function(compound, TERM_NO).

11 available_node_ID(1..max_node_number):- function(compound, TERM_NO), max_node_number > TERM_NO.
12 {node_regulator(N,C) : compound(C)} :- available_node_ID(N).

13 node_ID(N) :- node_regulator(N,_).

14 :- fixed_regulator(C), not node_regulator(_,C).

15 :- N1_VARNO = #count{ C : node_regulator(N1,C) },

16 COMMON_VARNO = #count{C : node_regulator(N1,C), node_regulator(N2,C)},

17 node_ID(N1), node_ID(N2), N1 != N2, COMMON_VARNO = N1_VARNO.

18 experiment_negative_node(E,N) :- node_regulator(N,C), curated_observation(E,C,0), activator(C).
19 experiment_negative_node(E,N) :- node_regulator(N,C), curated_observation(E,C,1), inhibitor(C).
20 experiment_positive_node(E,N) :- not experiment_negative_node(E,N),

21 node_ID(N), curated_observation(E,_,_ ).

22 original_regulator(C) :- regulates(C,compound,_ ).

23 present_regulator(C) :- node_regulator(N,C).

24 sign_changed(C) :- regulates(C,compound,0), inhibitor(C).

25 sign_changed(C) :- regulates(C,compound, 1), activator(C).

26 :- experiment_positive_node(E,N), curated_observation(E,compound,O0).

27 :- not experiment_positive_node(E,_), curated_observation(E,compound,1).

The resulting ASP encoding for repair in the case of stable states is shown in Listing 1. The encodings
for synchronous and asynchronous updates are similar in the same vein as in Aleixo et al. [17], covering
also the necessary update aspects due to the dynamics, which are not essential for our modifications.
> In the following, we briefly describe the encoding and the main modifications, starting by briefly
recalling the input format [17].

The regulatory graph G = (V, E) is encoded as a set of facts over compound/1 to represent all
elements in V' and over regulates/3 s.t. requlates(u, v, s) represents that compound u regulates v
with the sign s (where s = 0 encodes an activator, and s = 1 an inhibitor). For regulatory functions,
we use predicates function/2 and term/3 to represent the number of their terms and the constituting
terms themselves, respectively. E.g., function(vl, 1) represents that v;’s regulatory function has one
term, while term(v1, 1, v2) represents that term 1 of v1’s regulatory function contains vy. This notation
is a bit less compact, but facilitates specific modifications.

The observations are encoded by means of predicates, experiment/1 and observation/3. The
former is used to represent the id of an experiment, while observation(e, ¢, s) represents the observed
state s (0 for inactive, 1 for active) of compound c of experiment e. Note that, for updates where the
network does change its state over time, an additional argument for discrete time ¢ is required.

The repair encoding itself first introduces two constants as parameters (Lines 1-2), one for the
compound whose function is to be repaired, the other for the upper bound of the number of terms
(called nodes here). Then, we incorporate additional knowledge on biologically mandatory known
regulators (possibly including the fixed signs, i.e., whether they are known to be activating or inhibiting)
(Lines 3-8), and for those not fixed whether they are activating or inhibiting (Line 9). Then, we determine
the number of available nodes (i.e., conjunctions of regulators) picking the larger number among the
current number of terms and the given parameter (Lines 10-11). For each such node, we generate
possible regulators (Line 12), and turn a node effective if it has at least one regulator associated to it
(Line 13). Then, we ensure that the fixed regulators indeed appear in some node (Line 14), and that
the function be in BCF (Line 15-17) verifying that the node is not fully contained in another node, by
assuring its number of compounds differs from the number of compounds in common with another node.

’All new encodings can be found at https://github.com/rafael-patronilo/arbolom/tree/terms-criterion-asp/encodings/repairs.
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Listing 2: New ASP minimization statements with parameterized priority.

1 % number of terms

2 #minimize{1@P, N : node_ID(N), function(compound, TERM_NO), N > TERM_NO}.

3 #minimize{1@P, N : available_node_ID(N), not node_ID(N), function(compound, TERM_NO), N <= TERM_NO}.
4 % regulators

5 #minimize{1@P, C : not original_regulator(C), present_regulator(C)}.

6 #minimize{1@P, C : original_regulator(C), not present_regulator(C)}.

7 % signs

8 #minimize{1@P, C : sign_changed(C)}.

9 % regulators in each term

10 #minimize{1@P, ID, R : term(compound, ID, R), node_ID(ID), not node_regulator(ID, R)}.

11 #minimize{1e@P, ID, R : node_regulator(ID, R), term(compound, ID, _), not term(compound, ID, R)}.

We identify nodes as negative if one of its activators is inactive (Line 18) or one of its inhibitors active
(Line 19), and as positive if it is not negative (Line 20-21). Likewise, we determine which regulators
appear in the original function and in the modified one (Lines 22-23) and which compounds exhibit
changes in sign between the original and the modified function (Lines 24-25). Finally, we discard all
solutions for which an experimental observation of the considered compound differs from the value
computed by the modified function (Lines 26-27).

Let us discuss the major changes applied to this encoding. First and foremost, it differs conceptionally.
Namely, it no longer includes the minimization statements directly, since these are formatted and added
by python code, allowing their priority to be set at runtime. We explain how this works in a moment.

This principal modification causes a significant change in this encoding relative to the original one
of ARBoLoM, required for handling the minimization of the change in the number of terms. We have
removed the restriction which fixated the number of nodes of the functions to consider. This restriction
was required by the deepening search to restrict the search space to the number of nodes being currently
considered. As this minimization of the change in the number of nodes has been moved to the ASP
program, this is neither required nor desirable as we wish for the search space to contain all possible
functions regardless of the number of nodes. The constant max_node_number (formerly node_number)
now represents the upper bound for the number of the terms rather than an exact restriction. This upper
bound was already calculated in ARBoLoM to restrict the range of the deepening search as described in
Section 2.3. We still calculate this value in the same way, by counting unique positive observations of
the compound being repaired. We note that equivalent modifications were applied to the encodings for
synchronous and asynchronous updates.

Regarding the minimization of changes, the tool admits now as additional input the parameters for
the priority of criteria. This can be used within the Python code to prepare a number of optimization
statements to be added to the ASP encoding. Listing 2 shows an abstract presentation of the minimization
statements added by the python code, each with the placeholder P which is substituted with the correct
priority for each statement according to the user’s selection. Note that this is indeed an abstracted
representation, and each of the lines can be associated with a different value, permitting in principle
a very flexible attribution of priorities. Our focus though is to assign these in accordance with the
characteristics of modifications considered in the previous sections and also used as separating comments
in the listing.

In more detail, we have added two new minimization statements which count and minimize changes in
the number of terms for both addition (Line 2) and removal (Line 3). This accounts for the minimization
of changes previously handled by the iterative deepening process. Lines 5 and 6 account for changes
in the number of regulators and allows their minimization, while Line 8 captures minimization of
sign changes of the involved regulators. Finally, Lines 10 and 11 handle minimization in changes of
terms, by accounting for regulators that have been added to a node or removed from it. The resulting
minimized numbers of modifications are also extracted from the results and can be used for analysis
and comparison.

In addition, we also modified the minimize statements in Lines 5, 6, 10 and 11 in the sense of
internalising former auxiliary predicates inside of these minimize statements. While this change has



Abbreviation | #Comp. | #Inter. | #StableS | Avg.# Reg. | Max.# Reg.
MCC 10 35 1 3.50 6
FY 10 27 12 2.70 5
TCR 40 57 7 1.42 5
SpP 19 57 7 3.00 8
Th 23 35 3 1.52 5

Table 1
Boolean models data with their numbers of compounds (#Comp), compound interactions (#Inter), stable states
(#StableS), average number of regulators (Avg.#Reg.), and maximum number of regulators (Max.#Reg.).

no effect on the result of the optimization itself, this kind of encoding commonly improves processing
times in search with ASP and may thus impact positively overall performance of the repair program.

4. Evaluation

We now assess in a detailed manner how these modifications affect the overall performance, studying
in particular to what extent changing the order of preference itself impacts on performance and how
ARBoLoM with a preference order of criteria aligned with that of ModRev compares with ModRev.

To that end, we have taken advantage of the benchmarks employed before for ARBoLoM [17] which
were generated based on the same methodology used in [29]. Essentially real BNs are considered and
corrupted, and sets of observations, generated from the original BN, are used to repair its corrupted
version. The BNs are corrupted by applying four operations, with varying probability X:

« Altering each regulatory function with a probability X (0.1 to 1), changing the number of terms
and/or the format of the terms of the function.

« Altering the sign of each edge (regulator) in the function with a probability X (0.05 to 0.75).

« Removing a regulator from the function with probability X (0.01 to 0.15).

+ Adding a new regulator to the function with probability X (0.01 to 0.15)

Based on that, 24 different corruption configurations were defined, varying both the available
corruption operations and respective probabilities. Then, five benchmarks were created using real
biological models: MCC [23], FY [30], TCR [31], SP [32], and Th [33] — some information on these is
summarized in Table 1. For each configuration 100 corrupted models were generated, resulting in a
total of 2400 models for each benchmark. Aside the corrupted models, each benchmark includes four
sets of observations generated using the original model, ranging from a set with 1 experiment with 3
timepoints to a set with 5 experiments with 20 timepoints.

In addition, to test the tool on a larger network, a benchmark using a model that combines all the
five real models was created — its corresponding data can be inferred from Table 1 as these 5 models
are distinct for all but one compound shared between two BNs. Even though this network is thus a bit
disconnected, this still provides a challenge, as the corruptions are generated arbitrarily, and possible
fixes need to inspect the entire search space. Given the size of this new network, in this benchmark only
10 corrupted models for each of the 24 configurations were generated and only one set of observations
with 5 experiments and 20 timepoints.

Out of the six benchmarks the original ARBoLoM was tested on, so far we have evaluated the new
version of the tool on two of them: the TCR benchmark, which is the largest (by number of compounds)
among the 5 original networks and consequentially the model whose benchmark takes longer to repair
on average; and the benchmark combining all five models, which we will refer to as All5. We ran our
tests on a Linux machine with an AMD Ryzen 7 9700X CPU and 32GB of RAM.

We tested five orders of priority which we consider significant, analyzing both the time the revision
process takes and the cost of each criterion in the optimal repairs, that is the number of changes of each
type applied in the repaired function. Table 2 shows the mean, min and max costs of each criterion
considering each of the five orders of priority. Note that the order A is equivalent to the order used



Table 2
Costs of the optimal repairs in TCR for 4 different orders of criteria.

stable state synchronous asynchronous
ID Criteria Priority Avg. Min. Max. | Avg. Min. Max. | Avg. Min. Max.
1. term number 0.00 0 0 | 0.00 0 0 | 0.00 0 0
A 2. regulators 0.05 0 1]0.13 0 2 | 0.04 0 2
3. signs 0.94 0 3| 0.84 0 3| 0.89 0 4
4. term format 0.27 0 7 | 0.38 0 7 | 0.36 0 )
1. regulators 0.02 0 11 0.05 0 21 0.01 0 1
B 2. signs 0.85 0 31 0.82 0 31 0.78 0 4
3. term format 0.26 0 310.24 0 31 0.25 0 5
4. term number 0.17 0 3| 0.27 0 51 0.38 0 4
1. signs 0.05 0 1] 0.01 0 1| 0.00 0 0
C 2. term format 0.25 0 4 1 0.58 0 4 10.73 0 5
3. term number 0.89 0 31 0.79 0 4 | 0.86 0 3
4. regulators 1.29 0 5| 1.49 0 5| 1.52 0 5
1. term format 0.03 0 1] 0.03 0 1| 0.02 0 1
D 2. term number 0.11 0 31 0.18 0 3 | 0.08 0 3
3. regulators 0.13 0 31 0.20 0 3| 0.05 0 2
4. signs 0.98 0 31 0.91 0 3| 1.07 0 4
1. regulators 0.02 0 1| 0.05 0 2 | 0.01 0 1
E 2. signs 0.85 0 31 0.82 0 31 0.78 0 4
3. term number and format | 0.42 0 4 1047 0 51 0.53 0 5

in the original ARBoLoM. Orders B, C and D are obtained by moving the criterion with the highest
priority in the previous order to the lowest priority, therefore cycling the highest priority between all
criteria. Order E is different. It is equivalent to the order used in ModRev [16], that is, it first prioritizes
changes to the regulators, second changes to the signs of the regulators and lastly changes to the format
of the regulatory function, be it term number or format of each term. This last order is therefore similar
to order B with the difference that the same priority is assigned to reducing the change in term number
and the change in the format of each term.

We can see that the criterion with the highest priority always has the lowest average cost, indicating
that the prioritization works as intended. This is however not always the case for the other criteria. For
example, in the order A, the average cost of the change in signs is higher than the cost in the change to
term format, despite signs having a higher priority. This can be explained by the fact that the space of
possible repairs has already been limited by the first and second criteria, and therefore it may not be
possible to pick a set of repairs with fewer changes in signs than in the term format.

Table 3 shows the times for the whole revision process, consistency checking and repairing for each
of the five orders of priority listed in Table 2. Note that we include the consistency checking time
merely for context when analyzing the total revision time. Consistency checking should not depend on
the order of the criteria as this is a parameter of the repair process, and the small differences in the
respective times between different orders are therefore most likely related to circumstantial factors of
the testing environment. Variations in the repair time however can be related to the choice of criteria,
but even these do not show much variation. Looking at the maximum times, we see that the tool seems
to take under 5 seconds for any model, regardless of the interaction mode or order of priority in the
repair criteria, and, on average for all cases, revision is performed in less than 0.5 seconds. This shows
that for TCR, and therefore likely for the other four smaller real models as well, this new version of
ARBoLoM is as efficient as the original [17], with the advantage of flexibility in the order of the criteria.

We were also interested in understanding how our new solution performs on a larger model. Table 4
shows the times for the benchmark All5 in asynchronous mode, using each of the five orders of priority
we have established. We note that times overall increase, but results are still obtained quickly with
average repair times varying between 1 and 4 seconds and maximum values between 7 and 33 seconds.
Notably, among the 5 orders, the one corresponding to that previously employed by ARBoLoM (order



Table 3
Times for benchmark TCR under each of the 5 orders of priority for the criteria.

stable state synchronous asynchronous

Order | Time Avg. Min. Max. Avg. Min. Max. Avg. Min. Max.
Revision (s) 0.06 < 0.01 4.11 0.25 <0.01 4.36 0.11 <o0.01 241

A Consistency (s) | < 0.01 <0.01 <0.01 0.03 <0.01 0.24 0.02 <0.01 0.28
Repair (s) 0.07 < 0.01 4.10 0.27 < 0.01 4.25 0.17 < 0.01 2.34
Revision (s) 0.04 <0.01 0.24 0.20 < 0.01 4.68 0.12 <0.01 2.27

B Consistency (s) | < 0.01 <0.01 <0.01 0.02 <0.01 0.20 0.02 <0.01 0.32
Repair (s) 0.05 < 0.01 0.24 0.21 <0.01 4.57 0.17 < 0.01 2.20
Revision (s) 0.04 <0.01 0.27 0.22 <0.01 3.66 0.12 <0.01 1.81

C Consistency (s) | < 0.0l <0.01 <0.01 0.03 <0.01 0.23 0.02 <0.01 0.34
Repair (s) 0.05 < 0.01 0.26 0.23 <0.01 3.54 0.17 < 0.01 1.75
Revision (s) 0.04 <0.01 0.24 0.21 <0.01 3.62 0.11 <0.01 2.39

D Consistency (s) | < 0.01 <0.01 <0.01 0.03 <0.01 0.19 0.02 <0.01 0.27
Repair (s) 0.05 <0.01 0.23 0.23 <0.01 3.50 0.17 < 0.01 2.32
Revision (s) 0.06 <0.01 0.45 0.37 0.01 3.95 0.20 < 0.01 2.68

E Consistency (s) | < 0.01 < 0.01 <0.01 0.05 <0.01 0.30 0.04 <0.01 0.42
Repair (s) 0.07 <0.01 0.44 0.39 0.01 3.81 0.28 0.01 2.61

Table 4
Times for benchmark All5 under each of the 5 orders of priority for the criteria, in asynchronous mode compared
to the version with deepening search.

Flexible Criteria Deepening Search

Order | Times Avg. Min. Max. | Avg. Min. Max.
Revision (s) 3.10 0.10 33.17 | 1.39 0.08 8.08

A Consistency (s) | 0.14 0.09 0.53 | 0.12 0.07 0.34
Repair (s) 3.38 0.10 3298 | 1.46 0.09 791
Revision (s) 1.45 0.09 6.90 - - -

B Consistency (s) | 0.15 0.09  0.53 - - -
Repair (s) 1.48 0.10 6.74 - - -
Revision (s) 1.62 0.10 6.57 - - -

C Consistency (s) | 0.15 0.09  0.52 - - -
Repair (s) 1.68 0.10 6.43 - - -
Revision (s) 1.30 0.10 7.07 - - -

D Consistency (s) | 0.12 0.09  0.38 - - -
Repair (s) 1.35 0.10 6.89 - - -
Revision (s) 2.63 0.19 10.67 - - -

E Consistency (s) | 0.23 0.18  0.65 - - -
Repair (s) 2.75 0.18 10.46 - - -

A) turns out to be the slowest, followed by the one used by ModRev (order E). We deem that, for A, this
results from the fact that there is in principle a large number of nodes to be added, and the optimization
process takes more time due to that. For E, we conjecture that this is influenced by the two conjoined
criteria, as mixing them might make it more complicated to distinguish between different solutions.

Still, this shows that the solution employed by ARBoLoM is clearly superior to that of ModRev, even
when using the same criteria, as revision always succeeds and with, on average, interactive response
times. ModRev, on the other hand, only succeeds in 79% of the cases and takes on average around 105
seconds on those instances it successfully revises, even if on a slightly slower system [17].

We also include on the right of Table 4, for order A, the times for the former version of ARBoLoM
using deepening search. On average, deepening search proves to be over two times as fast and on the
worst case it proves four times and over 20 seconds faster. Despite the new version being notably slower,
in exchange we obtain the flexibility, and even for this large BN, we are able to provide repairs well
below a minute in asynchronous mode for all models, regardless of the order of priority for the criteria.

We cannot provide the same reassurance for synchronous mode. Our experiments so far show that



Table 5

Comparison of the new ASP criteria against the former ASP criteria in the All5 benchmark in synchronous

mode. Note that both versions in this table used the deepening search strategy

New Criteria Old Criteria
Time Avg.  Min. Max. Avg.  Min. Max.
Revision (s) 115.76  22.47 425.31 | 115.70 24.10 408.62
Consistency (s) 0.18  0.11 0.32 0.18  0.11 0.33
Repair (s) 115.58 2236 42517 | 115.52 2399 408.28

synchronous mode poses a significant challenge, with the repair of multiple compounds timing out.
All these compounds have a high max number of nodes (terms) relative to the compounds which get
repaired within reasonable time. Recall that this upper bound for the number of terms in the repaired
function is calculated by counting the number of unique positive observations of the compound. This is
a limitation of the new version over the former version, which uses deepening search to progressively
try different numbers of terms and therefore is not susceptible to problems related to a large upper
limit. We are currently studying possible strategies to mitigate this issue. One easy solution would
be to use the deepening search strategy whenever it is possible, so we can at least provide the same
performance in those situations, while retaining the flexibility of criteria otherwise.

Finally, as described in Section 3, we modified existing ASP minimization criteria, internalising auxil-
iary predicates into the minimize statements, with the goal of improving performance. To understand
if and how much our changes to the existing ASP minimization criteria affect the performance, we
transposed these changes to the former version of ARBoLoM (with the deepening search) and test on
the benchmark All5 in synchronous mode, which, due to the overall expected longer revision times,
should allow us to give a better idea of the impact on performance. Table 5 shows the times for both
versions, both obtained in the same testing environment. Surprisingly, there is no significant difference
between both versions, and we will have to investigate this matter further.

5. Conclusions

We have introduced a new version of ARBoLoM, a tool for the revision of Boolean Networks given a
set of experimental observations. The main improvement lies in the new capacity for the user to be
able to freely choose the preference order of application of optimization criteria, employed to ensure
that revision is done with minimal changes. Our assessment shows that this is indeed viable in the
sense that revision of a real BN, for several variants of preference orders, can be done very fast. This
includes the specific order employed by another tool, ModRev [16], validating the previous assessment
[17], now for identical optimization criteria, that ARBoLoM’s solution based on ASP is indeed superior
by a considerable margin.

We have however also seen, that for larger models, dropping the iterative deepening search in general
has a negative impact on performance, in particular if the search space in terms of possible nodes to be
added increases. We plan to incorporate the previous solution of ARBoLoM for this particular choice of
criteria to take advantage of the improved performance. We also will do more exhaustive experiments
with a wider set of real BNs, aiming to confirm our positive results here, and to tackle open issues
including the ongoing study of the impact of different forms of encoding the optimizations.
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