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Abstract

The use of Large Language Models (LLMs) in work environments has recently started to gain attention in the
research community, with many works reporting increased productivity and others reporting homogenization
of the output products. Nevertheless, their use as coding assistants in robotics has been mostly overlooked,
especially from the point of view of their effects compared to not-assisted programming. We claim that peculiar
characteristics of robotics programming deserve special attentions, such as the robustness of the produced
solution. Here we analyze the effects of using LLMs as coding assistants in robotics. We analyze their effects
on the performance, in a pseudo-reality gap, and on the similarity of the produced controllers. We also briefly
discuss the feedback of some participants of the experiment. The results suggest that the codes produced with
the assistance of LLMs are less robust to unseen conditions, and overall more homogeneous. Additionally, we
report a shorter development time when using LLMs, but a poorer coding experience.
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1. Introduction

The release of ChatGPT 3.5 in 2022 quickly revolutionized the world by showing how human work
could be replaced or made more efficient. Among the many areas affected, software development
experienced a major change. The incredible ability of Large Language Models (LLMs) to predict the code
to be written and their seemingly immediate access to a huge amount of information led to massive
speed-ups in code production [1]. This improvement led to the adoption of LLMs as coding assistant in
many development environments.

The sudden interest in this technology captured also the curiosity of researches, who tried to assess
how their specific area of knowledge could be affected by these tools. This led to the proliferation
of works highlighting the positive effect of LLMs in making more effective the work of professionals.
Nevertheless, also some limitation of these systems started to emerge. Specifically, it is of our interest
the perceived homogenization of the output produced with the assistance of LLMs [2, 3]. Many works
reported that LLMs reduce the creativity of humans, leading to the production of similar outputs. Some
works argue that this can lead to a decrease in the novelty of human creations.

One field in which the impact of LLMs in development has been less considered is robotics. Specifically,
to the best of the author knowledge, no work assessed their effects on the performance of the produced
solution against the reality gap and their effect on the creativity of the produced solution. In this work
we perform a preliminary analysis on the effects of using LLMs as coding assistants while programming
robot controllers. We do so by comparing results obtained by the students of a university course in
the creation of controllers for a specific task. Specifically, we explore the effects on the creativity
of the produced solutions (i.e., their structural diversity), their performance, and the robustness to a
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pseudo-reality gap'.

The article is organized as follows. In Section 2 we discuss works analyzing the use of LLMs for
coding, and specifically its use in robotics. Section 3 presents our experiment and the experimental
settings. Section 4 presents and explains the results obtained. In Section 5 we discuss the outcomes of
the experiment and discuss how and why those should be considered when deciding to use LLMs to
develop robot controllers. Finally, Section 6 summarizes the work done and proposes future works.

2. Related works

The use of LLMs in code production have recently started to increase [4, 5]. This widespread interest
caught the attentions of researchers, who started to question how these tools really affect development.
Some works concentrated solely on the performance of LLMs with respect to humans [6]. Nevertheless,
here we are interested in their effect as coding assistants. Preliminary experiments considered small
groups in context limited in time [7]. Subsequent works reported the findings in large business and
companies [8, 9]. The results suggest that LLMs improve the work efficiency and quality of developers.
However, the supervision of humans remains an important aspect for the effective use of these tools.
One limitation of these works is that they mostly focus on the reported perception of the participants,
and not on technical metrics. This could hide important flaws behind the perceived utility. He [10]
analyzes the presence of vulnerabilities in produced code, with and without using LLMs. Their results
suggest that the code produced with the support of LLMs presents more security issues than that
produced without. This affects also the trust that humans have towards LLMs [11]. Indeed, most
developers trust LLMs mostly for simple tasks such as test generation, trusting it less for what concerns
code development and fix.

Multiple works considered LLMs for assisted development, but few investigated their use in robotics.
We notice that the most common approach to the problem of generating code for robots consists in the
generation of high-level plans (i.e., sequences of action commands) [12, 13, 14, 15]. The motivation is
that most works leverage on existing (or assume the existence of) sets of basic skills. Therefore, the LLM
just need to combine them, allowing the automatic generation of control plans. This approach comes
to face various limitation of the LLMs themselves. For instance, the performance of LLMs tends to
decrease for long texts due to difficulties in effectively using the whole context [16]. When considering
the generation of complex code, this obviously becomes a problem. The generation of high-level plans
mitigates this issue by reducing the length of the output required to the LLM. Nevertheless, this approach
just seems to be a workaround, with complex tasks requiring long high-level plans still showing a
decrease in performance [17]. Another problem that this approach solve is the generation of functioning
code for specific platforms. Indeed, different robots perceive and act through devices that produce, and
are controlled, by specific type of signals. LLMs do not often know how to interpret them, and therefore
cannot produce the required code targeting a specific robot. Finally, combining pre-built blocks is a
common approach in robotics to face the so called reality gap [18, 19]. Overall, this approach reduces
the need of human developers supervising the code production. This can lead to a speed-up in code
production of up to 90%2, with a consequent reduce in costs [17].

One of the few works trying to generate robot code at a level lower than a plan is Liang et al.
[20]. The authors create a system that converts human goals to an LLM-generated plan. The plan is
then translated to code, iteratively implementing undefined functions. Also in this case the system
assumes the existence of control primitives, but it has more control over the execution flow and the
code organization. The authors report that the system struggles with commands or goals longer and
more complex than those given as example, highlighting an important weakness of the system.

Recently, novel approaches started to emerge as a step forward to classical plan generation for robots.
Antero et al. [17] proposes using LLMs not only as code or plan generator, but also as code evaluator.
This methodology sees the contraposition of two different LLMs, one for the generation of Finite States

'A pseudo-reality gap simulates passing from simulation to the real robot, without actually using this latter one.
*This assumes that the low-level skills already exists.



. -
7
M
. 9.0
material - code
N A
documentation documentation

Figure 1: Representation of the artifacts used and produced during the experiment by each group: the one using
Copilot (blue), and the one not using it (orange).

Machines controllers, and one for their evaluation. The controller is iteratively refined until no error
is detected. This aims at removing completely the burden of code or plan generation from human
developers. Differently, Schlesinger et al. [21] proposes a system that employs LLMs for the automatic
generation of robot plans and the recovery from errors. The plan produced by the LLM runs until
an error occurs or a human blocks the execution. The LLM then subsequently updates the code to
overcome the detected problem. Also Vemprala et al. [15] proposes the real-time generation of control
plans. However, rather than performing an automatic adaptation of the plan, they convert human
commands to code to be immediately executed by the robot.

Most of the aforementioned works combining LLMs and robotics aims at generating high-level plans.
Additionally, they see the LLMs more as a replacement for human developer rather than assistants. If
the human remains part of the loop, it is mostly not expected to code, but rather to supervise. Here we
argue that humans are still often the core of the robotic development, and thus we see LLMs more like
assistants rather than replacements. Our approach imagines therefore a collaboration of generative
systems and developers through assisted development. In this context, the code is still often produced
from scratch, starting from the implementation of the low-level behaviors (that we argue requiring
a great deal of effort) up to the complete control logic. Therefore, differently from other works, we
examine a case of full code development, and not just planning.

3. Methods

This work aims at assessing the effect of LLMs on the development of robot controllers. As multiple
solutions and approaches exist, we need to collect a set of solutions to compare. Therefore, we ask
students of the University of Bologna to implement a controller for a specific task. No student reported
having working experience in robotics, but all attended the course of Intelligent Robotic Systems, which
gives them a wide perspective of development approaches and strategies in robotics. They are thus aware
of the issues that could arise while programming robots, such as noise and the reality gap. However, the
participants of the experiment are not aware of the analyses we perform on the controllers they create.
The experiment involved thirteen male students, which we divided in two groups. Seven participants
program with the assistance of LLMs, while the remaining six program without (see Figure 1). All the
students are allowed to access the course material and codes of laboratories, plus the documentation of
the simulation environment and programming language. Nevertheless, they are not allowed to access
internet except for the aforementioned resources.

The task considered in this experiment is path-following. A robot deployed randomly on an arena
must search for a black path, and then follow it. The robot must keep moving as fast as possible,
avoiding turning on itself. This is a classical robotic task that does not constraints the use of a specific
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Figure 2: The paths used in the experiment. The students have had access only to arenas with the (a) eight, (b)
heart, and (c) hexagon paths during development. The (d) train and (e) freehand paths are used in the test arenas.

control architecture. To drive the development, we present the students the evaluation function we use
for assessing the performance of the controller in the experimental analysis section (see Equation 1).
This computes the performance at a specific step, and thus needs to be accumulated through the entire
duration of the experiment to obtain an overall evaluation. The function considers the average color
of the ground, i.e., how often the robot remains on the line, and its direction and average speed. All
these metrics should be maximized, as having just one of those to zero consequently zeroes the step
performance. The step evaluation function is the following:

L1 ground(i) (1= PG s (0, 2 2 ) o

where:

« 1 is the number of ground sensors,

« ground(i) is the perception of the ground color from sensor 7 in [0, 1], where 0 indicates black
and 1 indicates white,

« M;, M, are respectively the speed of the left and right wheels, transformed in [—1, 1].

The students program a controller for the Foot-Bot robot [22, 23]. We simulate the robot and its
behavior in the ARGoS3 simulator [24]. To simplify and accelerate the development, the controller
is implemented in the Lua language [25], which however cannot be directly ported to the physical
robots. This decision is due to the length of the experiment (i.e., three hours) which requires a fast
development of the solution. Additionally, it should simplify the LLM generation, as Lua is a very
permissive language similar to pseudocode.

The language model we consider in this experiment is Copilot, on its version at May 2025 [26].
Specifically, we permit its use through its online interface. This means that it has access only to the
code uploaded by the students. We chose this LLM and this interaction mode for multiple reasons. First,
it is a widespread tool in development. Second, it can be used remotely and without login, avoiding
biases due to previous interactions or the presence of local files. Third, it can provide fast answers (i.e.,
Quick Response) and longer reasoned ones (i.e., Think Deeper), allowing each student to use what they
prefer. Finally, it works even in incognito mode, which we require as an additional measure to avoid
biases in the generated responses. We require the students belonging to the group using LLMs to query
Copilot at least three times during the development.

Before performing the experiments, we require the students to take a four minutes Divergent
Association Task (DAT) [27]. This aims to measure the verbal creativity and the ability to generate
diverse solutions to open-ended problems [28]. We use the test to divide the students in the two groups,
maintaining as balanced as possible the distribution of the DAT score (see Figure 6). The students are
not aware of the test results and of the logic behind the group subdivision.

4. Results

The first metric we use to analyze the results is the performance of the produced controllers (see
Figure 3). We consider the performance on the three arenas presented to the students, and on two
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Figure 3: Performance distribution in the different arenas. The left plot shows the performance in arenas with
relatively low noise. The right plot shows the performance in arenas with relatively high noise. Performances
obtained with high noise simulate a reality gap between the development and production environment. The
students had access to only the eight, heart, and hexagon arenas during the development, all with low noise. The
train and freehand arenas represent a test set.

additional arenas (see Figure 2). For each controller, we perform 100 runs per arena, with a limit of 5
minutes of simulation. The group coding without the assistance of the LLM obtained averagely better
results in all the arenas. However, the group using Copilot attained the highest performance in the
arenas presented to the students (i.e., eight, heart, hexagon). This difference in the highest performance
disappears when considering the two test arenas (i.e., the arenas not presented to the students: train
and freehand). Even more interesting are the results obtained in the pseudo-reality gap, that in this
case is, experimenting with much higher noise [29, 30, 31]. In this scenario the performances attained
by the group using Copilot drop, while the performances obtained by the other group remain overall
stable. This indicates a that the controllers produced with the assistance of LLM are less robust than
the controllers produced by students alone.

The second metric we use to analyze the results is the code similarity. This considers the similarity
between pairs of codes produced by the students of each group. For the analysis we use a software
named Dolos, which aims to identify plagiarism in code [32]. This considers the similarity of codes
ignoring comments, variable names and text position. Indeed, these factors concur in obscuring the
results when using different metrics, such as the Normalized Compression Distance (NCD) (see Figure 7).
The results show that the code produced with the assistance of Copilot is significantly more similar that
the one produced by the students alone (see Figure 4). This seems to indicate a decrease in creativity
and an overall homogenization of the results, as discovered by previous studies [3].

Both the performance and the code similarity seem to be affected by the use of an LLM as a coding
assistant. However, it is important to avoid biases due to the creativity and expertise of the participants
of the experiment. Our two groups are composed of students from the same university course, divided
according to their DAT score. The aim is indeed to minimize differences between the two test groups.
However, as additional check, we assess how the performance of the produced controllers correlates
with the DAT score. Specifically, for each student, we take the average performance per arena over 100
runs and plot it in a scatter-plot according to the DAT score of the author (see Figure 5). This shows two
interesting aspects. First, the performance seems to increase with the increase in the DAT score. Second,
both groups present few students failing to produce satisfactory solutions, cancelling each other bias.

5. Discussion

This works shows the effect of LLMs in programming controllers for robots. Specifically, it highlights
how using Copilot leads to less robust and more specialized code, which performs worse when some
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Figure 4: Pair-wise similarity of codes inside each group as calculated by Dolos.
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Figure 5: Average performance according to the DAT score in the five arenas, with the two levels of noise. If we
ignore students which did not succeed in producing an effective controller (i.e., with performances near to 0), the
performance seems to increase according to presumed creativity.

conditions change. This result is significant, as a well known issue in robotics is maintaining the perfor-
mance while porting the code to different environments or platforms. Specifically, when this happens
from simulation to real-world, it usually takes the name of reality gap. One of the major challenges has
often been creating control systems robust to conditions different from those of development or training,.
To this goal, researchers proposed many strategies and architectures [29, 33, 34, 35, 36, 37, 38, 39, 40].
Nevertheless, the poor results obtained while using LLMs seem to indicate that those are not inherently
able to exploit them. This could be due to the reduced availability of state-of-the-art examples present
online. Indeed, most of the code available online is from examples of simulators, while the use of these
architectures and strategies is often limited to minimal illustrations in papers.

Another difference detected is that using Copilot seems to produce more similar code. This could
be again due to the problem presented in the previous paragraph, i.e. that the LLM does not have a
broad enough knowledge of robotic systems. Alternatively, it could be related to the generally reduced
variability in LLMs responses when compared to humans [41]. On its own, this is not necessarily a
problem. However, the limited variability in answers can lead to fewer options presented to developers
aiming to produce effective controllers.

Despite limitations, we highlight also that the use of Copilot allowed obtaining working controllers



faster that by humans alone (see Figure 9). Nevertheless, this was not true in all the cases. Some students
reported that asking Copilot directly for a solution led to a long process of fixes that instead elongated
the development time. This led a discrepancy in the students’ feedback on the quality of coding with
LLM, with some students that enjoyed the process and others that did not (see Figure 8). At the end of
the experiment, students reported that the best use they found for Copilot was to ask for a pseudocode
or to brainstorming, but not for the code generation itself (see Table 1).

6. Conclusion

The effect of Large Language Models as coding assistants to program entire robot controllers has been
until now overlooked. In this work we shed a light on the impact they have on the technical and
personal perspectives of a group of developers. Specifically, we find that LLMs affect the performance of
the produced controllers, making them less robust to environmental changes and thus to the reality gap.
Additionally, they tend to constrain the creativity of the developers, leading to the employment of very
similar strategies. Finally, although speeding up the development, the participants of the experiment
reported frustration and overall less enjoyment during coding. We believe these results to be important
for the creation of healthy and effective workplaces in a changing robot industry. Additionally, we
notice that, in order to be effective tackling cutting-edge research problems and development in robotics,
technological advancements of LLMs are still needed.

One limitation of the current work is the small number of human participants. We plan to perform
additional experiments with a larger group of developers, so to get more statistically robust results.
The next work could also consider multiple tasks and the comparison with a third group of developers
performing pair-programming.
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Appendix
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Figure 6: Distribution of the DAT scores per group.
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Figure 7: Normalized Compression Distance (NCD) on pairs of students code (a) and corresponding Abstract
Syntax Tree (AST) (b). We begin by taking the all combinations of two students in each group. For each
combination, we compute the NCD on the codes comprehensive of comments and spaces, and on their ASTs.
These two measures indicate the distance of the raw codes and the codes logic. All the codes contain a common
part used for the evaluation of the controllers performance.



Coding experience
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Figure 8: Coding experience as reported by the students. Each student could select a value from 0 to 5.
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Figure 9: Time to produce a working controller as reported by the students.



Comment

1 Students complain that code produced by Copilot needs many adjustments.

Students complain that asking Copilot for different solutions and/or fixes always produce similar outputs.
Students complain that asking Copilot for different solutions and/or fixes often breaks (or does not work
with) previously generated code, thus requiring manual intervention.

The Quick-Answer mode of Copilot appears quite ineffective in any case, thus resulting useless.

The Think-Deeper mode of Copilot appears quite effective in all the cases.

Students using Copilot experienced overall less enjoyment during coding.

Students not using Copilot complain that more effort was needed to produce a working solution, and
therefore they could hardly explore different strategies.

8 | Students state that the code produced by Copilot was often obscure and hard to understand, limiting
possible improvements.

9 | Students state that Copilot was more useful during the beginning of the development. They state it is
mostly useful to analyze the task characteristics, giving examples, brainstorming, producing pseudocode,
producing sub-tasks, in order to start tackling the problem effectively.

10 | Some students state that Copilot is useful to improve code produced autonomously; others state that its
suggestions are quite ineffective.
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Table 1
Summary of students’ comments at the end of the experiment.
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