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Abstract
Data Petri Nets (DPNs) offer a robust formalism for modeling data-dependent processes. Despite their utility, a
notable gap persists in available tools that seamlessly integrate a modeling environment with automated analysis
techniques, such as soundness checks. Furthermore, there is a need for a modeling environment that makes
modeling DPNs efficient and user-friendly. To cover this gap, the paper proposes Yet Another Petri Net Editor
(YAPNE), a web-based tool for DPN modeling and soundness verification. YAPNE’s intuitive graphical user
interface (GUI) streamlines modeling and analysis activities, thereby enhancing the accessibility of formal models
such as Data Petri Nets (DPNs) for both academics and practitioners.
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1. Introduction

In the realm of Business Process Management (BPM), precise and effective modeling of business
processes is of high importance. Among the various formalisms employed for this purpose, Petri nets
have long served as a foundational tool for process representation and analysis. Traditional Petri nets
excel at representing control flow, routing decisions, and task executions. However, in real scenarios,
compliance checks often depend on the data variables created during the process execution [1]. Data
Petri Nets (DPNs) extend classical Petri nets by incorporating data variables and guards on transitions
that operate over such variables, allowing for a more powerful representation of complex, data-aware
processes [2, 3]. Intuitively, DPNs combine control flow with global variables and guards. This enables
the modeling of both control-flow and data-flow conditions within one formalism.

Modeling and automatically analyzingDPNs, however, presents unique challenges. This is particularly
concerning the availability of comprehensive and accessible tool support. Many existing solutions either
lack dedicated features for data-aware process modeling or do not seamlessly integrate the modeling
environment with formal analysis capabilities. Powerful, feature-rich tools like CPN Tools provide
mature modeling environments but are often complex, platform-dependent desktop applications with a
steep learning curve [4]. Educational tools like WoPeD are more accessible but typically lack native
support for data-aware modeling features and advanced analysis techniques, like data-aware soundness
and model checking [5]. This forces users seeking automated analysis techniques for data-aware
processes to employ separate, highly specialized verification engines like Ada. Such engines focus
purely on algorithmic analysis (specifically, data-aware soundness and model checking) and do not
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offer a GUI for DPN modeling [6]. In contrast, frameworks like ProM [7] include support for modeling
of DPNs, but their primary focus remains on process mining tasks such as discovery and conformance
checking [1], with little to no support for the aforementioned automated verification tasks. Moreover,
ProM is designed as a platform for integrating a wide range of process mining plug-ins, which can
compromise the user experience of individual tools. This is particularly evident in the case of the plug-in
for DPN modeling: the modeling process is unintuitive and lacks usability. As a result, users who
require both modeling and verification capabilities for DPNs within a single tool are often forced into
an inefficient and fragmented workflow. Users must rely on separate applications or non-user-friendly
modules for visual modeling and formal verification, which creates a high barrier to entry.

To address these challenges, we propose YAPNE (Yet Another Petri Net Editor), a tool for modeling
and analyzing Data Petri Nets. A key feature of YAPNE is its minimalist modeling environment, which
enables fast creation and simulation of DPNs. As a fully client-side, open-source web application, it
runs in any modern browser without requiring additional dependencies. The tool also supports the
export and import of DPNs using the standard PNML format. Furthermore, the tool offers support
for integrated and interactive verification of data-aware soundness, a well-established correctness
criterion studied for DPNs in works such as [8, 9]. This paper demonstrates how all the aforementioned
features are seamlessly accessible within a single environment and illustrates their relevance to the
BPM community.

2. Tool Features

Figure 1: Screenshot of YAPNE’s graphical user interface

The main goal of YAPNE is to provide a modeling tool for DPNs, thereby addressing the lack of a
web-based modeling environment for faster creation and modification of DPN models. As shown in
Figure 1, the main interface comprises a minimalistic canvas augmented by contextual toolbars and
property panels. The core modeling tool comes with the following functionalities:

• Graphical Modeling Environment: A core design principle of YAPNE is to facilitate an efficient
and intuitive modeling experience. The graphical editor provides a clean, uncluttered GUI with
standard elements, implemented with a drag-and-drop interface with snap-to-grid functionality
for creating and arranging net graph elements. Variable declarations, as well as transition guards,
are defined in the dedicated panel.



• Support for data import and export: The tool supports import and export of models in the
PNML format.1

• Modeling modes: The tool supports two modeling modes. The first mode enables users to add
multiple elements of one single type (e.g., places). The second mode provides a potentially faster
modeling experience by suggesting the next element type based on the currently selected graph
node.

• Accessible, Open, and Interoperable Architecture: Implemented entirely in client-side
JavaScript, YAPNE requires no server components, plugin installations, or user authentication.
Its modular codebase, released under a permissive open-source license, invites extension by
researchers and practitioners.

YAPNE comes with an embedded parser that performs real-time validation, detecting and reporting
errors such as type incompatibility (when data variables are assigned values of incompatible types)
and syntactic errors in expressions used in transition pre- and post-conditions. Detected errors are
highlighted immediately, which prevents the propagation of malformed constraints through the model.
In addition, the tool offers a user manual to support the DPN modeling experience.
As many other Petri net modeling tools, YAPNE comes with a net simulator. Currently, the tool

supports two types of simulations. The first type is fully automatic (that is, enabled transitions and
variable assignments are selected non-deterministically using the internal tool logic) and executes the
net until no further transitions are enabled. The second is interactive, allowing users to manually select
among multiple enabled transitions and, when applicable, specify corresponding variable assignments
required by the chosen transition’s guard.

Moreover, the tool includes functionalities supporting automated verification of data-aware soundness
for DPNs. In summary, data-aware soundness can be boiled down to checking the following properties:
(i) it must be always possible to reach the final control state (while the actual data variable assignment of
this state is left unspecified), (ii) the final state must be always reached in a “clean” way (i.e., no tokens
remain in places that are not part of the final marking), and (iii) it should be possible, for any transition,
to have a reachable state in which it gets enabled (i.e., no dead transitions). Formally, data-aware
soundness has been defined (with slight variations) in multiple papers, such as [3, 9, 8].
The aforementioned functionalities are as follows:

• Algorithmic support: The tool implements an algorithm presented in [8]. The algorithm
enables the verification of data-aware soundness of DPNs, which may exhibit unsoundness due
to issues at the control-flow level, the data-flow level, or their interplay.

• Counterexample visualization: When one of the aforementioned soundness sub-properties is
violated, the tool provides counterexamples (finite runs on a DPN) that demonstrate the violation.
The counterexamples can then be visualized on the net, which should help the users to understand
the reason for the soundness violation.

It is important to note that, although existing papers on data-aware soundness provide tool support,
the architectural choices made in YAPNE rendered it infeasible to directly integrate the algorithm
presented in [8]. Consequently, the soundness algorithmwas re-implemented from scratch and extended
with counterexample highlighting to showcase the tool’s visual capabilities. However, at the time of
writing, the algorithm still requires a thorough validation. The scalability and broader user studies
remain topics for future work.
These features make YAPNE a powerful tool for DPN modeling. The key innovation lies not just

in the individual functionalities but in their tight integration. By allowing modelers to define data
constraints and verify temporal properties within the same interface where the process structure is
defined, YAPNE creates a fluid and continuous workflow. This immediate feedback loop, where the

1The guard syntax follows the format used in [10]. Alternative guard formats, such as the one proposed in [9], are not
currently supported.



Figure 2: Digital whiteboard: discharge DPN

impact of a change can be verified instantly, empowers users to identify and correct logical flaws early
in the design phase, significantly improving model quality and reliability.
YAPNE’s source code is available on GitHub at https://github.com/chimenkamp/

YAPNE-Yet-Another-Petri-Net-Editor. The web version can be found on GitHub Pages
https://chimenkamp.github.io/YAPNE-Yet-Another-Petri-Net-Editor/. A “User Manual” guide
and a video showcasing the main functionalities can be found here https://github.com/chimenkamp/
YAPNE-Yet-Another-Petri-Net-Editor/tree/main/docs. The GitHub repository also includes example
DPNs to demonstrate the capabilities of YAPNE. The examples can also be accessed directly in the
editor (Menu (right) → File → Examples).

3. Tool Maturity

In this section, we discuss the maturity of YAPNE from two perspectives. First, we outline its technical
stability, implementation choices, and evaluation through representative DPNs. Second, we compare
YAPNE with established tools for Petri net modeling and verification, highlighting how it fills the gap
left by existing tools by combining usability, accessibility, and native support for DPNs in one tool.

3.1. Technical Maturity

YAPNE has reached production-grade stability; the current release is fully web-based, its part related to
modeling and simulation is feature-complete, and it can be used in both research and teaching projects.
Extensive functional tests covering graphical modeling and model simulation were conducted to validate
correctness before the tool release. The code base is implemented in pure JavaScript, a design choice that
minimizes external attack surfaces, simplifies maintenance, and sustains high performance in modern
browsers. The source code is released under the permissive MIT license, encouraging community
contributions and extensions.

To further evaluate the capabilities of YAPNE we analyzed two DPNs also used in the evaluation of [8].
We selected a Petri net that is not data-aware sound and another that is data-aware sound. (1) The Digital
whiteboard: discharge (see Figure 2) Petri net is data-aware sound because there are no control-flow or
data-flow structures that could prevent it from eventually reaching the final marking from any reachable
state. (2) Digital transfer: discharge (see Figure 3) is not data-aware sound. The transition “bed status”
sets the value of org1 to a random integer from [1, ∞). Furthermore, the transition “Transfer” can only
be fired if the value of org1 is lower than 0 (i.e., 𝑜𝑟𝑔1 ≤ 0). Hence, there exist no traces where the final
state can be reached.
Although the tool has not undergone a formal user evaluation, it was tested by several academic

experts familiar with DPNs, who confirmed its suitability for modeling and simulation tasks. In addition
to academic tests, the tool has been used in teaching.
As mentioned in the previous section, the soundness checking component of the tool still requires

https://github.com/chimenkamp/YAPNE-Yet-Another-Petri-Net-Editor
https://github.com/chimenkamp/YAPNE-Yet-Another-Petri-Net-Editor
https://chimenkamp.github.io/YAPNE-Yet-Another-Petri-Net-Editor/
https://github.com/chimenkamp/YAPNE-Yet-Another-Petri-Net-Editor/tree/main/docs
https://github.com/chimenkamp/YAPNE-Yet-Another-Petri-Net-Editor/tree/main/docs


Figure 3: Digital transfer: discharge DPN including a counterexample trace that would lead to a deadlock

thorough validation. Nevertheless, the current implementation already offers the valuable feature of
counterexample highlighting, which is not available in existing data-aware soundness checking tools.

3.2. Comparison with Existing Tools

Several established Petri net modeling tools support various data types and provide integrated verifica-
tion support.

CPN Tools enables modeling, simulation, and verification of colored Petri nets and their extensions
[4]. In [11], it was shown how DPNs can be modeled and analyzed using this tool. However, CPN Tools
is desktop-only, has a rather steep learning curve, lacks cross-platform compatibility, and does not
natively support volatile data or rapid guard-level data updates.
The ProM framework (https://promtools.org/) includes a DPN modeling plugin developed in [1].

Although the plugin is not very intuitive and is limited to modeling (e.g., conformance checking of
DPNs requires separate plugins), it supports DPN import and export in PNML format, a feature missing
in other tools mentioned in this section.
TAPAAL 4.0 is a mature platform for modeling and verifying Petri nets extended with time, color,

and stochastic components [12]. While it has not yet been applied to DPNs, its support for colored
extensions suggests it could be used similarly to CPN Tools [11]. This, however, again suggests that the
tool provides no direct support for the DPN formalism.
Finally, when it comes to automated verification of temporal properties or more specific properties

like data-aware soundness in DPNs, Ada offers a rich set of implemented analysis techniques [6]. At the
same time, Ada cannot be used as a stand-alone tool as it lacks any modeling environment for DPNs.

YAPNE advances the current state-of-the-art by directly combining graphical modeling, interactive
simulation, and data-aware soundness checking within a single environment. In contrast to established
tools like CPN Tools or TAPAAL 4.0, it natively encodes DPN semantics. Furthermore, YAPNE integrates
modeling with verification rather than distributing them across separate plug-ins or tools, allowing for
a better user experience if both graphical modeling and verification are needed in one workflow. Thus,
YAPNE fills a clear gap in tool support by offering a lightweight, web-based solution that prioritizes
usability, accessibility, and seamless integration of modeling and verification tasks, simplifying modeling
workflows for practitioners. Unlike earlier tools, YAPNE directly integrates modeling, simulation, and
verification in a lightweight browser-based environment, making it uniquely accessible to researchers
and students.

4. Conclusion and Future Work

This paper introduced YAPNE, a novel web-based tool that offers an integrated environment for the
modeling and analysis of Data Petri Nets. By providing an intuitive graphical user interface and client-
side accessibility, YAPNE can be used for both teaching and research activities. Moreover, its support
for counterexample highlighting, facilitates automated analysis tasks such as data-aware soundness
checking.

https://promtools.org/


Future work will proceed in three main directions. First, we aim to conduct an extensive validation
of the tool’s functionalities, with particular emphasis on the data-aware soundness checking algorithm.
Second, we plan to expand the tool’s verification capabilities by enabling model checking for first-order
extensions of temporal logics (e.g., [6, 9]). Lastly, we intend to enhance the simulation component
by integrating various simulation engines (e.g., [10]), thus supporting more advanced performance
analysis, hypothetical scenarios, and the generation of synthetic event logs based on simulation outputs.
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