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Abstract
The advent of distributed ledger technology across various sectors highlighted its potential to revolutionize
conventional processes and systems. In particular, smart contracts emerged as disruptive innovation, automating
legal contract clauses between parties. However, smart contract development is not an easy task and raises
nontrivial challenges to non-programmers since they need to have specialized programming skills and deep
understanding of blockchain technology. These challenges reduce user engagement and increase the possibility
of introducing bugs and vulnerabilities that can lead to huge financial loss. To address these complexities, visual
programming has emerged as the main solution among researchers since it is a well-proven methodology to
improve and lower the learning curve of a new programming language and create a working piece of code in a user-
friendly way. This paper aims to assess the visual formalism and representation that have been used in academia
to represent smart contracts in an easy-to-understand manner. The findings show a clear evolution in visualization
approaches, with Business Process Model Notation (BPMN) emerging as the dominant methodology (35%) in
recent years. Behavioral visualizations (52.5%) have increasingly replaced structural representations (37.5%) as the
field matures, whereas evolution-focused approaches remain underexplored (10%). Despite balanced accessibility
requirements across user expertise levels, only 20% of studies incorporate formal UX testing, suggesting significant
opportunities to improve user-centered design in the visualization of smart contracts.
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1. Introduction

Distributed ledger technology represents a major shift in data management field such as transactions,
or file documents, since the information is shared across decentralized networks instead of persisting
on one (or few) centralized repositories. Since every peer in the network has all the data, the distributed
ledger enables levels of transparency, immutability, and consensus-driven validation without relying on
third parties. Blockchain technology is an example of distributed ledger which uses cryptography to
ensure that once the data are committed together, they remain unmodifiable or tamper-resistant, thereby
making a chronological record that all participants can independently verify. Due to the distributed
nature of the system, blockchain is remarkably resistant against single-point of failure and censorship
attempts since the data exist simultaneously on multiple computational nodes. These characteristics
are enforced by the so-called “blocks” of transactions, the most common data on blockchain, linked
together through cryptographic hashing. This particular technology enables the execution of smart
contracts, pieces of code that run on top of the blockchain which model business logic into code that can
be triggered by user transactions. Since the data on the blockchain are publicly available and cannot be
modified once included in a block, smart contracts are extremely reliable because, once the authenticity
of the code is verified, anyone can trust it knowing that no one can modify it. However, the immutability
properties of blockchain technology, while beneficial for trust, introduce significant challenges. Indeed,
deployed smart contracts cannot be patched if bugs or vulnerabilities are detected, potentially leading
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to huge financial losses. This has promoted extensive research efforts to develop vulnerability detection
methods before deployment [1]. As blockchain technology gained popularity, many newcomers began
deploying smart contracts by simply copying code from established entities [2], often without proper
verification. This practice emerged because many blockchain enthusiasts lack development expertise,
and even those with programming experience face the dual challenge of understanding blockchain’s
complex principles while simultaneously learning specialized programming languages like Solidity.
Visual programming tools have historically proven effective for teaching complex technical concepts
by allowing learners to focus on core logic rather than syntax details. These tools can significantly
flatten the learning curve by providing intuitive representations of abstract concepts. Despite the
evident need for accessible development tools, a comprehensive overview of existing approaches to
visual representation of smart contracts is currently lacking. This paper systematically maps efforts to
represent smart contracts through visual formalisms, analyzing proposed visual methods to understand
their strengths, limitations, and underlying design philosophies. This analysis helps identify which
visualization techniques best support different aspects of smart contract development—from initial
learning to security analysis to collaborative design. While the blockchain ecosystem continues its
rapid growth, the barrier to entry remains substantial due to specialized programming languages and
complex execution models. Visual representations could democratize access to this technology while
promoting best practices, but first requires understanding what approaches have been attempted, what
works effectively, and what gaps persist. This mapping study establishes a foundation for developers
and researchers to build enhanced visual tools that make smart contract development more accessible
without compromising essential capabilities or security considerations.

The paper is organized as follows. In Section 2 a useful key aspect is provided to introduce the context
and rationale behind this work. Section 3 provides the research methodology used to carry out the
analysis. The main categories of smart contract visualization identified from the analysis of the selected
articles are presented in Section 4 while the mapping and analysis of the selected papers are presented
in Section 5. Finally, conclusions are reported in Section 6.

2. Background

Understanding complex software systems requires effective methods to clearly represent how they
operate. Visualization approaches in software engineering have been widely adopted to support this
need. In parallel, the emergence of smart contracts has introduced new programming paradigms
that demand both security and formal correctness. These contracts are typically developed using
specialized programming languages such as Solidity, the most widely used language for Ethereum, as
well as Vyper and Rust (commonly used on platforms like Solana and NEAR). Although these languages
emphasize determinism and transparency, their syntactic and semantic complexity can pose significant
challenges for novice developers. The integration of visual programming and visualization techniques
into smart contract development offers promising potential to improve accessibility, comprehension,
and reliability. The following section provides an overview of both software visualization techniques
and the programming languages used to develop smart contracts, in order to clarify the rationale behind
the design choices made in proposing a visual programming solution in literature for smart contract
development.

2.1. Code Visualization

Three main categories have been identified in general software visualization: structure, evolution, and
behavior [3, 4]. Structure visualization focuses on analyzing information such as source code [5], library
dependencies [6], and control flow graph [7]. Evolution visualizations focus on code change history to
illustrate how a software system evolves over time [8]. Finally, behavior visualization uses data collected
from program execution, such as function calls [9], to support tasks like performance optimization [10],
and anomaly detection [11]. Existing behavior visualizations often present data as time series [12] or
domain-specific event sequences [10]. Visual programming environments primarily emphasize the



visualization of code structure, aiming to abstract away complex textual syntax and enable learners
to focus more on programming logic rather than syntactic details. This abstraction is particularly
valuable in educational contexts, where novice programmers struggle with the intricacies of traditional
text-based programming languages [13]. The visual programming approach has significant implications
for both improving programming skills and managing cognitive load. Regarding programming skill
improvement, block-based visual programming languages and platforms effectively teach fundamental
computer science concepts by facilitating comprehension and algorithm implementation through
visual interfaces and immediate program state visibility. Platforms like Scratch and Blockly have
proven helpful for learning text-based programming and developing computational thinking [14]. Their
visual nature reduces syntax errors and makes programming concepts more accessible to beginners.
Research indicates that integrating block programming with interactive physical objects, such as in
smart home applications, positively impacts programming skills and student confidence by creating
tangible learning artifacts [15]. Recent literature has introduced several notable block-based visual
programming platforms. Algot, based on programming by demonstration, improves understanding of
complex concepts such as recursion among high school students and improves task performance for
university students compared to text-based languages like Python [16]. Similarly, NextBlock – integrated
into Moodle – enables educators to create personalized exercises and promote collaborative learning,
while adapting activities to specific student needs [14]. Concerning cognitive load management, visual
programming offers several burden-reducing mechanisms. A study using eye tracking and galvanic skin
response found a lower cognitive load for university students performing simple tasks in Algot compared
to Python. However, a subsequent EEG study showed similar levels of cognitive load for recursion-based
tasks, despite better performance in Algot [17]. The authors suggest that improved performance with
similar cognitive demands indicates Algot’s utility for beginners. Block-based programming generally
reduces cognitive load by breaking complex constructs into visual blocks and decreasing the information
processed simultaneously. The drag-and-drop interface and the prevention of syntax errors create
a less frustrating programming environment for novices. Inspired by the principles of “Learnable
Programming”, Algot maintains the visibility of the continuous state of the program and allows direct
interaction, simplifying learning by clarifying the meaning of the program [18]. Similarly, NextBlocks
reduces the cognitive load by eliminating syntax memorization requirements, allowing students to
focus on programming logic [14].

2.2. Smart Contract Programming Language

Smart contracts are executable rules that can be triggered by the users with transactions. Smart
contract programming languages enable developers to create self-executing agreements on blockchain
platforms. These languages vary significantly in their programming paradigms, type systems, and state
management approaches, reflecting the diverse architectural choices of their respective blockchain
platforms. Rust serves as Solana’s primary smart contract language, implementing a stateless account-
based model where procedures operate on separate data accounts. The Anchor framework helps abstract
away some of Rust’s complexity in the blockchain context. Aiken, a functional language for Cardano,
works with the extended UTXO model, requiring developers to specify transaction validation conditions
rather than procedural state changes. Move, embedded in platforms like Aptos, features linear types
to ensure that tokens cannot be replicated or lost. PyTEAL provides Python bindings for Algorand’s
TEAL bytecode, while SmartPy offers meta-programming capabilities for Tezos. Each language makes
different trade-offs in terms of expressiveness, safety, and abstraction level. Last but not least, Solidity,
developed in 2014, remains the dominant high-level language for Ethereum Virtual Machine (EVM)
compatible blockchains including Ethereum, Avalanche C-Chain, and Hedera. Using a JavaScript-like
syntax with object-oriented features, Solidity follows an account-based stateful model where contracts
act like classes with methods and storage. Despite its accessibility, Solidity has design quirks that can
lead to security vulnerabilities in decentralized applications. Most of the works present in the literature
target the visual representation of smart contract that are then translated in Solidity since it is the most
widely spread smart contract programming language [19].



2.3. Motivations

Despite some relevant work in the literature, there remains a significant need to comprehensively
map and analyze visual formalisms for smart contracts. Vieira and Vilain [20] demonstrated that state
diagrams can effectively visualize smart contracts, improving comprehension and development accuracy.
Their research identified visualization techniques including finite-state machines, UML state machine
diagrams, Business Process Model Notation (BPMN), and Petri Nets, with experiments showing that
state diagrams significantly reduced comprehension time compared to natural language descriptions
alone. Their approach bridged the semantic gap between legal contracts and technical implementations
while making smart contracts more accessible to non-technical stakeholders. Furthermore, Curty et
al. [21] highlight that the creation of blockchain-based software applications requires considerable
technical knowledge, particularly in software design and programming. This is regarded a major barrier
to adopting this technology in business and making it accessible to a wider audience. As a solution,
low-code and no-code approaches have been proposed that require only little or no programming
knowledge to create full-fledged software applications. Their review of academic approaches from
the discipline of model-driven engineering, as well as industrial low-code and no-code development
platforms for blockchains, includes a content-based, computational analysis of relevant academic papers
and the derivation of major topics.

Our work aims to map and analyze the visual formalisms proposed in literature to represent smart
contracts in terms of source code, interaction, or state evolution. As demonstrated in Section 2.1, visual
approaches can significantly improve the comprehension of source code and reduce the cognitive
workload of users. By systematically investigating the various visualization techniques employed across
different smart contract platforms and programming languages, this work aims to identify effective
representation patterns, uncover gaps in existing approaches, and propose standardized visualization
practices that could enhance both educational results and professional development workflows in the
smart contract ecosystem.

3. Research methodology

To achieve the objectives of this study, an initial search was performed using the SCOPUS search
engine to establish familiarity with the existing literature on the subject matter. SCOPUS includes
scientific databases including ACM Digital Library, IEEE Xplore, Elsevier, Wiley, and Springer. The
search used multiple strings: (“smart contrac”) AND ((“visualization” OR “representation”) OR (“visual”
AND “abstraction”) OR (“visual” AND “representation”) OR (“visual” AND “programming”)).

After the initial collection, 421 papers were screened first by title and then by abstract to determine
relevance. For a paper to be included in the final review, it needed to meet the following criteria:

• be written in English;
• be available in full text online;
• offer a clear visual representation of smart contracts in at least one of the following aspects:

structure of the source code, business interactions between parties, or evolution of the transition
states of the smart contract.

A significant number of papers were excluded because they focused on graph neural networks or merely
presented their findings in a visual way rather than offering visual representations of the smart contracts
themselves. Articles that did not meet these criteria were excluded from further analysis. Following
the collection of initial resources, the search was expanded to include relevant articles resulting from
strings “smart contract” AND (“no-code” OR “low-code” OR “bpmn” OR “mda” or “uml”) which led to
the selection of 119 articles. A secondary search was conducted through the citations and references
identified during the primary search process.

The investigation yielded 40 scholarly articles relevant to the research focus after the screening phase
and the elimination of duplicates. Informed conclusions regarding the current state of the field were



derived through in-depth examination of these papers, and potential avenues for future enhancement
within this domain were identified.

4. Smart Contract Visualization Approaches

The following section provides a summary of various approaches to visual representation of smart
contracts proposed by academia. To facilitate a clearer understanding, the approaches are categorized
in Block-based, Model-Driven, and Custom visualization approaches. The proposed visual solutions are
presented in Table 1 reporting visual methodology, visual category (as explained in Section 2.1), public
availability of the tool, presented use case, target user, and whether the usability of the proposed tool
has been tested.

4.1. Block-based Visualization Approach

Several researchers have adapted UML for smart contract visualization. Marchesi et al. [22] extended
traditional UML diagrams with specialized formalisms for Solidity constructs and enhanced sequence
diagrams with blockchain-specific stereotypes. Garamvolgyi et al. [23] employed UML statecharts
to model cyber-physical systems, capturing complex interactions between physical devices and their
blockchain representations. Pierro [24] developed Smart-Graph to generate augmented UML class
diagrams that include Solidity-specific constructs absent from traditional UML standards. Heckel et
al. [25] created a visualization framework using UML-inspired class diagrams enriched with domain-
specific stereotypes for DAML templates. Jurgelaitis et al. [26] proposed MDAsmartCD, a comprehensive
UML-based framework that spans the entire model-driven architecture lifecycle with blockchain-specific
extensions. Ghaffari Saadat [27] presented a unique approach using symbolic attributed graph grammars
to visualize smart contracts through typed graphs with color-coded transformation rules.

A significant research trend employs block-based visual programming to make smart contract devel-
opment accessible. Weingärtner et al. [28] introduced a modular Blockly framework that organizes
blocks into types, delivery options, and contractual options. Guida and Daniel [29] developed Solidi-
tyEditor with more than 70 custom blocks for Solidity constructs. Mao et al. [30] combined Blockly
with neural code generation to produce function templates encapsulated in visual blocks. Merlec et
al. [31] presented SmartBuilder, organizing blocks into functional domains while providing natural
language summaries. Trestioreanu et al. [32] created Blockly2Hooks for XRP Ledger development
with an end-to-end pipeline from visual programming to deployment. Gomez et al. [33] introduced
SmaCly with predefined ERC-standard templates and semantic compatibility enforcement. Tsai et al.
[34] developed an educational framework extending Blockly for blockchain education among K-12
students.

These visualization methodologies share several key objectives regardless of their underlying for-
malism. All approaches aim to abstract programming complexity and enforce structural correctness.
UML-based approaches excel at modeling system architecture and behavioral semantics, while block-
based systems focus on executable code generation and practical development.

Most frameworks provide immediate feedback loops between visual representation and generated
code. Several techniques incorporate domain-specific extensions to capture blockchain-specific concepts
missing in standard modeling notation. There is also a consistent emphasis on lowering technical
barriers for non-experts while preserving the semantic richness required for blockchain applications.
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4.2. Model Driven Visualization Approach

BPMN has emerged as the dominant visualization framework for model-driven smart contract de-
velopment, with researchers adapting its notation for blockchain contexts in various ways. Several
approaches focus on choreography and multi-party collaboration. López-Pintado et al. [36] introduced
Caterpillar, which uses single-pool BPMN models in which stakeholders appear as lanes, replacing
message-based coordination with sequence flows to represent blockchain as a unified coordination
mechanism. Similarly, Shen et al. [56] used BPMN choreography diagrams to visualize collaborative
processes through message exchanges, with participant bands distinguishing initiators from recipients.
Samanipour et al. [59] selected choreography diagrams for their MDAPW3 framework specifically
to represent peer-to-peer interactions in decentralized applications. Security and flexibility concerns
have been addressed through specialized BPMN extensions. Kopke et al. [50] improved BPMN with
blockchain-specific annotations including train symbols for enforceability and chain symbols for on-
chain execution. Corradini et al. [48] developed FlexChain, using BPMN choreography diagrams
to address the tension between blockchain immutability and business process flexibility. Several re-
searchers have explored transformation methodologies from BPMN to smart contract code. El Abidi et al.
[55, 57] developed systematic approaches to translate BPMN elements into Solidity constructs through
ranking processes and meta-model integration. Jin et al. [54] employed a two-step transformation
process that converts BPMN models into Prolog statements for validation before generating Go language
smart contracts. Gao et al. [60] introduced BPMN-LLM, using large language models to transform
BPMN diagrams into smart contracts, where swimlanes denote parties and gateway types capture
conditional logic. Some approaches combine BPMN with other visualization techniques. Shen et al.
[49] integrated customized BPMN modeling with Google Blockly’s visual programming environment,
distinguishing between participant actions and smart contract operations through specialized swimlanes.
Ye et al. [52] developed a three-tier visual framework mapping BPMN tasks to smart contract functions
with color-coded indicators reflecting execution states. Alternative state-based approaches include
Meng et al.’s [40] EFSMSolid framework, which employs Extended Finite State Machines to represent
contractual phases and transitions. Ye and Konig [41] selected YAWL (Yet Another Workflow Language)
for its formal semantics while supporting practical control-flow patterns that construction professionals
could understand. Industry-specific implementations such as Rosa-Bilbao et al. [45]propose EDALoCo
which extends Node-RED to create a modular low-code framework with blockchain-oriented nodes
classified by functionality, while Bodorik et al. [47] transformed BPMN through an intermediate Event-
Hierarchical State Machine representation to identify patterns for sidechain deployment. Collectively,
these BPMN-based approaches demonstrate the notation’s versatility in representing smart contract
elements – participants, roles, actions, obligations, and constraints – while providing visual abstractions
accessible to both technical and non-technical stakeholders.

4.3. Custom Visualization Approach

Several researchers have developed specialized visualization techniques specifically design for smart
contracts. Bragagnolo et al. [35] created SmartInspect, which uses a mirror-based reflection system to
visualize the contract state through hierarchical tree structures, making complex data interpretable
without redeployment. Rather than using standard frameworks, they developed a custom decompilation
technique for dynamic representation of contract data.

Node-based interfaces have emerged as a popular approach. Tan et al. [37] introduced LATTE,
which represents contract elements as interconnected nodes in action graphs with semantic parsing
capabilities. Similarly, Hdhili et al. [43] employed flow-based programming to depict smart contracts
as executable graphs of modular boxes showing input-output relationships, demonstrating improved
comprehension among non-experts.

Several frameworks target domain experts through specialized visual languages. Bistarelli et al.
[44] developed a DSL for supply chain contracts where assets, operations, containers, and roles are
represented through standardized graphical components. Curty and Fill [58] proposed SmartCML, using



decorated circles for actions and explicit relations to distinguish between read and write operations on
the contract state.

For formal modeling, researchers have explored various notations. Prunell and Schwitter [42]
created a Smart Document Editor using color-coded bars and distinctive icons aligned with Answer Set
Programming. Eshgie et al. [46] used DCR graphs with styled arrows representing different constraints,
while Qin et al. [51] used state transition diagrams to capture contract clauses as networks of states
with annotated edges.

Some approaches integrate multiple visualization techniques. Skotnica et al. [38] proposed a meta-
model decomposing contract logic into interrelated diagrams, including a Contract Action Model using
Google Blockly for executable logic. In subsequent work [39], they introduced DasContract, combining
data models, process models, and form models to generate Solidity code. Wen et al. [53] developed
a hierarchical visualization system that transforms bytecode into semantic action sequences, using
color-coded charts, parallel sequences, and node-link diagrams with specialized iconography.

These custom approaches collectively demonstrate diverse strategies for visualizing smart contracts,
emphasizing relationships between parties, representing execution paths, modeling state changes, and
abstracting complex programming constructs for improved usability and understanding.

5. Analysis

The analysis of the selected work on smart contract visualization from 2018 to 2025 reveals distinct
patterns in the adoption of visualization methodology.

As shown in Figure 1a BPMN represents 35% (14 papers) of the studies, making it the most popular
methodology. Blockly and UML follow closely with 17.5% (7 papers) and 20% (8 papers) respectively. The
remaining 27.5% (11 papers) utilize various visualization approaches, including DCR graphs, Answer Set
Programming, Network of Timed Automata, Flow-based programming, EFSM Model, DSL, Node-RED,
JSON/HTML/REST interfaces, and ADOxx.

5.1. Temporal Analysis

The temporal distribution of these methodologies, depicted in Figure 1b, reveals a significant evolution
in the field. From 2018 to 2020, approaches were dominated by more general-purpose visualization
languages such as UML and Blockly, which were favored for their accessibility and familiarity to
software developers. This period established the foundational visualization approaches in the emerging
field of smart contract visualization. The years 2021-2022 marked a transition period characterized
by methodological diversity. Researchers began exploring specialized approaches such as EFSM, DCR
graphs, and custom visualizations tailored to the unique requirements of blockchain environments.
This diversification signaled a maturing understanding of the specific challenges in visualizing smart
contracts. Most notably, from 2023 to 2025, a pronounced shift toward BPMN is observed as the
dominant methodology. Of the 14 BPMN-based studies, 11 were published during this recent period. This
convergence suggests an emerging consensus around BPMN’s suitability for modeling the procedural
nature and complex interactions of smart contracts. The standardization around BPMN may also reflect
a move toward industry adoption, as BPMN is widely used in business contexts.

5.2. Visualization Types Analysis

The conducted analysis categorizes the visualizations into three distinct types. Taking as reference the
Figure 1c, there is the following distribution:

• Structure (15 studies, 37.5%): focusing on compositional aspect of smart contract source code;
• Behavior (21 studies, 52.5%): emphasizing the dynamic execution and interaction patterns of

smart contracts;
• Evolution (4 studies, 10%): addressing the temporal dimension and smart contract modifications.



(a) Distribution of Visual Approaches (b) Papers by Year and Visual Approach

(c) Distribution of Visualization Categories (d) Papers by Year and Visualization Category

(e) Distribution of Accessibility Requirements (f) Cumulative Papers by Year

Figure 1: Comprehensive visualization of research trends: (a) illustrates the distribution of visual approaches
with BPMN (35%) being most prevalent; (b) displays visualization categories with behavior (52.5%) as the
dominant focus; (c) shows accessibility requirements distribution across basic (40%), intermediate (32.5%), and
advanced (27.5%) categories; (d) presents the cumulative growth of papers from 2018 to 2025; (e) details the
yearly breakdown of papers by visual approach type; and (f) presents the distribution of visualization categories
over time, showing an increasing focus on behavior visualization in recent years.

The distribution in Figure 1d shows a progressive shift from structural representations toward
behavioral ones. Early research (2018-2021) predominantly focused on structural visualization (11 out
of 15 structure-focused papers are published in this period), which addresses the fundamental question
of how smart contracts are composed. As the field matured, particularly from 2022 onward, behavioral
visualizations gained prominence (16 out of 21 behavior-focused papers published in this period),



reflecting an increased interest in how contracts execute and interact with users and other contracts.
This transition aligns with the natural progression of the field: researchers first needed to establish
how to represent what smart contracts are before moving on to visualizing how they behave. The
limited number of evolution-focused visualizations (10%) suggests an opportunity for future research,
particularly as contract upgradability and adaptation become more critical in production environments.

5.3. Accessibility Requirements Analysis

The distribution of accessibility requirements in the studies depicted in Figure 1e reveals a balanced
approach to user expertise:

• Basic: 16 studies (40%);
• Intermediate: 13 studies (32.5%);
• Advanced: 11 studies (27.5%).

This relatively uniform distribution suggests that researchers are considering various user profiles,
from novices to experienced developers. In particular, block-based visualizations predominantly target
basic accessibility levels, making them suitable for educational purposes and newcomers to smart
contract development. In contrast, BPMN-based approaches tend toward intermediate and advanced
requirements, reflecting their use in more complex scenarios. The analysis revealed a concerning gap
in user experience validation. As Table 1 highlights, only 8 out of 40 studies (20%) incorporated formal
UX testing, most of which involve relatively small sample sizes (6-17 participants). Notable exceptions
include studies by Hdhili et al. [43] and Kopke et al. [50], with 58 and 42 participants, respectively. This
limited focus on user experience suggests that smart contract visualization remains primarily in the
technical development phase, with insufficient attention to end-user needs and usability. However, we
observe a positive trend in recent years (2023-2025), where 6 of the 8 studies with UX testing were
published, indicating a growing recognition of user-centered design principles.

5.4. Use Case Analysis

The use cases that span the 40 studies demonstrate remarkable diversity, as reported in Table 1, including:

• Financial Services: voting systems, auctions, lending platforms, insurance claims;
• Supply Chain Management: product tracking, trade verification, manufacturing processes;
• Real Estate: property transactions, mortgage processing, leasing agreements;
• Healthcare: patient records, hospital procedures, tele-consultation;
• Education: certificate issuance, exam management;
• General Business Processes: payment systems, purchasing workflows.

This broad application spectrum indicates that smart contract visualization is being explored across
multiple domains rather than being confined to specific industries. The diversity of use cases underscores
the versatile applicability of smart contracts and the universal need for effective visualization regardless
of the application domain.

5.5. General Trends

In general, looking the Figure 1f showing cumulative papers by year, a steady growth in research
publications proposing visual methods for smart contract source code representation can be observed.
Starting with just 4 papers in 2018, the field has shown consistent annual growth, with particularly
strong publication increases in 2021 (+6 papers), 2023 (+7 papers), and 2024 (+9 papers). By 2025, the
cumulative total reaches 40 publications, representing a ten-fold increase from the initial baseline. This
growth pattern suggests increasing research interest in visual representations of smart contracts, likely
driven by the expanding adoption of blockchain technologies and the need for more accessible ways to
understand and verify complex smart contract code. The acceleration in publications from 2021 onward



may reflect the maturation of the field as researchers build upon earlier visualization approaches and
address more sophisticated representation challenges. The consistent year-over-year increases, rather
than sporadic jumps, indicate sustained interest rather than temporary research trends, suggesting that
this is becoming an established research domain within the broader fields of software visualization and
blockchain technology.

6. Conclusions

The analysis carried out aims to map the visualization formalisms and techniques presented so far by
the academia to represent smart contracts, self-executing pieces of code that run on the blockchain.
After a search phase on the Scopus database, 40 papers have been taken into account to perform
the analysis, revealing a clear evolutionary trajectory in smart contract visualization from 2018 to
2025. The field has progressed from structure-focused to behavior-focused visualizations, with an
emerging convergence around BPMN as a preferred methodology. Despite this maturation, significant
opportunities remain for improving user experience evaluation and developing visualizations that
address contract evolution. These findings suggest that while the technical foundations of smart
contract visualization are becoming well-established, additional research is needed to bridge the gap
between technical capability and practical usability. The balanced distribution across accessibility levels
indicates awareness of diverse user needs, but the limited UX testing highlights the need for greater
emphasis on user-centered design approaches as these visualization methodologies transition from
academic exploration to practical industry adoption.
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