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Abstract

.Main problem. Requirement patterns have emerged as a means to support the reuse and systematic production
of requirement specifications, improving both efficiency and quality—typically in the form of textual documents.
In Low-Code/No-Code (LCNC) software development, however, requirements are represented as software models
rather than textual artefacts, still requiring effort to transform requirement specifications into software models.
Although several authors have proposed approaches to reduce the software modelling effort in LCNC tools—i.e.,
modelling assistance approaches—the end-to-end integration between pattern-based requirement specifications
and software modelling in LCNC software development remains overlooked. Solution. Therefore, this PhD
Thesis introduces MARPa: a Modelling Assistance and Requirements Pattern-based situational method for
LCNC software development. MARPa enables requirements engineers, stakeholders, and LCNC developers to
collaboratively develop software using LCNC tools, reusing requirement patterns and leveraging modelling
assistance—from pattern selection to software model creation and refinement. Following the Situational Method
Engineering approach, we enable MARPa to be tailored to specific organisations and software development
contexts. Validation. We validated MARPa through empirical studies aimed at evaluating MARPa’s technical and
social suitability, as well as their effects on subjects’ effectiveness, efficiency, and perceptions during requirement
specification using LCNC tools to analyze MARPa’s technology acceptance. Our results show that integrating
requirement patterns with modelling assistance following MARPa is technically feasible and holds the potential to
improve LCNC development based on efficiency and effectiveness results. Furthermore, we identified challenges
resulting from our empirical validations, providing a foundation for a research agenda.
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1. Introduction

Requirements engineering—as a socio-technical, iterative process to elicit, document, and manage
the requirements of a system under development [1]—is the foundation of high-quality software [2].
Part of requirements engineering is the specification of software requirements. Software requirements
are capabilities—functional or non-functional—that must be met in order for the software to solve a
real-world problem [3]. Software requirements can be specified as documents, text descriptions, but
also as software models [1]. A software model is an abstract representation of an existing reality or a
reality to be created.

Software systems often interact and involve concepts of complex physical and virtual systems in
which it is executed. Thus, requirements engineers create software models to describe abstractly
how a software system should behave, react to certain events, and store data, among other software
functionalities. Unlike physical systems as metro lines for civil engineers, software models hold
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the potential to automatically generate the software systems they describe by using software model
transformations [4] implemented in Low-code/No-code (LCNC) tools—a.k.a. model-driven development
tools. LCNC is a paradigm for software development that relies on graphical/textual modelling languages
and configuration, rather than traditional coding [5]. For example, a software data model specifies the
data requirements of a system and can be automatically transformed into a database schema through an
LCNC tool, thus removing the need to manually define data tables, attributes, and relationships in SQL.

Nevertheless, requirements specification as well as software modelling, are often error-prone and
effort-intensive, which can threaten both the time-to-market and the overall quality of the software
system under development [6]. Thus, several techniques have been proposed to ease the requirements
specification and software modelling process, thereby speeding up and improving software development.
In this paper, we focus particularly on two techniques: requirement patterns and software modelling
assistance.

Requirements Patterns are reusable, experience-based specification that supports the
reuse of high-quality software requirements to specify new requirements, reducing the
time and effort required to produce new specifications [7]. Approaches in literature include
pattern catalogues, specification languages, and pattern templates, among others [8, 7, 9].
An example of a requirement pattern is shown in Figure 1, where the Authentication pattern
expresses the need to identify users and provides a template specifying the information to
be documented when creating a new requirement specification.

This form states the general need of having the
system functionality of identifying users, and
has extensions for detailing the type or
technology to be used. An extension for
requiring to not be necessary to create an
specific account for the system is present.
Application of extensions: Authentication
Comments Technology, Single Sign-on: may be applied at
most once each.

Version date |2009-03-20 00:00:00.0

Author GESSI-SSI

Requirement books from SSI
*
SOOI e :) Specialized literature

Description

lQuestion text  |----
Fixed Part HF The system shall
orm text .
authenticate users
Question text |----
The authentication process
) Form text shall be based_on the
Requirement %authMechanism%
Form Extended Part authentication technology
Authentication|Authentication Parameter Metric
Technology authMechanism:
is an AuthenticationTechnology:
authentication AuthenticationTechnology =
software Domain(Windows login, ¢)
technology
lQuestion text  |----

Figure 1: Authentication requirement pattern template from PABRE catalogue [10].

Software modelling assistance refers to strategies—such as tools, techniques, and
frameworks—that aim to ease the software modelling within LCNC tools, reducing soft-
ware modelling effort and improving model quality [11, 12]. For example, Figure 2 shows a
modelling assistant that suggests model elements and operations while modelling.
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Figure 2: Modelling assistance example: suggesting model elements [13].

Despite progress in research on modelling assistance frameworks and requirement patterns methods,
we have identified gaps in both literature and practice. Modelling assistance frameworks [11, 14] have
overlooked requirements engineering techniques, such as requirement patterns, focusing mainly on
specific tasks related to software modelling. On the other hand, requirement pattern methods [10, 15]
stop at the level of producing textual requirements specifications, overlooking the effort required to
transform such specifications into software models. The proposals that do focus on generating software
models from requirement patterns are tied to specific modelling languages (such as event and use case
diagrams [16, 17]), which restricts their integration with LCNC tools with different software modelling
languages.

In practice, LCNC tool providers have developed techniques that resemble the reuse of requirement
patterns and modelling assistance to create software models. For instance, solutions such as OutSystems
Forge and the Mendix Marketplace provide catalogues and wizards to reuse software models from
templates [18, 19, 20]. However, these solutions provide ad-hoc support for reuse and automation but
fail to provide method-level guidelines beyond their respective LCNC tool.

Therefore, in this Doctoral Consortium paper, we summarise the main technical research problem
(MTRP) of the PhD thesis as:

(MTRP) How to design a method that provides guidelines and tools for leveraging the
benefits of modelling assistance and requirement patterns in the context of LCNC
software development?

This paper is structured as follows: in Section 2, we introduce the research method; in Section 3,
we review related works and motivation for this thesis; in Section 4, we introduce MARPa design in
a nutshell; in Section 5, we overview the validation pipeline of the thesis; and in Section 6, we draw
conclusions, review limitations, and propose a research agenda.

2. Research Method

In Design Science, the object of study is an artefact in context [21]. In this PhD thesis, the MARPa
(Modelling Assistance and Requirement Pattern method for LCNC software development) and its
chunks are the artefacts we design and investigate in the context of LCNC software development. We
propose a set of research questions to address our MRTP, followed by a design cycle.

2.1. Research Questions

MARPa research questions are divided into technical research problems (TRP)—a.k.a., design problems—
and knowledge questions (KQ). Technical research problems aim to (re)design an artefact, contribut-



ing to achieving some goal [21]. Knowledge questions focus on learning about the world without
calling for an improvement [21]. We propose the following TRP and KQ for MARPa:

« RQ1. (KQ) What is the landscape of modelling assistance and requirement patterns? To
answer RQ1, we conduct research efforts to understand related works’ goals, strategies, limitations,
and users in LCNC software development, especially for modelling assistance and requirement
patterns literature and practice. We conducted a systematic literature review and focus groups to
answer RQ1, published in [12, 14].

« RQ2. (TRP) How to design the MARPa method and develop tools to support it? RQ2
contains the main TRP. To answer RQ2, we conduct Method Engineering efforts following the
Situational Method Engineering principles [22] and propose a set of chunks, a process map, a
metamodel, and a set of context criteria to tailor MARPa into specific contexts. Moreover, we
develop tools that extend and support MARPa chunks, allowing us to introduce the LEMON
framework [23, 24] and OntoTrace [25, 26].

« RQ3. (KQ) What are the effects of implementing MARPa in context? To answer RQ3, we
perform empirical efforts to validate MARPa and its chunks in context in terms of efficiency,
effectiveness, and satisfaction. Moreover, we collect data from experts about the potential technical
and social suitability of MARPa tailored into a specific software development context. The results
from validation are currently under review, in execution, and some have been published [27].

2.2. Design Cycle

We perform three tasks (T) in a design cycle to answer the proposed research questions: i) (T1) problem
investigation; ii) (T2) treatment design; and iii) (T3) treatment validation. In Figure 3, we present our
Design Science Cycle detailing activities conducted for each T1, T2, and T3 tasks.

T1. PROBLEM INVESTIGATION (RQ1)
- Define goals and motivation
- Define criteria to Judge solution success
- Investigate the gap for a method combining modelling assistance and
requirements patterns for LCNC software development:
- Modelling assistance in LCNC software development
- Requirement pattern-based methods and tools
- Modelling assistance and Requirement patterns in LCNC practice
- Establish a conceptual framework

T2. TREATMENT DESIGN (RQ2)

- Analyse intentions for MARPa

- Explore strategies to achieve intentions

- Select requirement pattern templates

- Populate requirement pattern templates

- Create software models

- Refine software models

- Propose context criteria, a process map, and a

T3. TREATMENT VALIDATION (RQ3)

- Validate the LEMON framework interpreter and assistant
- Evaluate software modelling efficiency with LEMON
- Evaluate software modelling effectiveness with LEMON
- Evaluate software modelling satisfaction with LEMON

- Validate OntoTrace
- Evaluate recommendation accuracy

MARPa
METHOD

- Evaluate recommendation efficiency metamodel for MARPa

- Evaluate satisfaction - Tailor MARPa into a LCNC software development
- Validate MARPa method context

- Evaluate MARPa technical suitability - Develop tools to support MARPa tailored mtehod:

- Evaluate MARPa social suitability - The LEMON Framework:
- Discuss findings, conclusions, future work, and research - The LEMON Specification Language
directions - The LEMON Catalogue

- The LEMON Interpreter
- The LEMON Assistant + OntoTrace

Figure 3: Design cycle for designing the MARPa method.

For the sake of brevity, we do not present each individual design cycle in detail. Instead, we describe
the design cycle that guides this PhD thesis, as it reflects the overall research method. Nevertheless,
each contribution consists of smaller and more atomic design cycles. Although this may appear similar
to a waterfall approach, the research was conducted in an agile manner: tasks T1, T2, and T3 were
revisited whenever clarification of value, refinement of requirements, or additional artefact evaluation
was needed.



3. Problem Investigation: The Landscape of Modelling Assistance and
Requirement Patterns

In literature, several authors have proposed modelling assistance and requirement pattern approaches,
as highlighted in secondary studies such as systematic reviews [12, 28, 8, 7]. On one hand, modelling
assistance proposals aim to provide support for model creation, refinement, consistency checking, and
testing—ranging from Al-driven recommenders [29, 13, 30, 31, 32, 33, 34] to validation and consistency
checking tools [35, 36, 37, 38, 39, 40, 41]. Frameworks such as RF-IMA (Reference Framework for
Intelligent Modelling Assistance) [42] and the emerging modelling assistance framework [14] clarify
how assistants gather context and interact with users. However, these frameworks and tools overlook
earlier requirements tasks and focus on easing modelling, missing the benefits of using requirement-
centred techniques, such as requirement patterns.

On the other hand, requirement pattern research has introduced languages, templates, and catalogues
[17, 43, 44, 45, 46, 47] as well as methods such as PABRE [10, 48] and CaRePa [15] to guide specification,
selection, and reuse during elicitation. While effective for specifying text-based requirements, these
methods overlook the effort of software modelling in LCNC tools. In practice, LCNC tools (e.g.,
OutSystems Forge [49], Mendix Marketplace [18], Oracle APEX [20]) partially combine (requirement
pattern) templates and modelling assistance with marketplaces, wizards, and forges, but remain tool-
specific and ad-hoc approaches.

Finally, recent LCNC development methods such as the Low Code Development Cycle (LCDC) [5],
MSDeveloper [50], EasInnova [51], and situational methods for manufacturing companies [52] improve
process guidance and stakeholder involvement. Yet, they do not explicitly integrate requirement patterns
with modelling assistance.

Taken together, these findings highlight a research gap (and answer RQ1): to the best of our knowledge,
there is no method that integrates requirement pattern reuse with modelling assistance to support an
end-to-end transition from requirements elicitation/specification to model creation in LCNC software
development. This gap motivates the design of MARPa (see Table 1), and thus, this PhD thesis.

PhD Industry-relevant project context. This PhD thesis was conducted in the context of the SHIFT
project [53]—Smart Hospital: Integrated Frameworks, Tools, and Solutions—in which it contributes to
the Patient and Staff Empowerment pillar. Within this pillar, one of the central questions concerns how
to empower practitioners, patients, and other stakeholders to create digital health software automatically.
Together with the industry partner Whatscount, we proposed to address this challenge. Whatscount is a
young Swiss company that develops digital health software using its own proprietary LCNC tool, Posity
Design Studio [54]. As part of their internal analysis, Whatscount observed that stakeholders often
requested similar types of requirements—for instance, different clients frequently asked for visualisations
of patient test data. Although the specific data types varied, the underlying requirement was essentially
the same, exposing recurring LCNC model structures and patterns. Nevertheless, existing industry-tool-
dependent solutions were not viable, since Whatscount relies on its own LCNC tool. At the same time,
adopting modelling assistance techniques from the literature would not resolve the issue of recurring
requirements, while introducing requirements patterns in isolation would generate overhead in their
LCNC development process, because they use LCNC models themselves as requirement specifications,
rather than traditional requirements documents. The case of Whatscount served as an industry-relevant
case were the gap we highlighted in Table 1 is materialized.



Table 1
Related works vs MARPa.

Include Include
Include
Categor Ref Name Type Requirement Software Software
gory yp qatterns Models Modelling
p in LCNC | Assistance
29,13, 30, 31
%33 34,32 35% Approaches
Modelling o for Modelling Tool NO YES YES
. [36, 37, 40, 41] .
assistance 38, 39] Assistance
in LCNC software 757 RF-IMA Framework NO YES YES
development -
Emerging
framework for
[14] Modelling Framework NO YES YES
Assistance
Ad-hoc
Requirement
[49, 18, 20] Pattern-based Tool YES YES YES
Modelling
Assistants
Approaches
Requirement [17, 43, 44, 45, 46, 47] | TOF requirement Tool YES YES NO
pattern specification
pattern-based .
thods and tools selection, reuse
me 10, 48] PABRE Method YES NO NO
[15] CaRePa Method YES NO NO
Low Code
LCNC [5] Development Method NO YES NO
Software Cycle (LCDC)
Development [50] MSDeveloper Method NO YES NO
Methods [51] Easlnnova Method NO YES NO
Situational Method
[52] for LCNC Method NO YES NO
manufacturing
development
(This Phd Thesis)
Modelling assistance and requirement
MARPa Method YES YES YES
pattern-based method
for LCNC Software Development

4. MARPa Design in a Nutshell

We conceive MARPa as a Situational Method based on the Situational Method Engineering (SME)
[22, 55] approach. SME supports the definition of new methods as a composition of method chunks,
where each method chunk enables the satisfaction of a method intention in a specific way. Method
chunks are black boxes composed of a process and a metamodel that act as a transformation engine
to change a set of inputs into an output. This allows us to build MARPa in an agile and incremental
manner, adding new intentions and strategies, and thereby chaining demand to satisfy various specific
development contexts. Method chunks are the result of combining a strategy to achieve an intention.

MARPa covers four intentions: i) selecting a requirement pattern template, ii) populating a requirement
pattern template, iii) creating a software model, and iv) refining a software model. By analysing such
intentions, we provide MARPa with a catalogue of method chunks, a metamodel, a process map to
assemble chunks into a tailorable method, and a set of context criteria for situation-specific method
tailoring. In the following paragraphs, we provide a brief description of each intention from MARPa.

Select a Requirement Pattern Template. MARPa begins with the selection of a requirement
pattern template—an instance of a pattern that can be later populated to specify a new requirement.
With this intention, requirements engineers aim to find the requirement pattern template that best fits
the software requirement under development.

Populate a Requirement Pattern Template. Having selected a requirement pattern template, the
next intention comprises populating it. This allows the stakeholders to provide the requirement pattern
template with their input—e.g., expressing how data should be displayed, how data should be stored, or



how the process should be orchestrated, among others. As a result, the requirements engineer receives
a populated requirement pattern template containing the customisations from stakeholders.

Create Software Model. Having the populated requirement pattern template, the next intention
aims to create the software model (or models). LCNC developers represent the new requirement with
the software model from the populated requirement pattern template. After creating the software
model, if it is ready and does not require further refinement, the LCNC developer can use the LCNC
tool to generate the software.

Refine software Model. If the previous intention produces a software model that is not ready for
software transformation, it requires refinement. Through software model refinement, LCNC developers
strive to enhance the quality of the resulting software models, thereby meeting the requirements that are
being developed. When the refinement is finished, the LCNC developer can use the LCNC to generate
the software.

MARPa tool support. We tailor and provide tool support for MARPa chunks tailored into the
industry-relevant context of this PhD Thesis: Whatscount. As a result, we proposed the LEMON
framework [23, 24], which consists of a domain-specific language for specifying software requirement
patterns (M1), a requirement pattern catalogue (M2), an interpreter (M3), and an assistant (M4). To
support the assistance, we designed and implemented a recommendation system named OntoTrace
[25, 26], which provides recommendations based on the similarity of trace links between software
requirements and software models.

5. MARPa Effect in Context: Validation Pipeline

The validation of this PhD thesis focused on the industry-tailored MARPa chunks, examining their effects
within LCNC software development, thus addressing RQ3. Three complementary empirical efforts were
conducted to assess: (i) the technical and social suitability of MARPa (Under review); (ii) the effects of
the LEMON framework on effectiveness, efficiency, and satisfaction when specifying requirements as
software models in LCNC tools (Under review); and (iii) the effects of OntoTrace recommendations
on effectiveness, efficiency, and satisfaction during the tracing of software requirements within LCNC
models (Published [27]). Although these evaluations are currently under publication and journal review,
preliminary results suggest that MARPa is both technically and socially suitable, and that its chunks
and tools hold the potential to enhance effectiveness, efficiency, and satisfaction in LCNC software
development. Nevertheless, areas for improvement have been identified as a result of those validation
efforts, leading to new research challenges and future work. We present the validation pipeline and
timeline in Figure 4, which illustrates the number of quasi-experiments, focus groups, and interviews
conducted during the validation cycle from 2023 to 2026.

Limitations and threats to validity. Throughout this PhD thesis, we have identified limitations
and threats to validity. Firstly, by choosing validation efforts that relied on human participants, we
encountered human-related factors that limited the generalizability of our findings; i.e., the experiments
conducted were dependent on the characteristics and backgrounds of the participants involved. We
decided to focus on human subjects as we were researching on how to assist LCNC users into creating
software models. This motivates further industry-involved empirical efforts once MARPa is in place
in this to understand their interaction and needs of other variety of backgrounds, allowing to provide
a more generalizable sample of subjects. Moreover, both LEMON and OntoTrace were evaluated in
specific contextual settings. Although these tools provide a general framework and a recommendation
system applicable across domains, their assessment within Experimental Objects that fit a short session
with human participants may differ from real-world scenarios. As an alternative, we could consider a
data-driven experimental approach—such as the creation of a ground truth—instead of human-related
experimentation. This could have further strengthened the evaluation and represents a promising
direction for future work. This thesis and future work would benefit from creating such ground truths,
breaking the human-factor dependency, and working towards a benchmark-oriented research approach.
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Figure 4: Validation pipeline and timeline for MARPa and its chunks.

6. Lessons Learned and Research Agenda

This PhD thesis devised the first situational method to integrate requirement patterns and modelling
assistance in LCNC software development, grounded in a catalogue of method chunks and validated
through quasi-experiments and focus groups. This research journey has provided several lessons on
designing, implementing, and evaluating MARPa. A key lesson is that technical feasibility alone is
not sufficient: while MARPa chunks operationalised in the LEMON framework and OntoTrace proved
effective and efficient in controlled experiments, adoption in practice requires addressing both technical
refinements (e.g., catalogue growth, interaction, precision, recall, traceability) and social factors (e.g.,
stakeholder engagement, role displacement concerns). Another lesson is the importance of tailoring.
The industry-relevant case study demonstrated that selecting and adapting the relevant MARPa chunks
was crucial for aligning with industry needs, underscoring the value of situational method engineering
as a foundation for method design in LCNC contexts. Future work builds on these insights; we propose
a research agenda in Figure 5 to facilitate the full adoption of MARPa and its chunks.

Discussions and reflections. During execution of this PhD thesis, design decisions were made
that influence how the results should be interpreted and delimit the scope of the contributions. Beyond
our research agenda, there are reflections and open questions that point toward meaningful next steps:

« Gen Al In this thesis, we used Al techniques that do not rely on training data—specifically,
ontology-based recommendation systems—to avoid model dependency. However, given the
outbreak of GenAl, this new technology could fundamentally change how requirement patterns
are specified and how software models are created from them. Recent advances in GenAl
for requirements pattern engineering [48] and for assisting LCNC development [56] show the
relevance of this new technology. GenAlI could support the creation, retrieval, and population of
requirement pattern templates, or even replace some MARPa intentions by directly generating
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Figure 5: Research Agenda for MARPa and its chunks

pattern instances or LCNC models. This potential improvements can be driven by our research
around MARPa, as a solid foundation for evaluating whether generative Al is necessary, what
value it may bring, and how it could reshape the method and its intentions.

« Integrability and scalability: MARPa is a situational method, meaning it can grow by adding
new chunks, intentions, and strategies that can later be tailored. Still, scalability remains an open
question: How can the MARPa tools be extended to new domains while remaining aligned with
the method? Tools such as LEMON and OntoTrace provide a basis for this interoperability, but
further work is needed to support large-scale use. This challenge points to creating protocols
or mechanisms for seamless integration between assistants, LCNC tools, and other modelling
environments.

+ Requirement pattern life cycle: In this thesis, we proposed tools and a method that allow to
specify, select, (re)use and transform requirement pattern templates as LCNC software models.
Once a template has been (re)used and its software model deployed, both the model and the
underlying pattern may evolve with the time, introducing a new open point: the requirement
pattern template and model life cycle. Managing this life cycle introduces an extra complex-
ity: How should LCNC tools based on requirement patterns handle changes in requirements,
templates, or generated models over time? How can traceability be maintained—possibly even
bidirectionally (round-trip)? In this thesis, traceability was used to guide recommendations during
pattern construction. This can serve as a foundation for more precise lifecycle-aware traceability
mechanisms that link template evolution with model evolution.

We belive these discussions and reflections will guide future work, and novel progress in requirement
pattern and modelling assistance research.
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