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Abstract. Collaboration is one of the key aspects of software engineer-
ing and commonly includes working in spatially separated teams. Many
tools exist to support such a workflow and are used extensively, espe-
cially for real-time communication, e.g. instant messaging systems and
voice chats. In contrast, programming environments and editors used in
general mostly lack synchronous real-time collaboration functionality.
In this work we present an informal specification of such a system in
the context of a groupware Petri net editor and the implementation of
our model as a proof of concept for the Renew tool. To do this we
revisit work on this subject done more than 10 years ago and update the
proposed models to the current state of software engineering. As a result
we are able to simplify the specification.
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1 Introduction

Distributed development of a common code base in a collaborative manner has
become one of the key aspects of development in computer science. Many tools
exist to support this kind of distributed workflow in different styles. The most
common of them are source code management systems (SCM) that enable dis-
tributed, concurrent editing of shared documents.

However, SCMs are tailored for sequentially structured textual documents
and perform poorly on graphically oriented data files. When using a graphical
editor the user usually has only very limited control over the serialized file for-
mats. Even when using a text-based format, slight changes in the editor can
result in vast differences in the exported file. This makes it very hard for a SCM
system to distinguish the changed parts from the (semantically) identical ones.

Also SCMs only cover scenarios where developers are working independently
in the sense that while working at the same project in general the work of others
does not immediately impact their own. This is fine for day-to-day development,
but for real-time collaborative development it is not feasible that way. Possi-
ble applications for real-time collaboration are brainstorming ideas or teaching
interactive courses over the web.



For synchronous editing of text documents there are web-based solutions, like
Etherpad1 and desktop applications, like ACE2 or Gobby3. There are plugins
for the popular development environment Eclipse4.

In this work we present a model for a collaborative Petri net editor. It is based
on prior research described in Section 2, but varies in that it does not need any
locking mechanisms of the graphical components manipulated by the users. The
resulting model therefore is much simpler and is presented in Section 3. As a
proof of concept we present the implementation of our model for the Petri net
editor Renew [17]. It is based on the multi-agent system (MAS) framework
Mulan/Capa [10]. The implementation is described in Section 4 and discussed
in Section 5. At the end we summarize our work and give an overview of potential
extensions of our model and of the possibilities for further research.

2 Related Work

The subject of collaborative Petri net editing is discussed in [1], which serves as
a canonical case study for authors to present their approaches of combining Petri
nets and object-oriented programming concepts. Some requirements for such an
editor are outlined in [2]. The editor proposed is for hierarchically structured
Petri nets and allows multiple users to work simultaneously on the same net
from different terminals over the network. The users are organized in sessions
and each user is able to work on multiple nets in different sessions at the same
time.

Each user is capable of having a customized view on the net and a set of
access privileges restricts the actions each user can make. For example a user
might only be granted reading access to a net or parts of it. The concept of
ownership of graphical elements is introduced to restrict the user’s actions at
a certain point in time. For each operation the appropriate ownership must be
acquired beforehand. Some ownerships are exclusive (e.g. delete), others may
be acquired from different users at the same time (e.g. modify). The request
for some ownership may happen implicitly by selecting an item or explicitly
by pressing a button. The case study describes different ownerships, how they
could be requested and which restrictions apply if some user holds a certain
ownership. We use the term ownership in the following section in this sense only
unless otherwise specified.

The requirement analysis in the case study is intentionally incomplete. Other
authors are encouraged to extend the requirements appropriately to their own
concept or to focus on specific points to emphasize certain properties of a chosen
formalism.

In the following subsections we describe three different approaches from [1].

1 http://etherpad.com
2 http://sourceforge.net/projects/ace
3 http://gobby.0x539.de
4 http://www.saros-project.org
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2.1 Biberstein, Buchs, Guelfi

The authors of [6] describe a centralized approach. They build upon an architec-
ture specified in [5] that is modeled in a formalism they introduced in [7] called
Concurrent Object-Oriented Petri Nets (CO-OOPN/2).

Their architecture consists of two layers: a graphical interface layer (view-
ports) and a centralized synchronization layer (server). Documents are stored on
the server and cannot be manipulated directly by users but only by the server
on request. The viewport’s task is to display the current net and send user in-
put to the server. Furthermore updates made by other users received from the
server have to be displayed. The server takes requests from users, updates the
net and informs all users about that update. Moreover it ensures the consistency
of the net and guarantees the compliance with the user rights and ownerships
as described in [2].

The procedure is as follows: a user changes an element in a net in his view-
port. This change is transported from the viewport to the server. The server
examines if the changes are compatible with the users rights and ownerships
and either includes the change into the net or rejects it. A message is sent to
all viewports, if the net changed. The net itself is represented as a tree. Com-
ponents that may have subcomponents are called hierarchical components and
stored as nodes of the tree. Components that may not have subcomponents,
called atomic components, are stored as leaves of the tree. A net in this model
is itself a hierarchical component.

2.2 Bastide, Palanque

The authors of [3] focus on locking mechanisms for objects to ensure consistency.
The majority of the requirements in [2] are not taken into account. The imple-
mentation of the locking mechanism is described in great detail and down to a
very technical level. The general concept is the locking of graphical elements that
are selected in an editor for all other users. [3] describes how the synchronization
between graphical elements and graphical editor works. They use the cooperative
objects formalism to present their approach.

We do not go into further details, since we do not use any locking in our
model.

2.3 Guerrero, Figueiredo, Perkusich

Guerrero, Figueiredo, Perkusich describe a decentralized multi-agent architec-
ture [14] for the collaborative editor. They distinguish between two kinds of
agents: user agents and manager agents. User agents may work on nets according
to their access privileges and join or leave editing sessions. Manager agents are
capable of performing administrative tasks for user and session management.
They can also grant and revoke ownerships of graphical elements.

Each agent consists of three layers. The lowest layer is the communication
layer. It provides message transportation services. The middle layer differs be-
tween user agents and manager agents. It is called control layer and management

184 PNSE’12 – Petri Nets and Software Engineering



layer respectively. At the top lies the application layer and represents the inter-
face presented to the users of the system.

For a user agent the application layer is a graphical editor that allows the
user to view and manipulate Petri nets. User inputs are first passed on to the
control layer. The control layer verifies that the net manipulations are compliant
with the ownerships the user holds. It may try to request additional ownerships,
if needed for the desired action. If the control layer fails to acquire all necessary
ownerships, the change is rejected.

The communication layer is used to exchange messages with other agents.
Especially to request ownership and to inform other agents about acceptable
changes. Incoming changes are passed up through the layers and displayed in
the user interface (UI).

The manager agent’s application layer is a system console, which enables the
execution of administrative commands. These are performed by the manager
agent’s management layer.

3 Informal Model Specification

In this section we present our own approach. Since it differs from the aforemen-
tioned work, we first discuss the main principles behind it. Then we describe
the resulting architecture in detail. Therefore we describe the requirements on
the user interface, discuss different communication languages and explain how
consistency can be guaranteed in our model.

3.1 General Architecture

One of the goals of this work is to update the previous models to the current
practice of UI design, especially the design of the collaborative text-editor Ether-
pad. Comparing different websites offering etherpad-based services5, the editor
offers basic formatting tools only. There are no restrictions in terms of what
parts of a document a user may edit. Session management is confined to merely
distinguishing sessions, while access privileges are left out completely. The name
that uniquely identifies an Etherpad session is incorporated into the URL lead-
ing to the edited document and subsequently it can be accessed by that URL
without restrictions.

Despite of the absence of administrative capabilities, the result is well fit-
ting to the task of collaborative writing. The UI is highly intuitive and access
privileges are non-essential to enable collaborative work (though possibly helpful
in some use cases). All conflicts arising from editing the same passage can be
discussed in the integrated chat window.

From this brief analysis of Etherpad we draw three main principles for our
proposed model.

5 An overview of some of the available websites can be found on http://etherpad.
org/public-sites/
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Fig. 1: The typical use cases of a collaborative editing system, i.e. manipulating
shared Petri nets (the upper two use cases) and session handling (the rest).

1. All users have the same access privileges, i.e. no access privileges are present
at all.6

2. The user is enabled to make any change he wants, i.e. no change is rejected
afterwards or prohibited in the first place. Furthermore every change is im-
plemented immediately in the users view.

3. Any arising conflicts are dealt with automatically and in a sensible way.

From the second point it is obvious that we had to omit locking mechanisms
as described in [3] and [14] (cf. Section 2). This is also the primary source for
simplification for our model.

We adopt a number of requirements from the original case study. The session
management enables users to participate in multiple collaboration sessions and
collaborate on multiple nets at the same time. A user’s view on the shared nets
is independent of the other users.

Additional requirement on the system is the separation of communication
infrastructure and editor, so that the graphical user interface (GUI) could be
exchanged. For example it should be possible for one of two collaborating users
to work in a full-blown desktop client, while the other works in a web-based
editor in an internet browser.

6 It should be mentioned that we are not opposed to access privileges in general. A
number of use cases can be thought of that require such a mechanism, e.g. tutoring
or presentation purposes, but these are not the use cases we considered for this work.
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The system is modeled as a multi-agent application similar to [14], but with
some important differences. We identify three kinds of agents in the system (cf.
Figure 1).

User agents represent the users of the system. Since we want the UI to be
interchangeable, a user agent needs to be modular by design. It consists of
a communication module with a well-defined interface to which an arbitrary
editor can be connected.

Session management agents offer an entry point to user agents. They are
autonomous and can start or terminate sessions on request of user agents or
be queried for a list of existing collaboration sessions.

Session agents represent individual collaboration sessions and keep track of
the edited nets and the participating users. It also functions as a central
message relay between the participating user agents and resolve conflicts
arising from concurrency. It also stores the current state of each net.

3.2 Requirements on User Interface

The UI connected to a user agent’s communication module has two essential
tasks. First of all, it has to observe the actions the user takes. This follows from
the manner changes are not requested at a central authority as in [6], but simply
made and then passed on to others.

The UI should also recognize what actions result in meaningful changes. In
this case meaningful refers to the completion of an action. While the user drags
an element from one point to another, it might not be wise to flood the network
with updates for every single pixel that the element is moved. Especially, because
in the context of nets, dragging one element usually impacts the position of other
elements that are connected to it as well.

To further reduce the number of messages, actions may be grouped together
to batches and sent in one message to the session agent. The most straight
forward way for any receiving agent to deal with batches is to first execute
all operations that add new elements, then perform all operations that change
existing elements and lastly all remove operations.

The second job of the UI is to integrate incoming changes from the session
agent. A crucial requirement is for the integration to be done atomically and
between user manipulations, so that it does not interfere with changes the user
makes.

3.3 Communication Language

We consider compliance with the standards of the Foundation for Intelligent
Physical Agents7 (FIPA) [20] a baseline for our model. These include defining
the message format (Agent Communication Language – ACL [11]) for all inter-
agent communication. Choice exists however on the part of the content languages
7 http://www.fipa.org/
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for the actual message payload. Two possibilities will be discussed, namely the
Petri Net Markup Language [24] (PNML)and using ontologies.

PNML is a ISO/IEC standard for higher order Petri nets that is still in
development. Many Petri net tools have adopted it [8] and type definitions for
various different flavors of Petri nets have been created. The latter is what makes
PNML especially attractive for our work. The set goal of building a universal
platform for collaborative editing agnostic to the actual editor in use would
greatly benefit from a widely adopted standard. Renew as our main aim for
application of our work already has support for importing and exporting PNML.

The main downside of applying PNML to this work is that it only represents
the net itself and not manipulation operations on it. Describing the actions
performed directly, e.g. a moveElement or addMarking operation, is out of the
question. PNML can only be used to describe the set of elements that changed
and their relevant properties. That is however a viable solution and receiving
agents can simply overwrite the received elements in their copies of the net.

Another possibility is to use an ontology to model Petri nets and the oper-
ations. Ontologies becoming increasingly popular in software engineering. They
can be used as a glossary throughout all development phases and as a meta-
language for specification. The de facto standard ontology modeling tool Pro-
tégé8 has a built-in code generator, which can generate Java classes directly
from an ontology. Protege is based on the Web Ontology Language (OWL) de-
veloped for the Semantic Web9. It has a variety of different syntaxes to choose
from [19,15]. They can be machine-readable like the RDF-based XML syntax or
better suited to be edited by humans like the Manchester Syntax, thus lowering
the bar for adoption of OWL 2 considerably over its predecessor OWL 1.

In multi-agent systems ontologies form the basis for communication [13].
Without a common ontology to give meaning to objects and statements, there
can be no exchange of knowledge, both between agent or humans. And specif-
ically in the context of our implementation detailed in Section 4, the Mu-
lan/Capa framework relies heavily on ontologies. Not only for communication,
but for modeling purposes as well.

The two possibilities, using PNML or ontologies, are not necessarily mutu-
ally exclusive either. Attempts have been made to define ontologies for higher
order Petri nets, that are compliant with PNML [12,23]. Since we are aiming
at interoperability to some extent in our model, we suggest [23] to be used to
embed PNML into use in our multi-agent system.

3.4 Consistency Guarantee and Conflict Treatment

Guaranteeing consistency needs special care in our approach since users have
their own synchronized copies of the shared nets. To ensure that identifiers for
net elements are globally unique, we let the central session agent determine
them. So when a user adds an element locally, a temporary identifier is assigned
8 http://protege.stanford.edu/
9 http://www.w3.org/standards/semanticweb/
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Fig. 2: Possible inconsistencies from varying message transit times.

to that element. The final identifier is received as a result message, when he
informs the session agent about the new element. All changes to objects with
temporary identifiers are buffered in the user clients until the final identifier has
been determined.

To address the problem of messages overtaking one another, we add sequence
numbers to each message. A global order of all messages is determined by the
session agent, who orders them per user and integrates them into a global order
by time of arrival. The session agent accordingly sets new sequence numbers to
all messages before distributing them.

Our approach enables users to modify the same object concurrently. Thus
we allow conflicting modifications that have to be dealt with. For conflicting
changes to the same property of an element, the change processed last by the
session agent wins. To enable a user to determine which change won in such
a case, the session agent distributes change operations (but not additions or
deletions) to all users including the sender (cf. Figure 2).

A minor inconvenience of the scenario in Figure 2 is that User 2 would im-
plement the change of User 1 for a short period of time after he made his own
change which would be undone shortly after that, when his own update is sent
back to him. A possible remedy for this is that if a user made a change to prop-
erty p of element a, all incoming updates to p of a can be ignored until his own
change appears in the stream of updates.

Lastly we have to deal with incoming changes to elements that were already
deleted. This situation occurs at the session agent, when a user makes a change
to an element before receiving the delete message. It can also occur at the user
agent when an element was deleted locally, but the delete message was not yet
distributed. In either case the change can be dropped safely. The user from whom
the change originated will eventually receive the delete message and subsequently
delete the element himself. That way a consistent state is reached at quiescence,
i.e. when all messages have been distributed and processed at each site.
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Fig. 3: The four levels of the Mulan model.

4 Implementation for Renew

In this section we give an overview of our proof-of-concept implementation. We
will shortly introduce the Renew Petri net editor and the Mulan/Capa agent
framework and then describe the implementation and the Ontology we use for
communication.

4.1 Context of Implementation

Renew. The Reference Net Workshop (Renew) [17] is an editor for Petri
net formalisms developed by the theoretical foundations of computer science
group at the department of computer science at the University of Hamburg. It
is highly modular and includes plugins for different Petri net formalisms. The
integrated simulator can execute basic P/T-nets as well as higher order nets,
e.g. colored Petri nets and reference nets, which are object-oriented Petri nets
with synchronous channels that allow for tokens to be nets themselves [16,22].
Transitions of reference nets can also be inscribed with Java code, that is ex-
ecuted during simulation. This mechanism provides a seamless integration of
object-oriented programming with specification and simulation of Petri nets.

Mulan/Capa. In order to facilitate the implementation of our model, we
built upon a framework for multi-agent applications called Mulan/Capa.
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Mulan (Multi-agent nets) [21] is a reference architecture for multi-agent
systems. It is modeled completely in reference nets and consists of four different
levels as seen in Figure 3.

The highest level (level 1) is the infrastructure. The infrastructure connects
multiple agent platforms to a network. A platform (level 2) provides the environ-
ment for agents. Apart from starting and terminating agents, it provides means
for communication between agents. If sending and receiving agent are identical
the communication is considered to be an internal communication, e.g. between
different active protocols of the same agent. The next level are the actual agents
(level 3). The agents can send and receive messages to and from other agents
and the platform. This is the only externally observable behavior of an agent.
Each communication between agents and agents or agents and a platform is de-
scribed by protocols (level 4). It models the behavior of an agent or how agents
communicate with each other. A protocol is developed in complementary parts
for each participating agent and orders the flow of information and the messages
sent.

Capa (Concurrent Agent Platform Architecture) [10] is a FIPA-compliant
implementation of the Mulan model on top of Renew and Java. Capa fa-
cilitates building multi-agent applications based on the Mulan model. Hetero-
geneous systems with platforms implemented in other frameworks are possible
due to the FIPA-compliance. The infrastructure level of the Mulan model is
not implemented in Capa. It emerges when combining an arbitrary number of
instances of Capa platforms that can be interconnected over a network.

The combination of model and implementation, plus the development envi-
ronment, monitoring and debugging tools comprise the Mulan/Capa frame-
work. It provides a high level of concurrency since it is developed with reference
nets that are by design concurrent.

4.2 Coarse Design of the PetriPad Plugin

PetriPad consists of two parts. The multi-agent model is implemented in the
Mulan/Capa framework and we extend Renew with a plugin, which connects
it to the MAS. In terms of our informal model communication module is the
agent connected to the editor.

To exchange data between the editor and the agent we use the WebGateway
plugin for Mulan/Capa. It implements a gateway architecture [4], which fa-
cilitates connecting HTML5-based web services to the MAS. The WebGateway
acts as a bridge using the WebSocket protocol and although web applications
are its original aim, it can hook up arbitrary software systems.

Our utilization of WebGateway can be seen in Figure 4. The Renew Petri net
editor serves as UI for an agent running in a remote Mulan/Capa platform. We
call that agent the modeler agent. The Renew plugin tracks the changes made
by the user and passes them through a WebSocket channel to the WebGateway,
which relays them to the modeler agent in the PetriPad MAS.

The primary motivation for this architecture is that users do not need to
be running a instance of the Mulan/Capa platform locally. Instead only one
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Fig. 4: Our proposed architecture of the communication infrastructure.

platform is needed to which an arbitrary number of editors can be connected
and it is possible to use editors other than Renew.

Our use case diagram (Figure 1) showed three agent types and a number of
interactions between them. These translate directly to levels 3 and 4 of the Mu-
lan model. Each interaction is implemented as a protocol for the participating
agents.

4.3 Ontology

Although we argued in favor of using PNML compliant ontologies, we had to de-
viate from it to some extent. This is mostly due to the limited expressive power of
the Mulan/Capa default modeling formalism for ontologies. It is called concept
diagrams [9] and can define a taxonomy of concepts in a UML-based graphical
notation. Each concept can be described by a set of key-value-tuples and the val-
ues’ respective domains. A domain may be a Java data type, another concept in
the ontology or a list of either of them. Semantically concept diagrams coincide
with the idea of frames [18] limited to defining concepts only and subsumption
as the only relation.

Figure 5 shows a subset of our ontology dealing with reference nets and
possible operations on them. The semantics are as follows. The nodes in the graph
represent the defined concepts and the arcs define the subsumption hierarchy.
Every concept has a name (bold) and attributes of the form k: t, where k is the
name of the attribute and t its domain. A star (‘*’) at the end of the domain
definition denotes that an instance of the concept can have multiple values for
that attribute, whereas the other attributes must be single-valued.

Our ontology distinguishes between the structural elements (transition, place,
arc, virtual-place10) and the textual elements. Arcs in our model have type (e.g.
10 A virtual place is a reference to a place. A place and its virtual copies are semantically

identical.
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Fig. 5: A part of the ontology defining reference nets. As much as it is practical it
is modeled with their formal properties in mind rather than their representation
in Renew.

normal, inhibitory) and direction attributes that define the way they interact
with the associated place and transition.

The leafs of the text-element subtree model the four types of textual elements
that are used in Renew. A structural element can be named by a name annota-
tion and inscriptions cover all semantically relevant annotations, e.g. markings,
guards, weights, etc. All other annotations are labels and are ignored during sim-
ulation of the net. Declarations are free-standing textual elements that contain
all declarations of Java objects used in the net and all imports for Java packages
that are needed.

The top concept for elements (refnet-element) has an attribute attributes that
may contain the graphical information of the element. The concept hierarchy for
its type element-attributes is not depicted here, but contains e.g. color and size.

An operation on an element is modeled as refnet-operation. We distinguish
three different kinds of operations: add, update and remove. In case of an update
the element attribute contains the entire new state of the element that was
updated.

Note that Figure 5 describes only part of our reference net ontology.

5 Discussion

Our decision to abandon locking mechanisms resulted in a huge simplification
of the overall design of the collaborative Petri net editor. On the other hand
abandonment of locking mechanisms entails certain problems with concurrent
editing of the same elements. It can be confusing for users for example to have
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their changes overwritten immediately by other users. One such case has been
discussed in Section 3.4.

In this case the developers have to communicate to clear up the confusion
and possibly revert some changes manually. We argue that in the targeted use
case of constructive collaborative work this is a corner case that seldom arises
and thus can be neglected.

The choice of using WebSocket as communication channel and a well-defined
ontology for message contents leads to loose coupling of the infrastructure and
the editor. This has two main benefits. Firstly different editors can be connected
to the MAS and secondly the MAS can be offered as a service, which compatible
editors can connect to from anywhere over the net.

Not mentioned before, the WebGateway can convert ontology communication
into JSON or XML. These languages are common in web applications and thus
facilitate connecting web-based editors in particular.

Modeling the system as a MAS resulted in a very modular architecture and
naturally, it inherits certain properties from the Mulan/Capa framework. On
the one hand, implementing large parts of the system in Petri nets is a huge gain
in terms of concurrency. On the other hand the message transport through the
various layers of the MAS is far slower than direct peer-to-peer communication.

The ontology we designed for inter-agent communication is not yet compliant
with the PNML standard, but in general the differences are minor. Using an
ontology has the additional benefit of serving as a glossary in the development
phase. It also provides a more abstract means of modeling in conjunction with
the code generator of the Mulan/Capa framework.

6 Summary

In the preceding chapters we gave a short overview of the prior work on collabo-
rative Petri net editors. We argued that the specifications are incomplete in the
sense that they only consider parts of the overall system.

The new model proposed in this work differs from all prior approaches in
that it completely foregoes locking of elements in the edited nets. The goal is
not to restrict the user in what he can manipulate and give immediate feedback
to all inputs. We achieve this by using a multi-agent approach with a central
message relay. By serializing all communication at the central relay we were able
to implement user input immediately in the user’s view and only subsequently
send it to the relay.

Session management is incorporated in our model as well. A user can partic-
ipate in multiple sessions simultaneously and each session can hold an arbitrary
number of documents available to all users in that session.

As a proof of concept we implemented our model as a plugin for the Petri
net editor Renew and a multi-agent application based on the Mulan/Capa
framework.
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7 Outlook

Since our approach uses WebSocket for communication it allows for using a web
application as Petri net editor. With the canvas element and the WebSocket
channel HTML5 offers all the required components to build such an editor.

Another topic of great significance for developing Petri nets is the synchro-
nized simulation. The simulation of the models may reveal modeling errors. In a
collaborative development process, on-line debugging a net has the benefit that
every participant can observe the exact firing sequence in the net. Simulating
the nets individually produces various different firing sequences for each partic-
ipant due to the innate concurrency of Petri nets and is therefor of little use to
collaborative debugging.

Looking a little farther behind the horizon, the MAS specified in our model
is by itself agnostic to the subject of the collaborative work. We defined very
basic manipulation operations that can be applied to a number of collabora-
tive editing scenarios. The MAS could thus be developed into a service platform
providing an infrastructure for collaborative editing. In order to build such an
infrastructure a meta ontology for collaborative editing needs to be developed.
It will facilitate building subject ontologies that describe particular subjects of
collaborative work and the permissible manipulations and their effects. Compli-
ant subject ontologies can then be used in conjunction with the collaboration
infrastructure.
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