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Abstract. In this paper we propose a framework for representing pre-
ference problems. The proposal is based on a logic preference program
composed by two parts: the generator part and the preference part. The
fist part generates the set of alternative solutions and the second part
express the preferences used to obtain the preferred solutions. Moreover,
our approach can use one of two logic programming semantics to obtain
the solutions from the generator part.
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1 Introduction

Commonly when we model a problem we obtain a set of alternative solutions,
then preferences are useful to make an election among these different alternatives.
In this respect, we propose a general approach to model preference problems
where we define two parts: the generator part that generates the set of alternative
solutions and the preference part that express the preferences used to obtain the
preferred solutions among the set of alternative solutions.

Our approach has the advantage of defining the generator part as a logic
program that corresponds to the formulation of a problem solving task which
generates the set of alternative solutions of a given problem. Moreover, the set
of alternative solutions can be obtained using the different semantics such as the
stable semantics [9] or the p-stable semantics [14].

It is natural to consider the stable semantics since many preference appro-
aches have been based on it, see for example [5,15,3]. On the other hand, the
p-stable semantics has the advantage of providing models that coincide with
classical models in many cases [14]. Besides, it has been shown that the p-stable
semantics of normal programs can express any problem that can be expressed
in terms of the stable semantics of disjunctive programs in [13].

The preference part allows us to define an order on the set of alternative
solutions of a given problem. Once the alternatives solutions are ordered we can
define the preferred solution as the minimal or maximal solution.

The paper is structured as follows. In Section 2, we introduce some funda-
mental definitions about logic programming and logic programming semantics.
In Section 3 we define our general approach to model preference problems. In
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Section 4 we describe an example of our proposed approach. Finally in Section 5
we present some conclusions.

2 Background

In this section, we define the syntax of the logic programs that we will use in
this paper. In terms of logic programming semantics, we present the definition
of the stable model semantics and the p-stable model semantics.

2.1 Logic programs

We use the language of propositional logic in the usual way. We consider propo-
sitional symbols: p,q, . ..; propositional connectives: A\,V,—,—, —; and auziliary
symbols: ‘(’,*)’,*.”. Well formed propositional formulas are defined as usual. We
consider two types of negation: strong or classical negation (written as —) and
negation-as-failure (written as —). Intuitively, —a is true whenever there is no
reason to believe a, whereas —a requires a proof of the negated atom. An atom
is a propositional symbol. A literal is either an atom a or the strong negation of
an atom —a.

A normal clause is a clause of the form a <= by A.. . Aby A=bpi1 Ao A=yt
where a and each of the b; are atoms for 1 < ¢ < n + m. In a slight abuse of
notation we will denote such a clause by the formula a <+ BT U =B~ where the
set {b1,...,bn} will be denoted by BT, and the set {bn+1,-..,bntm} will be
denoted by B~. Given a normal clause a < BT U -B~, denoted by r, we say
that a = H(r) is the head and B*(r) U—B~(r) is the body of the clause.

A clause with an empty body is called a fact; and a clause with an empty
head is called a constraint. Facts and constraints are also denoted as a < and
+ BT U B~ respectively. We define a normal logic program P, as a finite set
of normal clauses. The signature of a normal logic program P, denoted as Lp,
is the set of atoms that occur in P. Given a set of atoms M and a signature
L, we define =M = {—a | a € £\ M}. Since we shall restrict our discussion
to propositional programs, we take for granted that programs with predicate
symbols are only an abbreviation of the ground program. From now on, by logic
program or program we will mean a normal logic program when ambiguity does
not arise.

In order to accept literals in our discussion we will manage the strong negation
— as follows: each atom —a is replaced by a new atom symbol a’ which does not
appear in the language of the program and we add the constraint <— a A a’ to
the program.

2.2 Logic programming semantics

Here, we present the definitions of three logic programming semantics. Note that
we only consider 2-valued logic programming semantics.
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Definition 1. A logic programming semantics S is a mapping that assigns to a
program P a subset of 257 .

We sometimes refer to logic programming semantics as semantics, when no
ambiguity arises. The semantics that we consider in this paper are: the stable
model semantics [9] (denoted by stable), and the p-stable model semantics [14]
(denoted by p-stable). From now on, we assume that the reader is familiar with
the notion of an interpretation and validity [16].

Stable semantics The stable semantics was defined in terms of the so called
Gelfond-Lifschitz reduction [9] and it is usually studied in the context of syntax
dependent transformations on programs. The following definition of a stable
model for normal programs was presented in [9].

Definition 2. Let P be any program. For any set M C Lp, let PM be the
definite program obtained from P by deleting each rule that has a literal =l in its
body with I € M, and then all literals —l in the bodies of the remaining clauses.
Clearly PM does not contain —, then M is a stable model of P if and only if M
is a minimal model of PM.

Ezample 1. Let M = {b} and P be the following program: {b < —a, ¢ +
—b, b <, c < a}. Notice that PM has three models: {b}, {b,c} and {a,b,c}.
Since the minimal model among these models is {b}, we can say that M is a
stable model of P.

p-stable semantics Before defining the p-stable semantics (introduced in [14]),
we define some basic concepts. Logical inference in classic logic is denoted by I-.
Given a set of proposition symbols S and a theory (a set of well-formed formulas)
I, '+ S if and only if Vs € S, I' - s. When we treat a program as a theory,
each negative literal —a is regarded as the standard negation operator in classical
logic. Given a normal program P, if M C Lp, we write P I M when: P - M
and M is a classical 2-valued model of P.

The p-stable semantics is defined in terms of a single reduction which is
defined as follows:

Definition 3. [1/] Let P be a program and M be a set of literals. We define
RED(P,M)={a+ BTuU=(B"NM)|a+ Btu-B~ € P}

Ezample 2. Let us consider the program P; = {a <~ -bA-¢, a <+ b, b+ a}
and the set of atoms My = {a,b}. We can see that RED(P, M) is: {a < —b, a +
b, b+ a}.

Next we present the definition of the p-stable semantics for normal programs.

Definition 4. [1}] Let P be a program and M be a set of atoms. We say that
M is a p-stable model of P if RED(P, M) It M. We use p-stable to denote the
semantics operator of p-stable models.
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Example 3. Let us consider again P, and M; of Example 2. Let us verify whether
M is a p-stable model of P;. First, we can see that M; is a model of Py,
i.e., for each clause C' of P, M; evaluates C' to true. We also can verify that
RED(Py, M) - M; . Then we can conclude that RED(P;, My) I- M;. Hence,
M is a p-stable model of P;.

The following examples illustrate how to obtain the p-stable models. The first
example shows a program with a single p-stable model, which is also a classical
model. The second example shows a program which has no stable models and
whose p-stable and classical models are the same.

Ezample J. Let P = {q + —q}. Let us take M = {q} then RED(P, M) = {q +
—¢}. It is clear that M models P in classical logic and RED(P, M) = M since
(=g — q) — q is a theorem in classical logic with the negation —, now interpreted
as classical negation. Therefore M is a p-stable model of P.

Ezample 5. Let P = {a < —b, a <+ b, b+ a}. We can verify that M = {a, b}
models the clauses of P in classical logic. We find that RED(P, M) = P. Now,
from the first and third clause, it follows that (b — b) where the negation
- is now interpreted as classical negation. Since (—=b — b) — b is a theorem
in classical logic, it follows that RED(P, M) = M. Therefore, M is a p-stable
model of P.

It is worth mentioning that there exists also a characterization of the p-stable
semantics in terms of the paraconsistent logic G%, interested readers can see [13,
14].

3 General approach for defining preferences

Now we define our approach to model preference problems. The proposed appro-
ach defines a preference program that can be seen as the union of a logic program
called the generator-program that corresponds to the generator part and a set
of preference rules that corresponds to the preference part. From the generator
part we obtain the set of alternative solutions based on a logic programming
semantics. From the preference part we obtain the preferred solution. Now, we
give a description of each part.

A generator-program is a normal logic program that corresponds to the for-
mulation of a problem solving task which generates the set of alternative solu-
tions of a given problem. This logic program could be obtained following some
methodology for declarative problem solving, for example the methodology called
generate and test (see [2]), it also could be a program obtained according to
an existing approach to model update problems (such as [1,7]), argumentation
problems (such as [6,12, 4, 11]), planning problems (such as [10, 8, 2] etc.).

Example 6. Let P be the following normal logic program which is an example
of generator program.

a+.

¢+ —b.

b+ —c.
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Given a generator logic program P and a logic programming semantics X, we
are going to denote as X-model a stable model or a p-stable model, depending
on the semantics X.

Example 7. Let us consider the generator logic program P of Example 6 and let
X be the stable semantics. Hence the stable-models of P are M; = {a,b} and
]Lfg = {a, C}.

On the other hand, in order to specify preferences we introduce a new con-
nective, x, called preference operator. A preference rule specifies the preferences
for something.

Definition 5. A preference rule is a formula of the form: py * --- % p, where
P1,---,Pn are atoms called options.

In a preference rule, the most preferred option is the first left and the less
preferred option is the last to the right.
Now, we present the definition of a preference program.

Definition 6. We say that P is a preference program if it corresponds to the
union of a generator-program denoted as Gen(P), and a set of preference rules
denoted as Pref(P).

Ezample 8. Let P be the following preference program.

axb.
a < —C.
b+ —d.

Gen(P) corresponds to the second and third rules of P, while Pref(P) co-
rresponds to the first rule of P.

Now, we define the X-models of a preference program.

Definition 7. Let P be a preference program. We say that a set of atoms M is
an X-model of P if M is an X-model of Gen(P).

Therefore the X-models of the preference program P of Example 8 are M; =
{a,b} and M> = {a, c} according to the Example 7.

The preference rules of a preference program allow us to define an order on
the set of alternative solutions of a given problem and then obtain the preferred
solution. Formally, given a preference program P, a partial order <p based on
the set of preference rules Pref(P) gives a partial order on the set of X-models
of P. Consequently, the minimal (or maximal) X-models will be the preferred
X-models, according to the given partial order. In the next section we describe
an example of our approach proposed, where we define a particular partial order
and the stable semantics is used.
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4 An instance of our preference approach

Here, we describe an example of our proposed approach. We define formally, the
two parts of a preference program, namely the Generator-Program and the pre-
ference rules. Besides, we define a particular partial order to obtain the preferred
models.

The generator-Program is a normal logic program that corresponds to the
formulation of a problem solving task which generates the set of alternative
solutions of a given problem.

A preference rule is a formula of the form p; * --- % p,, where py,...,p, are
atoms.

Here, we say that P is a preference program if it corresponds to the union
of a generator-program denoted as Gen(P), and one preference rule denoted as
pref(P).

Now we define the partial order to obtain the most preferred X-model of a
preference program based on the preference rule.

Definition 8. Let P be a preference program, and let M and N be two X-models
of P. Let py * - - - * p, be the preference rule of P. The X-model M is preferred
to the X-model N, denoted as N < M, if

1. there exists i = min(1 < k < n) such that p; € M and p; € N, and
2. forallj<i, (pj €M andp; € N) or (p; € M and p; ¢ N).

Now, we provide the definition of the most preferred X-model of a preference
program.

Definition 9. Given an X-model M of a normal program P, we say that M is
the most preferred X-model of P if there is no other X-model N of P such that
M < N.

Example 9. Let X be the stable semantics. Let P be the following preferred
program:

bxc.

a .

¢ < —b.

b+ —c.

We can verify that P has two stable-models, {a,b} and {a,c}. We also can
verify that the stable-model {a,b} is preferred to the stable-model {a,c}, i.e.,
{a,¢} < {a,b} and that {a,b} is also the most preferred stable-model of P.
When X is the p-stable semantics we can also verify that the p-stable models
and the most preferred p-stable-model coincide with the stable models and the
most preferred stable-model.
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5 Conclusion

When we model a problem we can obtain a set of alternative solutions, then
preferences can be useful to find feasible solutions. We proposed an approach for
representing preference problems. The proposal is based on a logic preference
program composed by two parts: the generator part and the preference part.
Our approach can use the p-stable semantics or the stable semantics to obtain
the set of alternative solutions from the generator part.
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