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Abstract. One of the most important tasks when developing multi-
agent systems (MAS) is to determine the overall organizational structure
of the system. In this paper we present a service-oriented perspective on
the organizational structure of MAS and we present modeling techniques
and tools for supporting this perspective. We pursue a model-driven ap-
proach and a tight integration between various models on the one hand
and between the models and the generated code on the other hand.
In particular, we combine ontology modeling and organization structure
modeling in a way that we can easily generate the initial content of agent
knowledge bases in the form of FIPA semantic language (SL) fragments
(depending on what positions the agents occupy in the context of the
organizational structure). In addition, this allows the agents to reason
about and to communicate about their organizational embedding using
the same ontology.
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1 Introduction

The modeling of the fundamental organizational structure is one of the central
tasks during the development of a multi-agent system (MAS) [9]. While agents
are considered autonomous in their actions, they are also supposed to fulfill cer-
tain functions in relation to the purpose of the overall multi-agent application
(MAA). A wide spectrum of approaches for organizing multi-agent systems ex-
ists [15] and some of them are quite sophisticated in drawing inspiration from or-
ganizing principles of social systems (including multiple organizational modeling
dimensions like social structures, tasks, social interactions, norms etc., cf. [1,8]).
We argue that at the core of most of these approaches lies the determination of
an organizational structure in terms of agent functions and agent dependencies
based on functional dependencies. This concerns the questions, which agents are
required / allowed to do what (responsibilities / abilities) and to whom they can



refer for help in certain cases (support / delegation). Basically, this is a service-
oriented perspective on agent relationships. Agents offer functional services to
other agents and in turn require the services of other agents in order to fulfill
some of their own functionality.

We apply this functional and service-oriented perspective for the design of
the basic organizational structure of a MAS in our Paose approach (Petri
net-based Agent- and Organization-oriented Software Engineering, http://www.
paose.net). It provides a general basis for MAS organization that can be ex-
tended if necessary.1 We have presented our Paose approach on previous occa-
sions and we have particularly elaborated on the model-driven nature of Paose
in [6]. Our multi-agent platform Mulan/Capa [16,22] tightly combines model
and code as it is based on a fusion of high-level Petri nets and Java. This allows
us to model / implement all processes as directly executable Petri nets. In addi-
tion, we use UML-style modeling techniques for development where we need a
more declarative perspective than is offered by Petri nets.

In this paper, we specifically refer to the part of Paose that is concerned
with modeling organizational structures in terms of agent roles and service de-
pendencies between roles. This part relies on ontology modeling as we explicate
the concepts used for organizational structures as an ontology. This has the ad-
ditional benefit that we can easily translate an organizational structure model
into multiple initial knowledge bases for multiple agents (depending on what
positions the agents occupy in the organizational structure). The content of the
knowledge bases is generated in FIPA semantic language (http://www.fipa.org),
which provides the technical basis for agents to reason about and to communi-
cate about their organizational embedding. Compared with our previous work
presented in [6,7], we present a considerable rework including new tools. Our
revision basically takes care of a better and tighter integration between the tools
used as well as between the models and the generated code.

In Section 2 we provide an overview of role and service (dependency) mod-
eling in the MAS field and motivate our own approach. In Section 3, we present
our concrete models and the supporting tools. We place our contribution in the
context of our development process Paose and introduce the agent framework
Mulan/Capa. We also describe how the tools fit into the model-driven nature
of our Paose approach. Section 4 gives an example of our tools in use, demon-
strated in a concrete application scenario. We close with a short summary and
some aspects of future research and development that builds upon the results
presented in this paper in Section 5.

1 For example, we have developed the Sonar model [17,18] for multi-agent teamwork
support, where we use a more elaborate model of functional service dependencies
between agents based on task delegation structures and a behavior-based notion of
service refinement.
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2 Organizational Structures of Multi-Agent Systems

In this section we elaborate on our conceptual approach to modeling organiza-
tional structures in terms of agent roles and service dependencies. We motivate
the use of the two core concepts of roles and services in the context of related
work.

2.1 Modeling Agent Roles and Service Dependencies

The interest in establishing organizational structures in a MAS has always been
an important part of agent research. One can argue that it is an important
part of software design in general (although the architecture metaphor is more
established than the organization metaphor). However, in the case of MAS this
topic becomes even more imperative. Artificial social agents are regarded as
very sophisticated software components with complex knowledge and reasoning
mechanisms that often only offer a limited visibility. Consequently, high-level
system perspectives are necessary, in which one can abstract from agent-internal
details and still comprehend the system on a more abstract level.

The concept of a role has been used extensively in this context and has been
established as one of the core concepts of agent-oriented software design [19].
Rights and responsibilities are associated with roles independently from the
specific agents that will occupy the roles. Consequently, this leads to a cer-
tain degree of predictability and controllability of global MAS behavior without
knowing anything about the agents’ internals. Examples of bringing the concept
of roles to use (cf. [1]) is to enable as well as constrain agent behavior in terms of
(1) which roles belong together to a common group context (allowing acquain-
tance and communication between group members), (2) defining which roles are
expected to be associated with which goals, tasks and necessary capabilities and
(3) which roles are supposed to take part in which conversations in which way.

Basically, all these efforts boil down to the abstract question what an agent
occupying a specific role is supposed to do just because of it taking on that
role. We are mainly interested in an explication of a functional perspective on
roles and role relationships. Of special interest is the specification of function-
ality of roles occupants in the context of the wider multi-agent application and
the dependencies that exist between different role occupants. Thus, we apply a
service-oriented perspective on agent roles: Which roles are associated with the
provision of which services and on which other services are they dependent? We
are aiming at a rather minimalistic model of agent roles and their relationships
in terms of service dependencies that can be enriched with more sophisticated
concepts if needed (e.g. goal / task hierarchies, conversation guidelines).

2.2 Related Work

Not only in agent-oriented approaches to software development the modeling
of component dependencies is one of the major challenges. One main problem
(also applying to some of the approaches for role-based specifications mentioned
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above) is that dependencies are often hidden underneath quite complex specifi-
cations. Ensel and Keller summarize Gopal [13] in the following way: “However,
the main problem today lies in the fact that dependencies between services and
applications are not made explicit, thus making root cause and impact analysis
particularly difficult” [10, p. 148]. Therefore our motivation is to gain the ability
to explicitly model dependencies for MAS and our choice is to model component
dependencies (agent dependencies) in terms of roles and service dependencies.
The actual dependencies between running agents then result from the roles they
occupy.

In the context of the different approaches to software development there exist
various ways of handling component dependencies. Some of them are restricted
to managing service dependencies by utilizing declarative service descriptions,
i.e. using XML [10, p. 148], [24]. From our point of view the more promising
approach consists in making use of diagram-based methods.

The most obvious benefit lies in the incomparably better visualization of
diagram-supported models over declarative service descriptions. This was iden-
tified as a central issue, taking up the above mentioned citation by Ensel and
Keller again. On the one hand, the diagram is the means to make the dependen-
cies explicit [3] instead of an implicit declaration located in the configuration files
of the (distributed) components as it is for example the case in OSGI service de-
scriptions [24]. An explicit representation of the dependencies is of special value
during the design phase for a developer / administrator. On the other hand, the
capabilities of model transformation are given in both possibilities to describe
dependencies as model-based and as declarative descriptions. A similar approach
was taken in [26] for Web Services and BDI-Agents. Service dependencies are
specified in the model domain and tool support is realized as a Rational Software
Modeler extension. “Dependencies between the various components are modeled
at the PIM-level and two-way model transformations help us to ensure inter-
operability at the technical level and consistency at the PIM-level” [26, p. 114].
There are other efforts, which mainly address specification of dependencies be-
tween agents and Web Services (e.g. [14]) whereas our work is focused on agent
relations.

Most software developing methodologies contain a technique for modeling
some kind of dependencies between their components. The Tropos methodology
distinguishes four kinds of dependencies between agents, from hard dependen-
cies (resource) to soft ones (soft-goal). Silva and Castro [23] display how Tropos
dependency relations can be expressed in UML for real time systems. Ferber et
al. [11] show how the organizational structure of an agent-based system can be
modeled using the AGR technique. One of the proposed diagrams, the organi-
zational structure diagram, shows roles, interactions and the relations between
roles and interactions. This diagram is comparable to the Roles/Dependencies
diagram.

In Gaia Zambonelli et al. [25] focus strongly on the organizational modeling.
One of the important models is the service model. Our Roles/Dependencies dia-
gram can be regarded as an implementation of the Gaia service model. However,
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Gaia does not recognize hierarchical roles. Padgham and Winikoff [21] explicitly
model acquaintances in Prometheus. But from these models they do not derive
any agent (role) dependencies. Roles are not modeled in Prometheus, instead the
focus lies on agents. The system model in Prometheus gives a good overview of
the system comparable with the overview of the Roles/Dependencies diagram.
It is much more detailed but does not explicitly show any dependencies except
the interaction protocols or messages that connect agents. The structure of the
system model reflects the one of the acquaintances model.

In the following, we introduce our approach for a minimalistic (but extensible)
comprehension of organizational structures of MAS in terms of role descriptions
and role dependencies based on service relationships. Our previous work covered
details on the conceptual side of modeling the basic organizational structure of
MAS, introducing modeling techniques [7,5,4] and tools [6]. In our current work
we improve the methods and tools by putting an even stronger focus on the
model-driven nature of our approach. We pursue a tighter integration of different
tools and to minimize the gap between the models and the code generated from
the models. One specific benefit of our approach lies in the fact that the meta-
model for organizational structures is expressed in the agents’ language – i.e. as
an agent ontology. Thus, the agents are able to communicate and reason about
their own organizational structures.

3 Role/Dependency Tool Support for Model-Driven
Development in PAOSE

In the following we point out how the integration of the conceptional basis we
introduced in the previous section is established in our Mulan framework and
the Paose development process. We introduce two types of diagrams, namely
for ontology modeling and for roles/dependencies modeling. They support the
discussed features in a clear and intuitive way, making use of well-known con-
structs from UML. We also present our tool solution to support our model-driven
development approach. All our Paose tools are realized as plugins for the high-
level Petri net tool Renew (http://www.renew.de).2 They extend Renew with
modeling techniques that are not based on Petri nets.

3.1 The Paose Development Process

This section puts the subsequent work into the context of the Paose approach,
which aims at the development of Mulan applications. The approach focuses on
aspects of distribution, concurrency and model-driven development. The frame-
work Mulan offers the basic artifacts and structuring for the application. Its
four layered architecture features as basic artifacts the communication infrastruc-
ture, the agent platforms, the agents and the agent internals (protocols, decision
components and knowledge bases). With the exception of the communication

2 Renew also provides the virtual machine that executes Mulan applications.
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infrastructure, all artifacts are implemented as Java Reference nets. Capa ex-
tends the Mulan architecture with FIPA-compliant communication features,
providing inter-platform (IP-based) agent communication. Also the Mulan ap-
plications (MAA) are – similar to the Mulan/Capa framework – implemented
in Java Reference nets and Java. They are executed, together with the Mu-
lan/Capa framework, in the Renew virtual machine. While the implementa-
tion in Java Reference nets introduces concurrency for Mulan applications, the
Capa extension enables the agents to run in distributed environments.

Figure 1. The Paose development process and techniques. Modified from [3, p. 133]

The organization of MAS can be explicitly modeled using model-driven tech-
niques [6], as described in the following sections. However, in addition to the
organizational structure of the MAA, we apply the agent-oriented view onto the
organizational structure of the development team through the metaphor of the
multi-agent system of developers [2]. The metaphor provides the perspective that
human participants of the development team form an organization, similar to
agents in an MAA, and their collaborative efforts constitute the development
process, similar to the MAA process. During development the responsibilities
for the diverse tasks are distributed among the developers, which allows for
concurrent and distributed collaboration as well as explicit identification of de-
pendencies between the team participants. In the previous sections we motivated
a service-oriented composition of MAS based on roles and service dependencies.
Here we argue that developers dependencies result from the organizational struc-
ture and the application’s dependencies. These dependencies are also reflected
in the Paose development process, which consists in iterative repetitions of spe-
cific fundamental steps of design and implementation, as shown in Figure 1. The
figure depicts a simplified Petri-net process of the Paose design cycle.

300 ModBE’13 – Modeling and Business Environments



A project starts with the requirements analysis resulting in a coarse design of
the overall structure of the MAA. The coarse design identifies essential roles and
interactions of the organization. It is used to generate the initial structure (de-
velopment artifacts) of a project. The main step of an iteration consists of three
tasks of modeling and implementation. These are the modeling of interactions,
agent roles and ontologies, as well as generating sources from the models and
refining the implementation. The integration of the resulting artifacts completes
an iteration. In the diagram annotations refer to modeling techniques, which are
utilized to carry out a corresponding task and the artifacts, which are generated
from the design models. Taking up the aforementioned view on the organization
of a development team, the completion of an iteration requires the synchronized,
collaborative effort of the participants.

In the context of this work we introduce a technique and a tool for the
modeling of agent roles. To this end, we utilize the ontology model used in
Paose as a meta-model. In this sense the following section describes how our
integration approach essentially applies ontology concepts for the design of a
new modeling technique and a corresponding tool – in this case the modeling of
organizational structures of MAA.

3.2 Integration Approach

Within our development process we apply a few presumptions. The approach
taken relies on two fundamental ideas. These are the support for the develop-
ment process by making use of methods from model-driven development (MDD)
and the tightening of the integration of models (diagrams), generated code and
serialized representations. This leads to a threefold integrative approach that is
illustrated in Figure 2 and that we discuss in the following.

Integration encompasses three parts: (1) an ontology including multiple con-
cepts, (2) the code generated from the ontology and (3) the serialized represen-
tations of concept instances in FIPA Semantic Language (SL) format [12].

Ontologies are modeled using a light-weight technique called Concept Dia-
gram3. The concepts defined in the ontology are transformed into Java classes,
one class for each concept. Instances of these classes (ontology objects) can be
extracted into SL-formatted text. Through an SL parser the serialized SL text
representations can be used to instantiate Java ontology objects in the reverse
direction. Consequently, we utilize three tools for these three tasks: (1) the Con-
ceptDiagramModeler, (2) the OntologyGenerator and (3) the SL parser.

This basic integration approach described so far has several benefits. The
development process takes on a model-driven approach, which allows for the
specification of ontological concepts in a graphical notation. Concept Diagrams
are very similar to the widely-used UML Class Diagrams. They are quite in-
tuitively comprehensible and easy to manage. Manipulation of attributes can
be carried out directly in the diagram. Additionally, by making use of code
3 An example of a Concept Diagram will be discussed in the context of defining a
knowledge base format in the following section (3.3).
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Figure 2. The three-part basic model of agent knowledge

generation and the bi-directional conversion between Java objects and SL text
representations for concept instances, the integration of the different representa-
tions is very tight, i.e. transformation is transparent to a user. By using SL for
the text representations of ontology objects we employ an agent-comprehensible
format, as Mulan agents use SL text representations for message encoding. In
addition, our experience has indicated that SL text is also better human-readable
in comparison to an equivalent XML representation and shows a lower overhead.

In the following, we show how we apply this method in the case of modeling
service dependencies and agent knowledge.

3.3 Concept Diagrams for Role and Knowledge Base Concepts

The previous section provides a general overview of our model-driven approach
based on the integration of multiple representations. Now we describe how the
three basic parts (ontology, Java code, SL text representation) are applied in the
case of modeling as well as establishing organizational structures in multi-agent
applications (MAA). The model-driven approach starts with the specification
of an ontology encompassing organizational concepts (roles, services, protocols)
and concepts necessary for the generation of agent knowledge from organizational
structure models (knowledge base as an aggregation of role definitions resulting
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from a mapping between agents and roles, in which multiple roles can be assigned
to each agent). The ontology we use is shown in Figure 3 as a Concept Diagram.
It is created with the ConceptDiagramModeler.

Figure 3. A Concept Diagram for agent knowledge base concepts

The Concept Diagram serves in a twofold way. First, it defines all the content
types of the agent communication in an application. Second, it serves as a meta-
model for the tools that handle the modeled contents.

From here on, we rely on further tool support for code generation and conver-
sion between the different representations of concepts and concept instances. We
use the OntologyGenerator (based on Velocity, http://velocity.apache.org) and
the SL parser provided by the Mulan framework. Ontology modeling in terms
of Concept Diagrams and code generation from these models is already a part of
the Paose development process (cf. [3, p. 173]). Thus, the approach described
here for handling organizational structures and agent knowledge fits neatly into
the context of our wider work.

Basically, Figure 3 can be regarded as capturing the ontology for knowledge
bases of Mulan agents (the schema of a knowledge base). It illustrates the
modeling technique of Concept Diagrams in terms of inheritance and the use
of concepts for the definition of other concepts (this could also be modeled via
associations between different concepts).

Besides capturing the ontology for knowledge bases, the ontology is also used
by the AgentRoleModeler tool presented in the next subsection. Java ontology
classes that are generated by the OntologyGenerator tool are specializations
of generic ValueTuple (VT) and KeyValueTuple (KVT) classes. VT and KVT
structures are the root interfaces of an implementation of the FIPA SL.

As mentioned above, by using an SL parser, ontology objects can be instanti-
ated from their SL string representations. This is a feature that lies at the heart
of creating agent instances from knowledge base patterns (because knowledge-
base is a concept in the diagram from Figure 3 and thus each knowledge base
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as a whole has an SL representation). Ontology classes provide getters, setters
and convenience methods for operations on the data structures. The Ontology-
Generator tool is integrated into the build environment of the Mulan framework
and the SL parser can be used on the fly in a running Mulan MAA. All in all,
this supports our ambition of realizing a tight integration of different models,
tools and code.

Using the knowledge base ontology shown in Figure 3 the following section
explains how we model roles and dependencies in multi-agent applications.

3.4 Roles/Dependencies Diagrams

Roles and role dependencies are modeled with the AgentRoleModeler tool. The
corresponding Roles/Dependencies Diagrams combine notations from Class Dia-
grams and Communication Diagrams. The tool is embedded in our model-driven
development approach. The content of Roles/Dependencies Diagrams (Figure 5)
is based on the concepts that were already defined in the ontology from Figure 3.
Because of this, the AgentRoleModeler tool allows for the generation of knowl-
edge base descriptions in FIPA SL from Roles/Dependencies Diagrams using
the knowledge base ontology from Figure 3 as a meta-model. Thus the concepts
from the Concept Diagram reappear as stereotypes in the Roles/Dependencies
Diagram. The knowledge base descriptions resulting from a Roles/Dependen-
cies Diagram are used as patterns for the initialization of agent instances in the
Mulan multi-agent framework.

Renew-Editor-Palette

Figure 4. The Renew-Editor-Palette

The AgentRoleModeler is a drawing plugin for Renew and adds a custom
palette for drawing elements of Roles/Dependencies Diagrams as shown in Fig-
ure 4 (the AgentRoleModeler palette is shown at the bottom, under Renew’s
standard palettes). The graphical representation of Roles/Dependencies Dia-
gram elements is displayed in Figure 5. The nodes of Roles/Dependencies Dia-
grams (roles and services) contain the text in FIPA SL format, specifying the
corresponding attributes of the element. For a compact representation all draw-
ing elements can be collapsed to a smaller view. This provides a very compact
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and high-level view of an organizational structure in terms of roles and role
dependencies based on service dependencies. Expanding the drawing elements
allows manipulation of their attributes.

Figure 5. Constructs of a Roles/Dependencies Diagram.

Following Figure 3, the knowledge base of a Mulan agent contains an ar-
bitrary number of agent role descriptions, depending on which roles the agent
occupies. The attributes of agent roles (besides having a role name) are basi-
cally of three different types: (1) service dependencies, (2) protocol triggers and
(3) state descriptions. Such (initial) knowledge base content can be generated
from Roles/Dependencies Diagrams. Required and provided services of a role
(i.e. hard dependencies) are shown explicitly as independent service nodes and
offer / use associations connected to role nodes4. Protocol triggers are key-value
tuples that define, which conversation protocol (value) an agent should initiate in
reaction to incoming messages of a certain message pattern (key). They are not
represented in a Roles/Dependencies Diagram as explicit nodes but are inserted
directly into the corresponding role description. Further, state descriptions for a
role may contain any kind of key-value tuples that shall serve as initial knowledge
for role occupants. In addition to this flat specification of role dependencies, it
is also possible to define inheritance relationships between roles. This introduces
hierarchical relationships.

A Roles/Dependencies Diagram contains exactly one node that defines an
agent-role mapping. Basically, this node serves to define agent types in terms of
what roles a specific agent type should encompass. For each such agent type,
a pattern in FIPA SL can be generated that serves as the basis for the initial
knowledge of instantiated agents of that type.

4 Refer to [7] for a discussion of our view on hard and soft dependencies.
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4 Application

Aforementioned, we motivate the modeling of organizational structures in MAS.
Our approach to modeling organizations grounds on a ontological content defini-
tion, namely the three-part basic model of agent knowledge. We introduced the
three-part basic model in Section 3.2. We showed how the concrete realization
of a tool for modeling organizations utilizes the ontological content definition. In
this spirit the previous section introduced the notation of the Roles/Dependen-
cies diagram and the AgentRoleModeler tool. We will now use the technique of a
Roles/Dependencies diagram to model a sample application. The organizational
structure is brought into the MAS by the means of generic knowledge base pat-
terns. In the following example we demonstrate our method of extracting initial
agent knowledge and structural information from the graphical model and show
how they are brought into the running system. We illustrate the modeling of
organizational structures and agent knowledge in sample applications.

The AgentRoleModeler tool was developed in the context of a bachelors thesis
[20] at the University of Hamburg. After its completion it was used in several
student projects for agent-oriented software development. In one of these projects
about 20 team members worked on implementing applications for an agent-based
collaboration platform. The following example from Figure 6 is taken from this
project. It displays the scenario of a chat application, in which agents occur in
the roles of chat senders and receivers.

Figure 6. ARM of WebChat.

Figure 6 shows an instance of a Roles/Dependencies diagram. The model
consists in the concepts that were already used in the previous section, intro-
duced in Section 3.2 and illustrated in Figure 5. The Sender/Receiver-Scenario is
an example we regularly use to demonstrate the Mulan-Framework in student
projects. It consists in two roles, a Sender and a Receiver. Both roles inherit
attributes from the generic CapaAgent role, thus they are specializations of this
role. We will go into more detail about this later. The Sender is in possession of

306 ModBE’13 – Modeling and Business Environments



a decision component SenderDC, which enables him to sporadically participate
in conversation. He is dependent on a service (ChatMessageReception) allowing
him to find and address chat partners. The Receiver is a role, which provides
such a service, as can be seen by the realization relation between the Receiver
role and the ChatMessageReception service. Upon receiving a chat message, the
Receiver role reacts by initiating a chat protocol. The role specification formal-
izes reactive behavior as a protocol trigger, which can be seen on the lower right
part of the above figure. A protocol trigger maps a type of message, identified
by a message pattern, to a protocol. Every time a message of the defined type
is received, the protocol will be triggered. The chat protocol passes chat mes-
sages to a decision component of the Receiver (ReceiverDC) allowing him to
process the message. He can carry out internal reasoning about the conversa-
tion and decide on his further actions, such as creating a response or initiating
a new conversation. The diagram constructs described up to this point make
up the Roles/Dependencies model. There is a part we have not yet discussed.
The agent-roles mapping construct shown on the upper left formalizes an in-
stance specification. It determines, which agents occupy a previously defined set
of roles. The agent-roles mapping in this case maps both roles to one type of
agent, a ChatterAgent. The reason is that a ChatterAgent should naturally have
the ability to do both, send and receive chat messages.

The example displays our notion of functional rights and responsibilities in
terms of services dependencies. This specification of roles and services in form of
the Roles/Dependencies diagram can be used to generate initial knowledge base
contents for the agent instances dedicated to fulfill the corresponding roles. The
following example focuses on the succeeding step of extracting the information
required to initialize agent instances from the model.

Figure 7 shows a fragment of the Roles/Dependencies diagram that basically
refers to one of the roles from the example above. The blue-bordered role figure
(round corners) displays the attributes for the role name, protocol triggers and
state descriptions. On the right hand side one can see a snippet of the FIPA SL
code generated from the Roles/Dependencies diagram. Here, the service provided
by the Receiver role (ChatMessageReception) is also included directly in the
FIPA SL text. It can also be seen that the FIPA SL fragment contains more
than one state descriptions. The additional state descriptions are inherited from
the CapaAgent super role.

The roles and their mutual service dependencies are compiled into knowledge
base patterns. The knowledge base patterns are in FIPA SL text, so they can
directly be used to initialize agent instances, as they are specified in the lan-
guage (ontology) of Mulan-agents. The example shows how this information is
extracted from the model. It also shows how the model can express hierarchies
of roles in terms of role specializations, enabling inheritance of attributes. Be-
sides using the specialization relation between role constructs inside one single
diagram, the mechanism implemented in the AgentRoleModeler tool also allows
using inheritance across diagrams. This is also shown in the above figure. The
CapaAgent role is accessed from the Roles/Dependencies diagram named Agent-
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Figure 7. Role attributes and FIPA SL code generation.

Role. This is denoted by the displayed notation containing double colons. With
the support for expressing specializations with the AgentRoleModeler tool it is
possible to build graphical models containing hierarchies and compile them into
knowledge base patterns, which allows us to project the overall organizational
structure onto the MAA.

The approach for modeling basic organizational structures of MAS in terms
of roles and role relationships fits neatly into the general model-driven nature of
our Paose approach. In particular, in this case it helps to generate initial agent
knowledge.

5 Conclusion

In agent-oriented software engineering and especially in the context of develop-
ing Mulan applications two essential design aspects are the modeling of the
organizational structures and the initial knowledge of the agents. For the pur-
pose of modeling these fundamental features it requires a conceptional basis as
well as corresponding techniques, methods and tools.

5.1 Summary

In the context of the Paose approach we utilize the technique of Concept Di-
agrams and the OntologyGenerator tool to specify ontology concepts in order
to design multi-agent applications. In the context of this paper this technique
and tool is introduced together with the method of modeling agent roles and
service dependencies. Furthermore we present a technique and a supporting tool
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– also implemented as plugin for our IDE Renew – for a light-weight modeling
of service dependencies and agent roles.

In Section 2 we elaborate on organizational concepts in MAS research and
motivate our approach to modeling organizational structures. The main part
of our contribution is preceded by an introduction to the Paose development
process and the Mulan framework (Section 3.1), which constitute the context
of our work. Our approach to modeling roles and dependencies is introduced
in three steps. First, we introduce the three-part basic model of our approach
(Section 3.2). Second, we illustrate the modeling of ontology concepts utilizing
Concept Diagrams and the OntologyGenerator (Section 3.3). Third, we present
the modeling of agent roles and dependencies with Roles/Dependencies Dia-
grams and the AgentRoleModeler (Section 3.4). The presented technique is an
occurrence of the Roles/Dependencies Diagram – a Class Diagram that includes
notations from Communication Diagrams for the modeling of agent role de-
pendencies – that makes use of the Semantic Language (SL) as a description
language for the agents’ initial knowledge base contents. Finally, the techniques
and tools presented in the course of this contribution are demonstrated in a
application scenario in Section 4.

5.2 Future Work

In the context of our current research we elaborate on generalizing the approach
that was presented in this paper to a further step. The idea is not only to apply
the model-driven approach for code generation, conversion and transformation
of models, but to generate special purpose tools from ontology diagrams as well.
A step in this direction is generalizing the AgentRoleModeler tool to a generic
SLEditor tool. The UI of a current prototype is shown in Figure 8. It displays the
previously introduced role description of a Receiver from the Sender/Receiver
application in a nested graphical figure. The outer frame is that of the agent-role.
The highlighted constructs (in gray) indicate ValueTuples. This representation
allows for displaying any nested structure of KeyValueTuples and ValueTuples.
It can be seen as an alternative view to the plain text representation in Semantic
Language. Further efforts are being made to utilize an ontology – modeled with
the technique of a Concept Diagram – as a meta-model to generate specialized
structures and at the same time generate the modeling tools by using the generic
SLEditor. We are occasionally confronted with criticism against grounding our
work on an outdated infrastructure, because we still rely on the FIPA Semantic
Language for the specification of MAA. We address this subject with our devel-
opment plan on extending the SLEditor. With the generic SLEditor tool we can
support the modeling of MAA using other languages for content specification,
such as XML. This can be achieved by extending the ontology to support XML
to express knowledge contents.

Taking up the Figure 2 from Section 3.2 the three-part basic model of agent
knowledge is extended to display an XML ontology of an agent role. The Figure
reveals what is required to enable this feature: an XML schema definition speci-
fying the format of our ontologies and the methods for conversion of representa-
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Figure 8. Alternative representation of SL content.

Figure 9. The three-part basic model of agent knowledge, extended to support XML
for content specification.

tions between XML-Text and Java-Object. They are at this time not integrated
in Mulan, but there exist standard tools that support XML conversion.
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